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Introducing the HP-71

Congratulations! You have purchased the HP-71, an advanced computational tool that works as easy as
a calculator but is as powerful as a computer. The rugged design and high performance of the HP-71
can substantially increase your productivity.

The HP-71 offers you the following features:

¢ Small sized and battery powered for maximum portability.

e A special calculator mode for performing sophisticated computations while viewing intermediate
results.

o A powerful set of BASIC functions, statements, and operators—over 230 in all. Many larger
computers don’t have a set of BASIC instructions this complete.

e Advanced statistics functions that enable you to perform computations on up to 15 independent
variables.

¢ Recursive subprograms and user-defined functions, which are usually found in other programming
languages, now extend the power of BASIC in the HP-71.

e An advanced internal file system for storing your programs and data. The HP-71 has continuous
memory. When you turn the computer off, it retains programs and data.

¢ A keyboard that can be easily customized for your specific applications.

Optional extensions for your HP-71 include application modules containing prerecorded, ready-to-run
programs, a magnetic card reader for low-cost storage and retrieval, and an HP-IL interface that en-
ables you to add printers, a digital cassette drive, a video interface, a modem, and other devices to your
portable computing system.
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How to Use This Manual

The HP-71 is an advanced computational tool with more functions, statements, and operators than
many larger computers. The extensive documentation will enable you to use the HP-71 as the solution
to your scientific and business applications.
Included with the HP-71 are the following documents:

e HP-71 Owner’s Manual.

This manual describes how to use the HP-71. It is written for the user who has an introductory

level of programming experience. All users should read some portions of this manual, particularly
section 1, “Getting Started.”

¢ HP-71 Reference Manual.

The reference manual contains complete descriptions of the syntax of every statement, operator,
and function in the HP-71. After you have learned how to use the HP-71, the reference manual
will become your main source of information about individual keywords.

¢ HP-71 Quick Reference Guide.

This portable reference guide slips into the computer’s case. It contains memory-jogging informa-
tion to help you out when the owner’s manual or reference manual are not handy.

The HP-71 owner’s documentation assumes you have written BASIC programs using:

e Variables and arrays.

Subroutines.

Branches, loops, and conditional execution statements.

{ statements.

e Printers.

IT statements.

Comments in program lines.

If you have never programmed in BASIC, but intend to program the HP-71, you might need to first
gain some experience in elementary BASIC programming. If you don’t intend to program the HP-71
yourself, then you don’t need to learn how to program to be able to use the HP-71. The computer is
designed so that if you wish, you can simply perform calculations and run prewritten programs. The
owner’s manual shows you how you can do this.
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All users should read section 1, “Getting Started” to become familiar with the computer’s operation.
Other sections are optional, depending on what you want to learn about the computer’s operation. The
following table indicates what you will need to read in order to learn particular skills on the HP-71.

If you want to learn how to... Read sections...
Run a prerecorded program. , 6, 8
Perform keyboard calculations. , 2
, 4

Use the internal clock and calendar.
Customize the HP-71. 7

Write and run programs. ,2,3,6,8,9,10, 11
Use advanced programming structures. 12,13, 14

Use the HP 82400A Magnetic Card Reader. Appendix C

)

1
1
Perform statistical analysis. 1,2
1
1
1

* Section 8 describes how to write and run programs. If you are interested in simply run-
ning programs, you need read only the parts of section 8 that show how to run a
program.

In the back of the manual you’ll find a subject index followed by a keyword index on the inside back
cover for your reference.
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This section introduces:
¢ The keyboard.
e The display. " Museur’
¢ Clearing memory.
¢ The HP-71 clock.

e Keyboard calculations.

Computer

¢ Entering and running a program.

» Editing a program.

e Creating user-defined keys.

¢ Using previously entered commands.
o Using direct-action keys.

¢ The beeper.

e The rest of this manual.

Keyboard Operation

Most keys on your HP-71 perform one primary and two alternate, shifted operations. The primary
operation of any key is indicated by the white or black character(s) on the top face of the key. The
alternate operations are indicated by the gold characters printed above the keys and the blue char-
acters on the lower faces of the keys.

* To select the character or operation printed on the top face of a key, press
only that key. For example: [5].

e To select the alternate character or operation printed in gold or blue,
press the like-colored prefix key ([f] or [9]) and the operation key. For
example: [t][CALC], [9)(>]. You can release the prefix key before pressing
the operation key, or you can keep the prefix key pressed as you press the
operation Kkey.

+ To select uppercase letters, press the letter key. (If letter keys produce lowercase letters, first press
(f)[Lc), then press the letter key).

+ To select lowercase letters, press (] followed by the letter key.
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Keys That Execute Immediately

Most HP-71 keys only display characters when pressed. However, most bottom-row keys are immedi-
ate-execute keys—they perform an operation when pressed. For instance, pressing [f] followed by
executes the operation, which erases a character in the display. This operation allows you to
easily correct typing errors. All shifted and unshifted keys are listed in this manual’s index.

Typing Aids

All (f]-shifted keys in the top three rows are typing aids. A typing aid is a key that produces in the
display an often-used group of characters. These characters can be displayed by pressing only the typ-
ing aid key instead of all the individual character keys. For instance, to display ! with a trailing
space, you can either press [f] followed by [(S), or press the (9] keys. The gold
printing above each key indicates the characters each typing aid displays. The diagram below shows
how these aids are grouped logically to make them easier to use.

TYPING AIDS

FOR.H

T loops

User defined

¥ keys Statistics
i 4
IF THEN ELSE  FOR T0 NEXT  DEF KEY ADD PREDV ME AN SDEV SGR
Program CALL GOSUB RETURN GOTO INPUT PRINT DISP DIM  BEEP  FACT cos TAN EXP
branching @@@@@@@@@@@@@@
EDIT CAT  NAME PURGE FETCH LIST DELETE AUTD  COPY ES ASIN ACOS ATAN LOG
Immediate DFF ssT BACK -CHAR . I/A LC  -LINE \ USER VIEW [[ﬂ_a [ém}

execution @@@@@@@@@ m m

File mahipulation Program line Calculations
manipulation

Other typing aids

GROUPING OF [f] SHIFTED KEYS
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Conventions for Representing Keystrokes

Except for a few cases where keys we ask you to press are indicated in narrative style, this manual
represents keystrokes in four ways:

1. Unshifted or shifted keystrokes that display characters are indicated by those characters. For
example, # means “Press the [x] key” and # means “Press the (9] and (4] keys.”

2. Unshifted keystrokes that do not display characters are represented by keys printed with the keys’
top-face symbols. For example, means “Press the left-arrow key.”

3. Keystrokes shifted with [f] that do not display characters are indicated by [f] followed by the keys’
gold symbols. For example, means “Press the (f] key, then the key.”

4. Keys shifted with [g] that do not display characters are indicated by [9] followed by the keys blue
symbols. For example, [§J[»] means “Press the (9] key, then the key.”

Power On and Off ([ON], [f][OFF))

Pressing turns your HP-71 on, while pressing turns it off. To preserve battery life, the
computer turns off automatically after 10 minutes of inactivity.

The Key

The key acts in a manner similar to that of the RETURN key found on many computers.
When you press [END LINE ], one or more of the following happens:

¢ The statement or calculation you've just typed is executed.

» The characters you've just typed are stored in memory. For example, when you enter a program
into memory, you press after you type each program line into the display.

o The HP-71 may detect an error. In that case, the computer beeps and displays an error or warning
message.

Memary Reset BASIC Mode, and the BASIC Prompt

¥

It’s important to clear and reset memory now so that examples throughout this section produce the
results as shown. There are three kinds of resetting available to you, IMHIT: i, IMIT: Z, and
IMIT: % The last one (IMIT: Z) is the one you’ll use now, since it clears main user memory, also
called main RAM (random access memory). (Descriptions of the other two resetting operations appear
in the “Owner’s Information” appendix, page 273.) The following example shows you how to clear

memory.



The format of the procedure below will be used often throughout this manual to detail a
series of keystrokes and resulting displays. The keystrokes follow the conventions descrlbed on
page 13. The displays that are the result of your commands and entries are shown as i
characters inside a “display box.”

Input/Result
Press and release these two keys at the same time.

i Your display shows the command for the first
type of reset. All the keys are now inactive ex-

cept for (1], (2], (3], and (END LINE].
END LINE Selects a type = reset, a memory reset.

Lost The computer indicates memory is now clear.

Clears the display.

The > symbol is the BASIC prompt, showing that you’re in BASIC mode. You'll probably do most of
your work, such as entering and running programs, in BASIC mode. You can operate your HP-71 in one
other mode, CALC mode, which we’ll introduce in a few pages. The flashing B symbol is the Replace
cursor, showing where the next typed character will replace either a blank or another character.

The

The 22-character display is a window through which you view the 96-character line. The following
keystrokes demonstrate the length of this line and show you the characters and spaces displayed by
some of the typing aids.




Y
o

Input/Result

Press (1], and while holding [f] down, press in or-
der (@], (W], (E], and (R].

The BASIC prompt, , occupies the first position
of the 96-character line.

L]

Press and hold (], then press the rest of the top
row keys, left to right, followed by the second row
keys (L to R) ending with [J]. That is, press and
hold ], then press (7], (Y], (U], (J, (0], (PJ, (7],
(8], (8), (4J, (&), (8], (], [F), (6], (H], and [4].

-

Note that pressing [J] did not seem to change
the display, but did produce a beep, showing that
the 96-character line is full. The left arrow at
the far left edge of the window indicates part of
the line is out of the display window to the left.
The cursor is now located at position 96.

Why is the 96th character position blank in the display shown above? What happened to the T of
#T? When more than 96 characters are entered into one line, the 97th and succeeding characters
appear in the 96th character position—repeatedly overwriting that p0s1t10n as long as new characters
are entered. In this case, the last character is the final space of & * | the typing aid produced by

(.
Moving the Display Window ((<], (>}, (9)(~], (@)>])

The and keys allow you to scroll the display window back and forth along the line. Here is a
summary of their actions:

. moves the cursor left one space at a time along the line without erasing characters. If held
down for longer than about one-half second, this key action repeats.

. moves the cursor to the right. Otherwise, and act the same.
* (9)(] moves the cursor immediately to the first character of the line.
* [9)[>] moves the cursor immediately to one space beyond the last character of the line, or to char-
acter number 96 if the line contains 96 characters.
Input/Result
Moves the cursor four positions to the left.

-
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Nat- When any character (other than a space) occupies the same location as the Replace cursor,
this manual will indicate it as shown above.

(9)[w] Moves the cursor to the first character of the line.
- -
The arrow at the far right edge of the display
indicates the line continues to the right.
EEN Moves the cursor to the right end of the line.

Clearing the Display ([ATTN])

When your HP-71 is on, the key becomes the (attention) key. This key performs two
actions:

e When a program is not running, clears the display.

e When a program is running, halts (suspends) the program, and the SUSP annunciator turns
on.

Input/Result
Clears the display.

When the display is clear, or when the cursor is not displayed, you can always type a statement, a
calculation, ur program line, and then enter it into the HP-71 (by pressing [END LINE]). If the display
contains characters but no cursor, the first key pressed clears the display and performs that key’s ac-
tion. (This is true except for (<], (>], (9)(«], and [9])[»], which produce no action in this situation.)
We’ll demonstrate these actions as we progress through this section.

Correcting Typing Errors ([ATTN], (f)(BACK])

Two editing tools make it easy to recover from any errors you might make as you proceed:
» clears the display when no program is running.
» backspaces the cursor one space and erases the character in that space.
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Setting the Time and Date

The HP-71 contains an accurate quartz-crystal clock and a calendar covering several thousand years.
This clock runs whether the HP-71 is on or off, and begins running as soon as batteries are installed.
We’ll show you how to set this clock to the correct date and time.

The example below assumes the date is May 20, 1984, and the time when the clock setting process
begins is 4:13 PM and 10 seconds. Read through this example to learn how to set your clock to the
correct time and date.

The HP-71 requires a year/month/day (YY/MM/DD) format for the date, and six digits must always
be entered, including leading zeros.

Example: Set the date for May 20, 1984.

Input/Result
Sets the date.

Enters the date.

!?A:Iii

3 Displays the date.

We'll describe a technique to set the clock with an accuracy of 1 second or better. Read the following
description, then set your clock.

Key in a time about 30 seconds ahead of the actual time and press when the actual time
catches up with the keyed-in time.

You don’t need to clear the display before pressing the next group of keys. When the cursor is not
displayed, the next keystroke clears the screen and enters that key’s character into the display.
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Input/Result

g This statement sets the time. The HP-71 clock
uses the 24-hour format, and six digits must al-
ways be entered, including leading zeros. The two
zeros following the second colon are the seconds.

Suppose the typing of this SETTIME command is finished at 16:13:30. Now look at a watch that
shows seconds, and get in the rhythm of counting in half seconds. At one-half second before 16:14:00,
press [END LINE], and the HP-71 clock is set with an accuracy of a few tenths of a second. Page 92 in
Section 5 describes how to adjust the clock’s setting, and page 94 describes how to adjust the clock’s
speed.

The 7] function returns the current time. To display a changing clock, a simple program is re-
quired, such as the UL GCE program on page 131 in section 7.

Suppose you execute T I £ exactly one minute after executing :

Input/Result
z Displays the time as a string, not a numeric value.

Keyboizrd Calculations

You can perform calculations on the HP-71 in two different modes:

e In BASIC mode, keyboard calculations are performed as they are on most BASIC language
computers. You first key in the entire expression, then press to obtain the result.

¢ In CALC mode, you key in the entire expression as you do in BASIC mode, but whenever the
portion of the expression already keyed in can be evaluated, the HP-71 automatically displays the
intermediate result. You then press to obtain the final result.

The ability to monitor the progress of a calculation by viewing intermediate results provides important
advantages compared to viewing only the final result:

¢ You can see if the calculation is progressing as you expect, allowing you to catch errors that other-
wise might remain hidden.

* You can understand more easily and completely how an expression behaves, which is often more
useful than the final result.
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The expression we’ll evaluate is:
7T+ 4—9x«015— 7/3).

To ensure that the results of calculations you display on your HP-71 look like those in this manual,
execute the following statement.

Input/Result Computer

Museum
END LINE ’

The HP-71 will now display results rounded to
two decimal places.

BASIC Mode Calculation.

Example: Evaluate the expression in BASIC mode as follows.

Input/Result

The expression is keyed in, ready for evaluation.

END LINE Evaluates the expression.

The result.

CALC Mode Calculation.

Example: Evaluate the same expression in CALC mode.

First, set the HP-71 to CALC mode. If you make an error, press enough times to erase the
mistake, then complete the expression correctly.

Input/Result

(1)CcALC]

% The annunciator tells you you're in CALC mode,
CALC | and the flashing Insert cursor (page 21) says that
characters will be inserted into the display from
the right edge.
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1
aljp-

CALC

CALC

CALC

This display shows two CALC mode features:

e The HP-71 does not evaluate 11 .3
(section 2, page 64).

As soon as you key in an operator in CALC
mode, the HP-71 accepts the most recently typed
operand and displays it in the same format as a
result.

When you key in —, the HP-71 not only enters
the ¢, but evaluates and displays the intermediate
result.

%, 88, since to do so would violate operator precedence

¢ The Insert cursor shares its position with a right parenthesis, reminding you that the expression

requires a matching right parenthesis.

Input/Result

CALC

CALC

When you key in the closing parenthesis, the
flashing » reminder disappears. If an expression
includes several nested pairs of parentheses, the
closing parenthesis reminder remains until the fi-
nal pair is closed.

Evaluates and displays the final result.
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Entering and Running Prewritten Programs

The next few pages show you how to convert a program listing on paper into a program in memory, and
then how to execute that program. Since you might make an error as you enter program lines into the
HP-71, we’ll first describe some error-correcting tools that allow you to display and edit program lines.

Displaying Any Program Line ((&], (v], (9)(x], (8)(x])

When you’re entering or running a program, these four keys allow any program line to be displayed for
viewing or editing. Any line brought to the display using these keys becomes the current line. Shortly,
actions of these keys will be demonstrated when you enter a program.

. brings the line preceding the current line to the display, ready to edit. If held down for longer
than about one-half second, its action repeats.

. brings the line following the current line to the display, ready to edit. If held down for longer
than about one-half second, its action repeats.

= [(9][X] brings the lowest numbered line to the display, ready to edit.
= [9)(Y] brings the highest numbered line to the display, ready to edit.

Editing Any Line ([f][BACK], [fJ(=CHAR], [f](1I7R], [fJ[=LINE])
These four keys, when used in BASIC mode, allow you to change any displayed line:

- backspaces the cursor one position and erases the character at that position. If held down
longer than about one-half second, its action repeats.

® erases the character at the cursor and moves characters left one space to fill in the gap.
If held down longer than about one-half second, its action repeats.

a switches between the Replace cursor (#) and the Insert cursor (4). A character typed when
the Replace cursor is showing replaces the character or space at the cursor. A character typed when
the Insert cursor is showing is inserted where the Insert cursor points; that is, between the char-
acter at the cursor and the character immediately to its left.

a erases all characters starting from the character at the cursor through the right end of
the line (which might include more characters than those immediately visible in the display).

Naming a Program File (i1 7)

¥ To help you find typing aids more easily, the keystroke sequences on the next f
show key symbols above the characters displayed by the typing aids. For instance,
shown as:

(1=

-
[
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The HP-71 can hold many programs. Each program is stored in a location called a file, which you must
identify by a file name. A file name can be up to eight characters long. The first character must be a
letter, and the remaining characters may be letters or digits.

You'll soon enter a program into memory. First, create and name the file that will contain this program

Input/Result
(BED)
EDIT OUERFLOWM (ENDLINE]

FLol BASID & The OWERFL {4 file’s catalog entry is dis-
played, and the file is now ready for the (!},
L {4 program.

The right arrow in the display shows that the catalog entry continues to the right. This display in-
dicates the DWERFLOM file is an empty BASIC file. File catalogs are covered in section 6 starting on
page 117.

Entering, Editing, and Running the & i Program

As you enter a program into memory, any errors you might make can be of two types:

1. Errors you catch before pressing [END LINE ], or errors the HP-71 recognizes as soon as you press
END LINE .

2. Errors neither you nor the HP-71 recognizes until you run the program.

You might make both kinds of errors as you enter this and other programs. To help you recover from
such errors, we’ll deliberately introduce one error of each type and show you how to correct each one.
(Errors and error recovery are covered in more detail in section 9).

Following this listing of the DU ERFL {ili program, we’ll show you how to enter each line (including the
two deliberate errors). Note that program lines that start with ! are comments, which are ignored by
the computer when the program is run. However, the HP-71 does reproduce such comments in program
listings. The ® symbol joins {(concatenates) statements on a single line.

10! OVERFLOW PROGRAM

20 REAL X,Y @ STD

30 FOR X=1TO 20

40 Y=(X"2MX™2) @
DISP Y @ IF Y=MAXREAL THEN 60

50 NEXT X

60 “The largest finite positive number the
HP-71 can display is";Y



In the following keystroke sequence, type the spelling errors as shown. We'll correct them shortly.

Input/Result

SO ROCRAR

18 1 OWVERFLOW 4ROGREARN
1o i 5:; i
[END LINE]
ER OREAL X.¥ @ STO

fi

We’ll correct the line to read

Pl ey
(MRS L A

The Insert cursor points to the position where the
next typed character will be inserted.

Enters line 10 into your program file. The

key acts with either the Insert or the
Replace cursor displayed at any position.

The HP-71 is ready for the next program line.

REFRL #,% (page 57) declares variables i and v
to be full precision, and ZT{! (page 55) sets a
display format that shows numbers with full
precision.
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([

The variable ' at the end of the program line (fol-
lowing the & symbol) is an implied [ " state-
ment It means the same thing to the computer as

F Y. Implied 0 * statements are ex-
plamed further on page 67. (The HP-71 also al-
lows implied LET statements).

Note the spaces given by the typing aids.
. is the HP-71 name for the largest
finite positive number it can represent.

The left arrow annunciator indicates the rest of
this line is to the left of the displayed portion.

switches between the two letter cases. It
sets upper- or lowercase letters as the standard
for the unshifted letter keys. In either situation, a
(g]-shifted letter key produces the opposite let-
ter case.
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Th Continues line 50.

When typing the next part of line 50, use the (9] shift key to type HF. (We’ll explain how to correct the
i 7 error after we run the program.)

Input/Result

Computer
Miseum

‘ HF-17 oan disglay iE
G switches back to uppercase.
- . "
P
Enters line 60 into your i file. The

complete program is now entered.

Press to execute this program.

The PRGM annunciator on the right edge of the display appears and a series of increasingly large
numbers is displayed, one after the other, including 1 E means “exponent,” so this num-
ber represents 1 x 10209, Just after you see 1. aF44% a warning message,

LA w2 f 1o is displayed. This means the next number in the series is larger than the
HP ’71 can represent. Since this difficulty results in just a warning and not an error, the program
continues, and substitutes for the next number in the series the largest number the computer can

represent, ¥ . FE3953S 3093495,

As line 60 displays its message, you realize the model number of your computer is “71,” not “17.” Here’s
how you enter the correction into the program after the program stops.
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Input/Result

(OE)

FETCH Brings line 60 to the display.

hd - .
izros=t Fetching a program line positions the cursor im-

mediately after the line number to facilitate
editing. The right arrow annunciator shows the
line continues to the right.

EE) Moves the cursor to the right end of the line.

Press 20 times. Or hold down until the
cursor is close to or at the 1. Then use (<] or
as needed to correctly position the cursor.

71 [ENDLINE The program is corrected.

Controlling Program Display Speed (&

% line rate [, character rate]

m
o

You have control over how many seconds a line is displayed before being replaced by the next line (/ine
rate), and also how fast a displayed line containing more than 22 characters scrolls from the right (the
optional character rate). You can choose a line rate and a character rate from 0 to 8 seconds. A rate over
8 seconds is considered infinite—no line replacement or scrolling occurs. These two parameters are

independent of each other.
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{1k Program (EDVIT, H

Saving the TUE

Suppose sometime later you wanted to enter a new program, and forgot to create the new file using the

ELIT statement before keying in the program s lines. Where would those new lines go" They would go
into the same file the ZWERFL{ ;1 program s lines went 1nt0 the file named The lines of

One way to guard against such an accident is to create a new program file before keying in any lines, as
you did when you executed ES 1T DJWERFLTE. A second way is to make avallable a scratch file named

k file=, which will accept any new program lines you enter. To make the :
execute

I without specifying a file name.
Input/Result

This is the first part of the catalog entry for your new file, showing that the file is an empty BASIC
file. File catalogs are covered in section 6 starting on page 117.

If a work 112 exists (even if it’s empty), EDI T positions you at that existing workfile
not at a newly created work £1la. The HP-71 can contain only one work: i1 e,

You can create a new, empty work{ile (using EDIT[ENDLINE]) if you first name the existing
workfils using MAME filename. See section 6, pages 100-102 for further information about
work £ile and HRME,

To summarize, when you key a program into your HP-71, it is good practice to:
1. Create a new file by executing EDIT file name.

2. Enter the program lines, test the program, and edit the program as necessary.

3. Select the wcrk ¢ ile by executing ELIT.

Running Any Program in Memory

There are two ways to execute a program:

¢ Execute ELii file name. This works for any program.

¢ Press (or execute ELH). This works only for a program located in the current file, explained
below.
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Running the Program in the Current File. At the moment, work £ 112 is the current file. The
HP-71 always contains one and only one current file. When you enter a program from the keyboard, it
is automatically entered into the current file, and you can run it by pressing [RUN] or executlng F ik,

You can edit the program in the current file from the keyboard, as you edited 04 E

Running Other Programs. You can run any program by executing EilH file name. A program that is
not located in the current file must by executed in this way. When you execute such a program, it
becomes the current file, so you can edit it, and you can use the key to repeat its execution.

Redefning the Keyboard ([f)[USER], [9][1 USER])

The HP-71 includes two complete and separate keyboards that share the same physical keys. The Nor-
mal keyboard, the one you've been using, performs the actions indicated by the symbols printed on and
above the keys. The User keyboard performs those same actions except where a key’s operation has
been redefined—that is, user defined. There are two ways to switch between these two keyboards:

. switches from one keyboard to the other. To switch back to the earlier keyboard, press
again.

¢ [g](1 USER] switches from one keyboard to the other for only one shifted or unshifted keystroke,
then the HP-71 automatically switches back to the earlier keyboard.

You can redefine the shifted and unshifted action of all but two keys. The two keys you cannot redefine
are the two shift keys themselves, [f] and [9]. Key actions can be redefined to display a typing aid of
your choice, or to execute any statement, or combination of statements, concatenated with &, that are
executable from the keyboard. User defined keys can also be used to assist data entry in response to
program input requests. You can use the entire 96-character line length for your key definition. The
beginning of section 7 discusses user defined keys in more detail. We’ll now lead you through creating
and using a simple key assignment.

Enter the following key definition:

Input/Result
(O@NED) . _
DEF ; *TIMES" Redefines (g](<]to display the current time when-

ever [9])[<] is pressed from the User keyboard.
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We’ll show two ways the user-defined key [9](<] can be used.

Input/Result
Activates the User keyboard.
vser B The USER annunciator tells you the User key-
board is active.
()<
user L E ORI 3B This display represents a time of 4:59:39 PM.
B The USER annunciator is off, and once again the

Normal keyboard is active.

Here’s another way to use the same redefined key:

Input/Result
{91 usER] (9] Simply press and hold down [g], then press in or-
der the (0] and (-] keys.
178163 Notice that the USER annunciator is not on. The
{9)[1USER] keystroke activates the User key-

board only for the next shifted or unshifted key-
stroke. After that next keystroke, the Normal
keyboard is automatically active again.

Display Contrast and Viewing Angle (:

COMTERSZT contrast value

The COHTRALZT statement allows choices for contrast value, from & to i3, which control display
intensity and optimum viewing angle. COHTRAST G gives the least contrast and shallowest viewing
angle, and COMTREAST 15 gives the sharpest contrast and steepest viewing angle. TOHTRAST
also makes all the annunciators easily visible. After memory reset, contrast value is set to = (the default
value). You can adjust contrast value to suit your personal preference.

------
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Input/Result

T 17 [ENDLINE

« 9
ACBAT ™.
USER -
RAD

3 Fom If you look directly down on the keyboard, you’ll
see the BASIC prompt and cursor displayed with

strong contrast. If you now tilt your HP-71 away
from you, you'll see all the dots used to make
characters plus all the annunciators.

Status Annunciators

Here are brief descriptions of the HP-71 annunciators.

Annunicator

Meaning

AC
BAT
USER
RAD

W N = O

4
((*)
-
PRGM
SusP
CALC

The line extends to the left of the display.

(9] has been pressed, but not the second key required to complete the key
sequence.

has been pressed, but not the second key required to complete the key
sequence.

Reserved for future use.

Low battery.

The User keyboard is active.
The angular setting is Radians.
Flag O is set.”

Flag 1 is set.

Flag 2 is set.

Flag 3 is set.

Flag 4 is set.

Reserved for future use.

The line extends to the right of the display.
A program is running.

A program is suspended.

The HP-71 is in CALC mode.

* Flags are covered in section 11.
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Now return your display to normal contrast. Execute:

Recalling Commands—The Command Stack ({9](CMDS )

A list of the five most recent commands is maintained in a separate part of memory called the Com-
mand Stack. “Commands” refer to operations that have been executed by pressing (END LINE], such as
evaluated expressions and entered program lines, statements, and functions. Any command in the
Command Stack can be displayed and executed again (by pressing [END LINE]), or edited, then executed.
The Command Stack is especially useful when repeatedly executing a series of commands, all of which
are identical or contain only minor differences.

If any of the last five commands are identical, the Command Stack maintains only the one most re-
cently implemented.

Here’s how you activate and deactivate the Command Stack:
e Activate the Command Stack by pressing [9](CMDS].
® Deactivate the Command Stack by pressing [9)[CMDS] again or pressing [ATIN].
® Deactivate the Command Stack and execute the displayed command by pressing [END LINE].

We'll show you how to display a few of the commands you’ve just entered.

Input/Result
(9])(cmDs] Activates the Command Stack.

= The display shows your most recently executed
command, together with the Replace cursor. The
~. symbol is the Command Stack prompt. All
cursor-moving and editing keys are active.

Use the and keys to move through the
Command Stack. You display progressively older
commands by pressing repeatedly, and more
recent commands by pressing (¥].

This is your older command.

You can execute (by pressing [ENDLINE]) any
expression or statement displayed by the Com-
mand Stack, or enter any program line displayed
by the Command Stack.



32 Section 1: Getting Started

e ot 1 bRom ' i
ACBAT : ;FRoM | Pressing (END LINE] executes the displayed com-
JSEF 4 CALC | mand (C0H T ) and deactlvates the

Command Stack
most recently executed command.

[9)(EmMDS ] Reactivates the Command Stack and displays
your most recently executed command.

< 9f . 0 () =
ACBAT -, T L i i ; PRGM
USER - 2 'susp
AD 4 CALC
Displays the older command.
s 0 (o) =
ACBAT o PRGM
USER = 3 SUsP
RAD 4 CALC
END LINE Executes the displayed command and deactivates

the Command Stack.

The BASIC prompt shows that you have deacti-
vated the Command Stack.

Producing Tones (: )

The BEEF statement produces an audible signal whose frequency and duration you can control. You
can also turn off this signal, and choose between two levels of loudness. The main application of the
beeper is to provide audible warnings.

There are five forms of this statement:

frequency in hertz
frequency in hertz , duration in seconds
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Here are facts about EEEF:

s When you execute EEEF without specifying frequency or duration, a 500 Hz signal sounds for .25
second.

» You can specify frequency up to a maximum of about 4900 Hz. Frequencies as low as 150 Hz
produce recognizable tones.

e You can specify duration as long as 1000 seconds.

¢ You can specify both frequency and duration as numeric expressions. The HP-71 evaluates these
expressions when EEEF is executed.

o REER

it enables the beeper.

Cor‘pﬁuter

. I FF disables the beeper. “Museum, .
o After memory reset, GEEF i is active. »
s You increase the intensity of the tone by executing SFL Az -=5 (set flag number —25). (Flags are

covered in section 11.)

(clear flag number

—25).

What’s Ahead

You've sampled the HP-71 in this section. There’s much more information ahead, but you don’t have to
read it all. If you're primarily interested in using prewritten programs, you need read only sections 6
and 8 to become familiar with the HP-71 file structure and to learn details on running programs. Read
section 2 if keyboard calculations are important to you. If you plan to solve statistical problems with-
out using prewritten programs, read sections 2 and 4.

For programming help, look at sections 2, 3, 8, and 8 through 14. You might also wish to read section 5
(clock) and section 7 (User keyboard).

Check the appendixes and the reference manual to see what’s there. For example, the reference manual
contains a glossary that defines many of the terms used in this manual.
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Syntax is the way that instructions must be typed so they can be understood by the computer. The
following conventions are used throughout this manual.

TYFE

italics type

[]

stacked items

Words in dot matrix (like EF EE'') can be entered in lowercase or upper-
case letters. The examples in this manual show statements, functions, and
operators entered in UFFERCASE.

Items in italics are the parameters you supply, such as the file name in the
HAME file name statement.

Character strings can be enclosed with single or double quotes and can be
entered in lowercase or uppercase letters. (The examples use double quotes.)
In general, file names can be quoted (single or double quotes) or unquoted.
When quoted, the left quote must match the right quote. (The examples use
unquoted file names.) The HP-71 converts file names to uppercase.

Square brackets enclose optional items; for instance, DELAY line rate
. [character rate].

When items are placed one above the other, one and only one must be
chosen,

An ellipsis indicates that the optional items within the brackets can be re-
peated; for instance, AL [coordinate value 1 [ . coordinate value 2 [ . . . [. co-
ordinate value 15] ... ]]).

The descriptions for keywords (statements, functions, operators) that appear in this manual allow you
to use them effectively. However, these descriptions often do not include all details. Syntax descriptions
that omit some detail are labelled “simplified syntax.” For a complete and detailed definition of each
keyword, refer to the “Keyword Dictionary” in the reference manual.
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Range of Numbers (MIHEERL, EFE
Relational Operators (Comblnatnons of
Logical Operators (R0, OF, ExdR,
Precedence of Operators

Overview

This section covers:
e A new way to calculate with a computer: CALC mode.
o All math operators: arithmetic, relational, and logical.
e All math functions.

Random numbers and how to use them.

Three ways to format a displayed number.

The precision of displayed and stored numbers.

The math exceptions: invalid operation, division by zero, overflow, underflow, inexact result.

The three responses to each math exception.

e The IEEE Proposal for handling math exceptions.

Using CALC Mode

You can evaluate a numeric expression with the HP-71 within two different frameworks. Each uses the
normal algebraic precedence of operators (page 64). (For instance, terms within parentheses are evalu-
ated first.)

o BASIC mode, which is the familiar framework shared by most BASIC computers. You key in the
entire expression before any evaluation occurs, then you press to evaluate the expression
and display the result.

o CALC mode facilitates evaluation in many ways not available to BASIC mode, including the dis-
play of intermediate results while the expression is being keyed in.

CAUTION

Do not insert or remove a module while CALC mode is on. Doing so will cause a memory reset (loss
of memory). Refer to section 6 for more information about the use of plug-in modules.
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CALC Mode Features

The following list of features, some illustrated with examples, shows how you can use CALC mode to
your advantage to evaluate numeric expressions.

Complete Numeric Function Set. All HP-71 numeric functions and operators can be used in CALC
mode, including the single-line user-defined numeric functions in the current file.

Common Variable Set. CALC mode and BASIC mode share the same set of variables. A variable
assigned a value in BASIC mode retains that value in CALC mode, and vice versa.

User-Key Assignments. You can use User keyboard key assignments in CALC mode, except for ex-
ecute-only (colon) key definitions. (Key definitions are covered in section 7.)

Unbounded Complexity in Expressions. Any numeric expression that can be keyed in and evalu-
ated in BASIC mode can also be evaluated in CALC mode.

Twelve Digit Math. Intermediate results are carried with 12 decimal digits of precision.

Assignment Statements. Variables can be assigned values and used in expressions, as the following
example shows.

For this and the other examples that illustrate some of these CALC mode features, you
should be in F Z display format so your displays will look like those in this manual. You cannot
execute F I+ 2 while CALC mode is on, so make sure you're in BASIC mode. (If the CALC
annunciator is displayed at the right edge of the display window, press [f][CALC] to set BASIC
mode.) You should see the BASIC prompt () at the left end of your display window. If your display
is not clear, press [ATTN].

Input/Result

- B Entered numbers and results will be displayed
rounded to two decimal places.

(f)(CaLC] Sets CALC mode.

CALC
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CALC

i
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e

CALC

CALC

CALC

.
Lo
oy

Ul
[

CALC

Starts the assignment statement example.
So far, no partial evaluation has occured.

You evaluate a partial result as soon as you

press [=].

Terminates the expression and assigns its value
to H.

Use # in an expression to confirm that it now

B o

represents — 3 . B,

As soon as an operator (#) is keyed in, F is re-
placed by its value.

Displays the answer.

Automatic Parenthesis Matching. For every left parenthesis you enter, the HP-71 automatically
supplies a right parenthesis. So you need not key in closing parentheses at the end of a line. However, if
you do type closing parentheses, the HP-71 accepts the correct number, and no more than the correct

number.
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Input/Result

CALC

CALC

The typing aid above the (4] key supplies
and the left parenthesis.

The flashing right parenthesis sharing the
cursor’s position represents a number of right
parentheses equal to the number of open left
parentheses you’'ve keyed into the expression so
far. In this case, that number is one.

You did not have to press either [(J or )] to
evaluate this expression.

Implied Result (- :). A pair of empty parentheses keyed in as part of the current expression repre-
sents the value of the last evaluated expression. The current expression then uses this current value.
The empty parentheses pair can either represent a separate term in the expression or the argument of a

function.

Input/Result

CALC
END LINE

CALC

CALC

Pressing enters the closing parenthesis,
supplies the previous result represented by the
pair of empty parentheses, and evaluates

ASIHOE ., 585,

This demonstrates another important use of im-
plied result.

The previous result, :
the variable .

£, is now assigned to

Comma Reminder for Argument Lists. For those functions and arrays requiring two or more ar-
guments, the display indicates the minimum number of commas required in the argument field.



Input/Result

MIiros,

CALC
Coimputer
-Museum:-
CALC
END LINE
CALC
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-4 function.

Key in the first argument of a

The comma sharing the cursor’s position in-
dicates at least one more argument is required.

Key in the comma and the second argument.
Since the character following the # could be a
comma, or a continuation of the first expression
(such as another numeral), you must supply the
comma from the keyboard.

The flashing parenthesis tells you no more ar-

guments are required.

Again, you did not need to key in the closing
parenthesis before terminating the expression.

Viewing Each Step Separately ([1)(SST] or [RUN]). When you key in an expression with CALC
mode active, there are times when several terms will appear to be evaluated simultaneously. In these
situations, you can view each intermediate result separately without violating the order in which oper-
ators should act (order of precedence).

Example: Suppose you wish to evaluate log(11) + 332 — 4, and you also wish to see the intermediate

result given by 332, (Note the typing aid for s

Input/Result

(A%}

.,_
A
+

il
™
|

[un]

S B )
oo T
oy il H

CALC

RUN

CALC

and that [9][*] displays ).

Since you're interested in the value of 2. Z, do
not key in -4 yet. If you did,

LOG: 114373, Z would be evaluated as soon
as you keyed in —, and you would not see the
result given by 23 . Z alone.

and perform the same action with
CALC mode active.

Single-step displays the value of %3, 2,
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- [(END LINE

The final answer.

CALC

Example: CALC mode will not allow you to violate the proper order of operator precedence when you

single step through an expression. To illustrate this, use the expression Z +Z# 4.
Input/Result
#+7Z [RUN Displays the intermediate result.
o, H04
cALC
(*] Now you try to key in #, but multiplication is not
performed. Instead you see:
You’re told multiplication should have been per-
CAC | formed before addition.
IS IEE The earlier display soon replaces the warning
CALC | message.

We’ll soon show you how you can easily recover from this error by activating the Command Stack.

Recovering the Complete Expression ((A]). When you press (A], you activate the Command
Stack. (Pressing activates the Command Stack only when CALC mode is set.) The resulting display
can be of two types:

« The display shows all terms of the last evaluated expression plus the symbol, 4, indicat-
ing an expression has just been evaluated.

« The display shows all terms of the expression being keyed in whose final result has not yet been
evaluated. This Command Stack display recovers the individual operands and operators you
originally keyed into the HP-71.

In either case, you can edit the displayed expression using the Command Stack’s movable cursor.
Different actions are performed by (Command Stack active) depending on the presence or

s < not displayed: deactivates the Command Stack and displays the partially evaluated
expression, including the effects of any Command Stack editing.

¢ . symbol displayed: evaluates the displayed expression (including the results of any
editing), deactivates the Command Stack, and displays the final result.



Input/Result

CALC

(][] [>] #4 [END LiNE]
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Activates the Command Stack and recalls the
original form of your expression so you can cor-
rect your operator precedence error.

The cursor is ready for editing use.

Completes the expression and deactivates the
Command Stack.

DLHE+E, Goddd In this case, displays the same
CALC | unevaluated expression.
Displays the result.
T CALC
Suppose you wish to evaluate the expression 6 — 37, and key in & +3~7, then evaluate it before you

realize your error (+ instead of —). As this example demonstrates, you need not reenter the complete
expression. You can activate the Command Stack, edit your expression, and reevaluate it.

Input/Result

CALC

CALC

Displays an incorrect result.

You now realize you should have keyed in —,
not +.

Activates the Command Stack.

The symbol () indicates that you
pressed just before you activated the
Command Stack.
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-
E-F0T 4
CALC
END LINE
----- zim1. 84
CALC

Corrects the expression.

Evaluates the correct expression.

When the Command Stack expression displays
d, pressing reevaluates the expression.

Backward Execution ((f][BACK]). Before an expression is completed by pressing [ENDLINE], terms
that had already been combined to display a partial result can be restored to their original form using

(FJ(BACK].

Example: To demonstrate the use of backward execution, suppose you key in an expression (.- 2% Z),
and before evaluating it, you realize you keyed in a wrong number (8 instead of 9). You then use back-
ward execution to erase elements of the expression back to and including the wrong number (8). After
keying in the correct number (9), you complete the expression and evaluate it.

a.58+34
CALC

4. 804
CALC

CALC

Enters the incorrect expression.

The HP-71 displays the partially evaluated
result.

Erases operands and operators back to and
including the incorrect operand (=) you entered.

You’re now ready to complete the correct
expression.

Completes and evaluates the correct expression.
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Correcting Typing Errors

If you try to complete a function after you misspell its name, the HP-71 will issue a warning. After
such a warning, erase all characters of the misspelled function name using backward execution, even if
the display suggests this in unnecessary. Then type the name in correctly and complete the expression.
This example shows why this is necessary.

Example: Suppose you wished to evaluate an expression which includes AHGLE © -~ . 4 (arc tangent
of 4 -—5 in the proper quadrant), and you make a typing error as you key in AHGLE.

Input/Result
4 +0OS CAMGLE You inadvertently press [M] instead of [N].
2T BEHCOSCAMGLE You don’t notice your error, so you continue.
CALC
Generates a warning message.
MEM:!Operator Espected We'll discuss the meaning of this message
CALC | shortly. This message is soon replaced by:
25, BE+COS8 You're determined to spell it right this time, so
CALC | you key in:
HGLE® and see:
WEH:Operator Espected replaced quickly once again by:
CALC
E2S L AEHCOS IR What’s happening?
CALC

When you typed A5G E © | the HP-71 searched for a function with that spelling. When it couldn’t find
one, it searched for a vanable name instead, and found H. After a variable name, the HP-71 expects an
operator, which MGLE is not. So all characters after the A were discarded. When you typed HiziE <,
the display looked fine, but the HP-71, still looking for an operator, rejected i I__ just as it had
MGLE. To recover from this situation, use backward execution ([f]J[BACK]) to erase &, then key in the

correct characters:
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Input/Result

(1)(BACK]

CALC

Corrects your typing error and evaluates the
expression.

CALC

Unsupported Operations

Since CALC mode is a powerful, friendly, and intelligent environment for keyboard calculations, rather
than a replacement for BASIC mode, we want you to know what operations cannot be performed in
CALC mode. CALC mode does not support:

e Strings.

o The decimal and hexadecimal conversion functions OTH#¥ and HTL.
e Multi-lined, user-defined functions.

¢ Statements, except assignment statements.

e Program lines.

Warning Messages in CALC Mode

In the following CALC mode cases, check the contents of the Command Stack before proceeding.
¢ You are evaluating an expression in the Command Stack and get a warning message (any kind).
¢ You are performing backward execution ([f]J[BACK]) and get a warning message.

¢ You press a user-defined key on the User keyboard and get a warning in response.

Note that characters coming after those that generated the warning may not have been accepted.
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Arithmetic Operators (+, —, &, -, 7, Liii ¥)

The HP-71 adds * to the usual set of BASIC arithmetic operators. This table shows how these oper-

ators are used. To reproduce the results shown in this and the following tables, execute =TI
in BASIC mode to set 5TD display format (discussed on page 55.)

Arithmetic Operators

Operator Operation Example with Result

+ Addition

----- Subtraction

* Multiplication

Division

Exponentiation

DIu Integer Division (no remainder)

The operation x=y returns
x percent of y.

Numeric Functions

Numeric functions are built-in routines that take numeric or string information and return single val-
ues. The information acted on by a function is called the argument of the function. An HP-71 function
can operate on zero or more arguments. An argument can itself be a variable, another function, or an
entire expression, so long as it reduces to a single value at the time it’s evaluated.
To execute any HP-71 function from the keyboard:

1. Type the function name.

2. Type the argument, if the function requires one, enclosed within parentheses. If the function re-
quires multiple arguments, separate them with commas.

3. Press to compute the result.

The following topics group the HP-71 numeric functions according to their use.
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Number-Alteration Functions (5E 5,

it
e
T
k.

The table below shows the value returned by each function from a numeric expression x. For instance,
the example for AEZ i x shows that 225 is returned when x reduces to —~=35.

Number Alteration Functions

Function and Meani .
Argument eaning Example with Result
ABSx: Absolute value of x.
IFaxs Integer part of x—that portion of x to the left of the decimal
point.
FFix: Fractional part of x—that portion of the number to the right of
the decimal point (including the decimal point and sign).
IHTix: The greatest integer less than or equal to x.
FLOGOR Cx2 Greatest integer less than or equal to x. (Same as ITHTxx.)
CEILux: Smallest integer greater than or equal to x.
Notice the difference between the I1F, FLOORE (or IMT), and CEIL functions. Given a positive ar-
gument, !F and FLOF return identical values; given a negative argument, I¥ and CEIL return

identical values.

Decimal and Hexadecimal Conversions (! TH#

These two functions cannot be executed in CALC mode. To use the result of HTL in CALC mode,
switch into BASIC mode ((f][CALC]), execute the function to get the result, switch back to CALC
mode, then type ¢ to automatically display the same result. This result can then be used in further
calculations.

Decimal and Hexadecimal Conversions

Function and

eanin Example with Result
Argument Meaning P

Converts a positive decimal number no larger than 165 — 1
(=1048575) to a string that represents its five digit
hexadecimal value.

HTD Converts a one to five digit hexadecimal value to a decimal
number. The hexadecimal value must be entered as a string.
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General Functions (F I, SR, FACT, MAH, MIH, MO0, BHD

These general functions are described in the following table, together with examples showing results
produced when these functions are executed.

General Functions

Function and

. . I
Argument Meaning Example(s) with Result(s)

Bl Twelve-digit approximation of =.
SOROX Positive square root of x.
FRCOTOx: Factorial of the positive integer x.
FEH X,y Maximum of two values.

MIMOx,y: Minimum of two values.

MOLix,ys x reduced modulo y, that is x—y¥IHT ix. y. HODC-11, 325

1
MODGL11, 33

FEMDOX,yn Remainder of x.-y, that is x—-y¥IF ix. y:.

I
m
o

<

Reduction of x by y, that is x~y#n, where n is the | RED¢-11, 35
nearest integer to x.-y.

e
M
]

Value of most recently executed expression.

ZGHOx: Sign of x. Returns 1 if the argument is positive, 0 if itis | SEH -5
0, and —1 if it is negative. -
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Logarithmic Functions (L7, LG, £

These logarithmic functions are described in the following table, together with examples showing re-
sults produced when these functions are executed.

Logarithmic Functions

Function and

Argument Meaning Example with Result
LGTox2 loge x. The common logarithm of a positive x | LGT¢ 180G
or LOG18xn (base 10). 3
LiGoxs In x. The natural logarithm of a positive x (base e).
or LHux3:
ExPix €*. The natural antilogarithm.

EXFOMEMT {x2 ) The exponent of normalized x.

LOGFL Ox3s In(14+x) (LOGC1 +x3),
Useful for accurate evaluation of LG x: for x
very close to 1.

EXFMLoxD e —1 (ExFixs-1). Useful for accurate evalu- | EXFH1 . GRE1

ation of E=F txxfor x very close to 0. 1. BRERSaER1a7E-4

Hyperbolic functions, inverse hyperbolic functions, and certain financial calculations involve the
expressions In(1 + x) and (e*) — 1 for arguments near zero. To allow greater accuracy in such calcula-
tions, L1GF1 and EXFM1 evaluate these expressions directly.

Angular Settings (KADIANE, O

GREES)

r'rl

After memory reset, the HP-71 assumes angles are measured in degrees. If you wish radlans to be the
unit of measure for expressing angles, execute in BASIC mode FRHDOI
OFTION AMGLE RADIAHEZ). If you wish degrees to be the unit of measure, execute DEGREES (or
OFTIOM AMGLE DEGREES). Note that these statements do not convert arguments from one unit of
measure to the other. Such a conversion is done by the functions GE: and FERD, described below.
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Trigonometric Functions (= I, C0i%, THH
The HP-71 provides 9 predefined trigonometric functions. It’s important to keep in mind the range of

values that the inverse functions (arc sine, arc cosine, and arc tangent) return, which lie in Quadrants 1
through IV. Assuming radians is the angular setting, the HP-71 represents angles as follows:

y —axis
s
2
Quadrant |l Quadrant |
T<o<n o<o< =
2 2
6 ﬂ\
™ 0 x-axis
Quadrant lll Quadrant IV
m m
—_ < —_— —_—
<< 2 2 <6<0

B
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Trigonometric Functions

Function and ; Example with Result
Argument Meaning (Radians Setting)
SIMOx: Sine of x. SIHOPI 23
1
COSoxn Cosine of x. COS0R:
1
THH X Tangent of x. TAHCF T 43
1
AHSITH XD Arc sine of x, where —1 < x < 1, In Quadrant | or V. ASIHCL
or HEH i x 1,577 3632673
ACOE X Arc cosine of x, where —1 < x < 1. In Quadrant l or Il. | ACO= 01 3
or ACS ix ) 5}
ATAHCx Arc tangent of x. In Quadrant | or IV.
or ATHIx:
DEGCxa Radians to degrees conversion.
FAOCx? Degrees to radians conversion.
AHGLE Cx,y2 Arc tangent of y/x, in “proper” quadrant; that is, the angle

between (x,y) and the positive x-axis.

There is an important difference between the AMGLE and ATAH functions. HHZLE takes two ar-
guments to find the arc tangent of their quotient in the proper quadrant. A THHM returns the principal
value of the arc tangent—that is, the value in Quadrant I or IV—of a single argument. For example,
AHGLES-Z, -2 returns —14& . 2833322474 degrees (in Quadrant III), whereas ATAH © ~Z . =32
returns =3 5

T

T

VEIRRETSEE degrees (in Quadrant I).

Random Numbers (RHHD, EAMOOMI S

)

The REHO function (which takes no argument) generates the next number R in a sequence of pseudo-
random numbers such that 0 < R < 1. Each time EHD is evaluated, it returns a new random number.
The starting number of a random number sequence determines the sequence of values that FHD will
return.

mi

EAMDOMI ZE [numeric expression]
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To set the starting number for the random number generator, either:

e Execute FAHOOMIZE alone, which causes the HP-71 to generate the starting number, based on
the current HP-71 clock reading.

¢ Specify any constant or expression within the range of the HP-71 in a FAHDIMI ZE statement,
which causes the HP-71 to start the sequence based on the value of that expression. (Specifying a
numeric expression of zero causes a constant sequence of zeros).

For instance, executing FRHOOMIZE 4273, then executing FHI, returns CEZSILNASETEE, After a
memory reset, if you repeatedly execute EHL before executlng F 3 HDI 1111 ZE, the HP-71 will generate a
specific sequence of numbers, starting with . 5221233252533, So if you want a different series of
numbers, execute FAHDOMIZE before FEHDO.

Use the following formula to generate random integers, iy, iy, . . ., ij, . . ., such that & < j; < L., where =
and L represent any two real numbers.
= IFCCL+1-SsiRpMO+5

7

Example: To illustrate the rule given above, enter a FHDO expression that will return a random num-
ber in the range 1 to 100 inclusive.

Input/Result
IFC1EaERHO+L

D]
1l

This is the first number returned after a memory

ecuted. (After a memory reset, the HP-71 is in
BASIC mode).

Good statistical properties can be expected from the random number generator if a statistically signifi-
cant sample size is considered.*

* The HP-71 random number generator passes the Spectral Test. Donald E. Knuth, The Art of Computer Programming (Massachu-
setts, 1969),vol.2,section 3.4.
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Number Formatting

Numbers are always stored in the HP-71 to 12 digits, but you can display numbers in any one of four
formats: =7TL, Fi#d, =C1d, and EHGd. The parameter d specifies the number of fractional digits
(F I =d) or one less than the number of significant digits (5= 1d, EMHZd). The results of 135 .2 dis-
played in each format are:

Each of these number formats is described in more detail below, following the discussion of exponential
notation.

Exponential Notation (E)

Exponential, or scientific, notation is a short-hand system to express numbers too large or too small to
fit the display normally—that is, numbers that can’t be expressed adequately with 12 digits. The
number

—.00000000000123456789012

expressed in exponential notation is:

Single digit FromOto 11 Two or three
to the left digits to the digits for the
of decimal point. right of decimal exponent

\ point. ya

Negative sign / /‘

(If number is”” / / Negative sign
less than 0). Decimal The symbol £,  (if number is
point. indicating a a fraction).
power of 10.

Exponential representations have two parts: the base part, which consists of significant digits, and the
exponent, which consists of an integer power of ten.

You can enter numbers in any form. However, the HP-71 will display a number in exponential notation
only when it’s required by the number format in use, as the following examples show.
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Example: Execute FI 2 in BASIC mode.

Input/Result

FRFIFIIIDEEE In F I ¥ 2 format, this number is displayed with-
out exponential notation, since it’s less than 1012,

1. ABRELR Numbers whose magnitude exceeds 1 x 1012 — 1
are always displayed in exponential notation.

Standard Display Format (= Ti)

STO

In standard display format, numbers are displayed with the smallest number of digits consistent with
presenting maximum accuracy. The result of i.Z is displayed as .5, while i .3 is displayed as

CEEFEZITEZZZZZ. Numbers too large or too small to be viewed with maximum accuracy without
exponents are displayed in exponential notation.

Fixed-Decimal Display Format (- I i)

F 14 # digits

In fixed-decimal display format, numbers are displayed rounded to the speciﬁed number of digits
(# digits) past the decimal point. The range of values for # digits is & through i i. Numbers too large
or too small to be viewed in the current fixed format are displayed in sc1ent1ﬁc format. In FI#2
display format, the result of i.-Z is displayed as & . 3 3.

Scientific Display Format (5 1)

SCI # digits

In scientific display format, numbers are displayed with an exponent. The base part shows the speci-
fied number of digits (# digits) past the decimal point, while the exponent shows as few digits as the
number permits. The range of values for # digits is & through i 1. In = IZ display format, the result
of 1.3 is displayed as = . Z3E~1.
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Engineering Display Format (Ei:)

EHG # digits

In engineering display format, numbers are displayed as they are in scientific format, except exponents
are shown in multiples of three, and the specified number of digits (# digits) refers to the number of
digits to the right of the leading digit. The range of values for # digits is @ through 11. In EMGZ

-

display format, the result of 1.-Z is displayed as 333 . E-73.

1)

The HP-71 performs calculations internally using 15 significant digits. The results of these calcula-
tions are then rounded to 12 digits for storing and display. This rounding can be done in any of four
round-off settings given by OF TI2H REOUIHLD:

Numeric Precision (

o JFTIOH ROUMD HEAE rounds to the 12-digit value nearest to the 15-digit internal result of the
calculation, and in case of a tie, it rounds to the value with the even last digit.
OFTION ROLMHD HEAE is in effect after a memory reset. Entered FEAL numbers (page 57) over
12 digits long always round according to OFTIOH EOUHD HEAE, regardless of the round-off
setting in effect. For example, when the 13 digit number 1.234567890125 is entered, the display
shows 1.2345672%01 2. The number is not rounded up to show = as a final digit; rather,
OFTION ROUMD HEAFR causes rounding to the value with the even last digit ().

e OFTINOH EOUMD ZEEQ rounds towards zero.

o IFTIAHW ROUMD FOZ rounds up.

o OFTION ROUMD HEG rounds down.
Calculation results stored in variables whose types are ZHORT and EEAL are rounded according to the
current round-off setting. Results stored in IMTEGEFR type variables are rounded to the nearest digit,

with ties always rounding up in absolute value. REAL, ZHLRT, and INTEZEFR precision variables are
introduced on the next page and also discussed under ‘“Declaring Arrays” in section 3.

If the current display format causes less than 12 digits to be displayed, the displayed result of a cal-
culation is always rounded to the nearest displayable value, with ties always rounding up in absolute
value.
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Prec:s

e

of Numeric Variables (:

I

- n

Besides declaring the name and value of a numeric variable (section 3), you can declare its precision—
that is, the number of digits used by the HP-71 to store its value. In arrays, the fewer digits used, the

less memory is used to store variable values. Three types of precision are offered: REHL. T, and
ITHTEGER.

¢« FEAL variable values are stored with the full precision of the HP-71. They cover the range of
values from ~MAXEEAL through MA=FEEAL. Numbers with REAL precision are represented in-
ternally by 12 digits and a three-digit exponent.

o SHIRT variable values cover a slightly narrower range, —9.9999 x 104%° through 9.9999 x 10499,
Accordingly, ZHOF T numbers are represented internally by five digits and a three-digit exponent.

o IHTEGER variable values lie between —99999 and +99999. 1+ TEZEFR numbers are stored with
five digits and no exponent.

L, TR

During a calculation, various operations can result in unusual results, depending on the values of the
terms involved. Such exceptions include the square root of a negative number, division by zero, results
too large or too small for the HP-71 to represent, and results that cannot be represented exactly in a
12-digit, floating-point format. Associated with each math exception is a flag that is set by the HP-71
whenever an exception is encountered. These flags remain set until you clear them. Each of these flags
can be accessed by its number or by its name. You can clear and set the math exception flags in the
same way as any flag, except that flag names can be used as well as flag numbers.

For more information on flags, refer to section 11. And for information on when math exception flags
are set, refer to “IEEE Proposal For Handling Math Exceptions” in the reference manual.

The following table summarizes these five math exceptions, and subsequent topics in this section dis-
cuss how you can control the HP-71 responses to such exceptions.

Math Exceptions

iT Ty
Flag |
i Exception Examples

! Name | Number

| Invalid operation | Iui -5

| Division by zero | 047 -7

. Overflow OuF -&

+ Underflow HHF -3

. Inexact result I -4 1 L
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Recovering From Math Exceptions (UEFRULT Ok,

P oL T T
HoT EHTEND)

The HP-71 provides three ways to recover from math exceptions:

o DEFFULT 0OH is active after a memory reset. With DEFRIILT OH active, the occurrence of a
division by zero, overflow, or underflow exception results in a warning message, and the calculation

continues using default values. The occurrence of an invalid exception causes the calculation to
stop.

e With OEFAULT 0OFF active, when any math exception occurs, except inexact result, an error
results and the calculation stops. In this case, the 0itf ERFDF statement (page 172) can be used to
recover from math exceptions.

e With DEFAULT EXTEHMD active, the HP-71 supplies a special set of default values for math
exceptions, which is described beginning on the next page.

Regardless of the DEFRIIL T setting, an inexact result is always rounded according to the round-off
setting in effect (page 56).

Assuming a DEGREES setting, the DEFHLULT O warning conditions and default values are:

Default Values Supplied in Response to Math Exceptions

(DEFAULT 0OH Active)

Warning Number
(EERH) and

Warning Condition

Default Value
(Degrees Setting)

Exception
1, UHF Underflow; that is, a nonzero result between 5]
~EFZ and +EF 5.
=z, 0uF Overflow:
e For IMTEGER variables.
e For SHORET variables.
e For EEHL variables.
I, 0y EAFPOMEMT (G
4, D2 THH is infinite, caused by an argument equal to
an odd multiple of 90°.
o, OW2 Zero raised to a negative power.
& Zero raised to a power of zero.” 1
12, OWEZ LHoas —3 3333333353 9E499

*

—

DEFARULT

5@ and Imt 8 do not set a math exception flag, but they do halt a calculation with an error if
0 COFF is active.




The IEEE Proposal for Handling Math Exceptions (+I¢:§, ~ I, THF

At the time the design of the HP-71 was completed, the IEEE Computer Society was in the process of
defining a standard for floating-point arithmetic. The two main aspects of the IEEE proposal that
pertain to decimal arithmetic are accuracy of arithmetic results and exception handling. The HP-71
meets the specifications of the IEEE Radix Independent Floating-Point Proposal, as it existed when
this design was fixed.

Associated with each math exception flag is a trap that “traps” a particular exception and specifies a
particular action to be taken, as summarized in this table.

Actions Corresponding to Math Exception Trap Values

Trap Value

Trap Action
Suspend execution with an error message.

o
L

[y

. For UMF, 0UF, and OWZ, supply default
! values shown in the table above. For I\,

i suspend execution with an error message.
! For 1M, supply rounded result.

z Supply IEEE defauit values.

TREAF is a function that either returns the current trap value or sets a new trap value for a specified
math exception flag.

_ exception flag #

B , . new trap value]:
exception name [ P ]

R

Causes the HP-71 to suspend execution with an
error message in response to the division-by-zero
exception.

TEAFCDUE 13 Causes the HP-71 to supply the default value

division-by-zero exception.

TEAFCDVZ, 20 Causes the HP-71 to supply the IEEE default
value Inf or —Iri¢ in response to the
division-by-zero exception.
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This table shows the trap values set by each of the three EFRLL T choices for each of the five math
exceptions.

Default IVL L DWE | GWF ) UHF | THHE

DEFRULT 0OFF 5 4l
CEFAULT OH i 1
DEFRULT EHTEMD 1 z

[ s 50
e -
FRENC Sl e

The spec1al responses to trap values of = include + I+ ¢ (infinity) and H=zH (not a number). Irif is the

‘EAF 2 value supphed for an overflow exception (1'/F) or a division by zero exception (5% Z), and
FaM is the TRAF Z value supplied for an invalid operation exception (I4/L). IHF is a no-argument
function that returns Irif, which behaves like mathematical infinity in subsequent calculations. HFAH
is a no-argument function that returns a signaling Hat, which can be used to initialize any
uninitialized data so that the I''L flag will be set whenever this data enters into a calculation. The
“IEEE Proposal For Handling Math Exceptions” section in the reference manual covers the IHF and
H&H functions and these TRAF = math exception responses, and also includes a further discussion of
how the HP-71 meets the provisions of the IEEE Proposal.

In addition, the reference manual discusses the relational operator 7, which returns i (true) when one
or both of the expressions being compared are unordered; that is, one or both are Hal.

%)

The inclusion of TEAF = default values for math exceptions extends the normal range and type of
numbers. This extended range is divided into six classes. Class 3 includes normalized numbers from
EES to MREREEAL inclusive. The other five classes cover zero, denormalized numbers (between Ze10
and £FZ), infinity, and Hah (quiet and signaling). The CLASS

showing the class and sign of the argument. Program control is the main application for 1 #3
HP-71 Reference Manual discusses CLASS in more detail.

Categories of Numbers (i.i

;. The
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)

The following diagram shows the range of values that can be entered and stored (the shaded areas
indicate values that can’t be represented on the HP-71.):

Range of Numbers ("

~MIHREAL MIMREAL
~MARREAL —0.00000000001E—499  0.00000000001E—499 ! |
—9.99999999999E499 - - 9.99999999999E 499
~THE —1.E—499 1.E—499 IHE
v ¥ v vy 0 y v !
v — [p—

Denormalized
Numbers

All numeric operands are represented by a sign, a 12-digit base part, and an exponent ranging from
-432% through 422 inclusive. Most numbers have a nonzero leading digit These are called
normalized numbers. For example, the number —1234.56 is dlsplayed in ii format as
-l STASSARERGE R ).

2455833 RR2E Z. The smallest normalized number is called FREAAREER00E —4
The largest normalized number is called HA<FEERL (5. 3235333

The HP-71 displays very small numbers, whose normal exponents are less than —499, as denormalized

numbers, with one or more leading zeros. For instance, with the trap value (page 59) for the underflow

flag (page 57) set to = (TRAFIUHF,Z)), EFS-1886 s displayed in =111 format as

8. 90100P0EEEAE-433, The smallest positive denormalized number is called MIHEEAL
fEg 1E~-423), Smaller values generally underflow to zero.

Entered numbers or results smaller than the smallest positive normalized number the HP-71 can re-
present (EFZ) may produce an underflow condition. Numbers or results larger than the maximum
positive finite number the HP-71 can represent (MAxFEFRL) produce an overflow condition. These
conditions either suspend a calculation with error messages or continue the calculation with various

default values (such as values between EFS and MIHEESL as explained above). These errors and
default values are discussed on pages 57-60 beginning with the topic “Math Exceptions.”
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R Ceiccerators (Cominnstions of

Relational operators compare the values of two expressions and return a 1 if the comparison is true,
and a £ if the comparison is false. That is, the relational operators operate on numeric and string
values to return Boolean values. (Strings are covered in section 3, “Variables: Simple and Array”.) The
new ¥ relational operator is described in the HP-71 Reference Manual in the section “IEEE Proposal
For Handling Math Exceptions.”
Examples of Relational Operators
" Relational |
Operator

Meaning Example(s) with Result(s)

Greater than?

w= ¢ Greater than or equal to? IToldrmpl

—
Ll

- Less than? ‘ 3.
= Less than or equal to?

. Less than or greater than?

e

. Not equal to?

. Unordered?

The equal sign (=) is used in both variable assignment statements and in relational expressions. When-
ever an entry can be interpreted either way, the HP-71 assumes the entry is a variable assignment.

Log  perators oo s 0 e e mr

The four logical operators operate on Boolean values to return Boolean values. The logical operators
interpret all nonzero numeric operands as 1, or true, and operands equal to zero as 0, or false. AH,
&, and 1k return a value of 1 if the relationship between operands is true and a value of 0 if the
relationship is false. 71T, a unary operator, returns the opposite value (0 or 1) of a single operand.




Logical Operators
Logical
- Operator

Evaluation

AHDO Both expressions true (that is, nonzero)?

Computer
“Miuseum

.

Either expression true?

I

HOR One or the other expression true—but not both? This is the ; F OERDRE
equivalent of {A AMD HOT B> OR <B AMD HOT R:.

i Is the expression false (that is, zero)?

[OS——— - e i ek R s e+ i e e e e bt e Lo ae crreininened

Relational and logical operators may be used to compare numeric constants (3 1), variables

(A RHD E), functions (5 IH<A» AMD COS<A), and larger expressions.
Example: If & = 0 and & = 20, then:

Input/Result

MOT R AMD <E<S@~-E>) [ENDLINE Enters an expression with logical, relational, and
arithmetic operators.

The expression evaluates “true.”
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Precedence of Operators
The list below shows HP-71 operators in their order of precedence, from highest to lowest.
The operations with higher precedence are performed first. Expressions are evaluated from left to right
for operators at the same level.

1. Expressions within parentheses. Nested parentheses are evaluated from the inside out.

2. Functions, such as ZIH, L0, and FACT.
3.
4

. Unary ~, logical M T. The minus sign in ~A is the unary - operator, which changes the sign of =,
whether A is positive or negative.

F, o, 5, DIW
+ -
Relational operators: Combinations of <, =, », #, and 7.

Logical A#D.

Logical [1F, EZ0R,

© ®© =2 e o






Section 3

Variables: Simple and Array

Contents
OVBIVIEBW . 66
Features of Variables and Arrays ............ ... ... ... ... ... .. 67

Sharing Variables Between Keyboard and Programs
Reclaiming Memory (DES TR Q%)
Numeric Variables: Simple and Array

SHMiNgS ..o

Quoted SIHNGS .. ... .
String Concatenation (%)
SUDSIINGS ..o
String Functions (LEH, FIZOE,

Overview

This section covers:

¢ Special features of the HP-71 BASIC language relating to quoted strings, string functions, and
variables, both numeric and string.

¢ Simple variables, numeric and string.
¢ Array variables, numeric and string.

¢ Manipulation of strings.

66
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Features of Variables and Arrays

The HP-71 BASIC language includes some features that may not be familiar to those who have worked
with other versions of BASIC. The more important of these are listed here, and page references are
given for those features discussed later in more detail.

e Array and string dimension limits can be expressions.

e VAL and STR# evaluate numeric expressions and return the result as a numeric value or a string
(page 76).

o Variables are shared between keyboard use and programs (see below).

o Default variable values (& or " ") are automatically returned without warning when an unassigned
variable is used from the keyboard or in a program (page 68).

¢ Variables can be destroyed and the memory they use reclaimed (page 67).
+ A simple and an array variable cannot share the same name (page 68).

¢ The @ symbol concatenates statements in one line (page 146).

e Multiple assignment statements (such as A, E, C=1EH) are not allowed. However, one program
line can assign values to several variables using concatenation (for example,
A=100 @ B=16G8 @ C=184 @ D=33).

e LET can be omitted from assignment statements.
e OI=ZF can be omitted from display statements except after THEH or EL.ZE (page 226).
e Both ' and " can be used in GIZF and FRIHT statements.

Sharing Variables Between Keyboard and Programs

¢ When you run a program, the variables used by that program may contain values assigned to them
from the keyboard or from a previously run program.

¢ If you don’t want your program’s variables to have previously assigned values, you can cancel your
variables’ assignments using DE= TR or, for simple variables only, dimension your variables using
Oir, REAL, SHORT, or IMTEZER. You can use these keywords in your program or from the
keyboard. To ensure your array variables do not have previously assigned values, you must use
ODESTREDY or assign each element a new value.

The DESTROY statement allows you to recover the memory allocated to a variable, to several
variables, or to all variables.
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Examples:

H,RZ The variables 4 %, li, and FZ no longer exist, the
user memory prevrously devoted to them is re-
leased, and the variable names are available for
other uses.

All variables are destroyed, and all memory pre-
viously allocated to them can now be used for
other purposes.

Numeric Variables: Simple and Array

A variable or array can be named with a letter alone or a letter followed by a single numeral, 0 through
9. Some examples are: &, i3, F7. Simple numeric variables and arrays share the same name choices.
For instance, if a variable A is assigned a value, say I, the letter F cannot be used as the name of an
array.

A nonex1stent varlable is one that has neither been assigned a value nor declared to have !
I, or EEFAL precision, either in a program or from the keyboard. If an attempt is made to recall
the value of a nonexistent numeric variable, a zero is returned without a warning or error message or
beep. However, the variable still does not exist.

If you attempt to recall an element of a nonexistent array, whose row and column numbers (subscripts)
are within the BASIC default dimensions (10), a zero is returned without a warning or error message or
beep.

If an array reference has a row or column number larger than that glven by the array’s drmensrons
either a Zub i1 error is given and the program halts (TERF o8 oor TEARPL VL
active), or a ript warning is given, HazaH is returned and the program contrnues
(TE 2% active).

Setting the Lower Bound of Arrays (Cii BRSE)

All HP-71 array subscripts begin at 0 or 1, depending on whether
i is active at the time the array is created.
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Once an OFT ‘A SE statement is executed from the keyboard or in a program, it stays active
until another .";i:'E statement is executed or until a memory reset occurs. Memory reset
sets [iFTIM = . The argument for the JFTIH E statement can be any numeric
expression that evaluates to either 0 or 1, but the most common forms for H £ are those
shown above.

Example: The following program segment illustrates the action of TFT

10 OPTION BASE 0 Any array declared after this statement is
executed will have 0 (or 0,0) as the lowest
numbered subscript.

20 DIM A(5,5) Since array A has 6 rows and 6 columns, it has a
total of 36 elements.
30 OPTION BASE 1 Any array declared after this statement is

executed will have 1 (or 1,1) as the lowest
numbered subscript.

40 DIM B(5,5) Since array B has 5 rows and 5 columns, it has a
total of 25 elements.

The execution of line 30 does not affect the lower bound of array . It still has 36 elements.

An array declaration not only defines the highest numbered subscript(s) of the array, but it also defines
the precision of the array’s elements. If the array did not previously exist, an array declaration also

initializes all elements to zero. DI M and FEFRL both declare REFRL precision numeric variables. How-
ever, only 0111 can declare string variables, as described on page 72.

Declaring Arrays (01, REAL

— SlmD!‘UD;‘ Syiax

[11# variable list

—— simphiier syitax

EE&L variable list
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— simplified syntax

[ variable ljst

— Simplifiect syntax

IMTEGER variable list

Examples: These examples assume the arrays do not already exist.

v
—
vn

n

S Both arrays have real precision. Assuming
OFTIOH ERSE 1 is active, array A has five
elements, and array = has 225 elements. All
elements in each array are initialized to zero.

has IHTEGER precision and 88 elements, all
initialized to zero. The lowest numbered element
is (0,0).

IHTEGER CZ20F, 18> Assuming GFTIGH BASE O is active, array [

Default Array Dimensions: (10) or (10,10). The HP-71 assigns dimensions (10) or (10,10) to a
nonexistent array when an assignment statement stores a value into a nonexistent element. If one
index of this element is beyond 10, an error occurs. All other elements are assigned the value zero. Each
element has real precision.

Examples The array in each of the following examples has not been dimensioned.
: £ is set.

-

Since neither of the indices 7, %1 is greater
than 10, the array is dimensioned (10,10) and is
given 121 elements. Element 7 . = is assigned the
real value %!, and all other elements are assigned
the value zero.

4

Biller=4 Since the array element in this assignment state-
ment has an index greater than 10, no array is
created, and no value is stored.

Changing Array Dimensions Under Program Control. The HP-71 can redimension an array
during program execution. This allows you to design a program whose arrays automatically change size
to accomodate changing amounts of data. Redimensioning is done with any of the same four statements
that declare initial dimensions: O I ¥, REAL, SHORT and IMTEGER.

Note: When redimensioning an array, declare the same precision that the array currently has.
Otherwise, all array values will be lost.
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If an array’s dimensions are reduced, some elements will of course be lost. Otherwise, existing elements
remain intact, although they will probably appear to have been rearranged. Array element values are
stored row-by-row. That is, the first row, last column value is followed by the second row, first column
value. If an array’s dimensions are expanded, all new elements are initialized to zero.

Example: Array A is declared as TIM< 3, 2, and contains values 1 through # arranged as shown.

Array A
Column Column Column
1 2 3
Row 1 1 2 3
Row 2 4 5 6
Row 3 7 8 g
After ZI# #:{3 .23 is executed, the array’s values are rearranged as shown:

Column Column

1 2
Row 1 1 2
Row 2 3 4
Row 3 5 6
Row 4 7 8
Row 5 9 0

The additional element A(5,2) is assigned the value zero.

Strings

A string can be a quoted collection of characters, or a variable or expression representing such a collec-
tion of characters. The HP-71 supports one-dimensional string arrays and offers a powerful set of
string functions. These are all discussed below.
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Quoted Strings

Quoted strings can be enclosed by a pair of single or double quotation marks, as shown in the following
example. A quoted item must be enclosed by a pair of single or double quotes; the quote symbols cannot
be intermixed.

When a file name is used as a parameter in a BASIC statement, quotes can be omitted.

String Variables: Simple and Array (I} 114,

Strlng variable names consist of a letter, an optional numeral, and a dollar sign. Some examples: A%,
Z4% and ¥ #. A simple string variable and a string array cannot share the same name.

Default Value—The Null String (“"). The null string, represented by * * or ' *, is the value re-
turned for a reference to a nonexistent string variable. It is also the value given to a string variable
when it is first created. The null string contains no characters, and can’t be printed or displayed.

5T T

Declaring Dimensions (D IH, GFTIO %E). The i statement is used to declare, in square
brackets, the greatest number of characters (including spaces) a string variable can represent """" It is
also used to declare, in parentheses, the highest numbered element in a string array. LI I 1n1t1ahzes all
string variables to the null string, except for previously dimensioned string arrays.

“ASE not only sets the lower bound of numeric arrays, but of string arrays as well.

Ounly one-dimensional string arrays are allowed.

Dimensions a simple string variable to have a
maximum length of 25 characters.

Assuming 2F T IOH - 1 is active, declares
a string array to have 15 elements, each with a
40 character maximum length. Each element is
assigned the null string.
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DL

1, the HP-71 sets its maxi-

’

E has no effect on string length or position.

Default Dimensions. If a string variable’s length is not declared with
mum length to 32 characters. ©

If a string array’s dimension is not declared with 3 1# before its use in an assignment statement, the
array’s dimension is automatically set to 10. The number of elements in such an automatlcally

dimensioned strmg array will be 10 or 11, corresponding to or
¥:2.1-.

& is set when this statement is executed.

Example:

String array 5% has 5 elements, and the maxi-
mum length of each element is 32 characters.

Changing Array Dimensions Under Program Control. 11# can also be used to change the
dimensions of an existing string array. For the original string values to remain unaltered, the maximum
string length for each element must remain unchanged. If the string length dimension of the
redimensioned array is changed, all elements become null strings. If the redimensioned array has fewer
elements, some string values will be lost. If the redimensioned array has more elements, the additional
elements will be initialized to the null string.

Example: Assume OFTI2H EASE G is in effect.

ODIM WEoR: This statement changes the dimension of arrary
¥ to the current value of the variable %. Since
“Mussuim no string length is specified, the maximum string

length becomes 32 characters.

Computer

String Concatenation ()

Two or more string variables or quoted strings, in any combination, can be joined together to form a
new single string using the concatenation operator &.

Substrings

A substring is a portion of a quoted string or string variable made up of one or more adjacent char-
acters. The null string can also be a substring.

Specifying Substrings. A substring is specified by a subscript or subscripts enclosed within square
brackets following the string.

Examples:

£31 Assigns to Fi# the substring from the third
through the last character.

BE=TH0 4,33 Assigns to E# the fourth through the ninth char-
acters of Ti#.
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Assigning Values to Substrings. You can assign any string expression directly to a substring of a
variable.

Examples:

Assigns =¥ to the fifth element of array 1% start-
ing at position seven. Any characters that pre-
viously existed, starting at position seven, are
deleted from M# ¢ %, If this 1% element
originally had fewer than seven characters, say
four, three blanks would be inserted between the
original fifth element and the start of &#.

CE This statement expands or contracts the part of
/% from positions numbered I through .! so
that * t=zcup® will fit into it exactly. Any char-
acters that previously existed from I through -.!
are deleted, including the characters at positions
I and .

String Functions (L.EH, FOD, U

)

The HP-71 BASIC language includes a flexible set of string functions that allows you to create, analyze
and manipulate strings. The following four numeric functions analyze strings, returning a numeric
result:

Numeric Functions

Function Action
LEMdstring 2 Returns the number of characters in a string.
s string 1. string 2 Returns the position of string 2 in string 1. The optional numeric expres-
[ . numeric expression) : sion specifies the search start position.
.. 8tring Evaluates the string as if it were a numeric expression and returns the
value of that expression.
HLI Cstring Returns the character code of the first character in the string.
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The following three string functions return a string result:

String Functions

Function Action

E £ numeric expression: | Evaluates the numeric expression and returns the result as a string.

¥ < numeric expression: | Returns the character whose character code equals the value of
numeric expression.

UPRE % (string Converts all lowercase letters in the string to uppercase letters.

Substring Position (F0%). This two- or three-argument function returns the position of a substring
within a string. The first argument specifies the string being searched, while the substring is specified
by the second argument. An optional third argument specifies the character position where the search
is to begin.

If the second string is not contained within the first string, the value returned by the function is zero.

Without the optional third argument, only the first occurrence of the substring is given by

Input/Result
GO, TG
FOSCPCHICAGON, "STOF: Returns &, since the substring does not occur in
the string being searched.
L"@ EBEf="gIL" [ENDLINE
JEFD Returns =, showing that "AIL" begins at posi-
tion two in *.dFAIL"
EM,PEY,E0 Returns Z, the first £ whose position number is =

or higher.

The first £ is ignored, since its position number is lower than Z. The function begins its character-by-
character comparison with the character () located at position Z. This comparison continues to posi-

position number is three or higher.
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String-to-Numeric Conversion (¢Fi). This function converts a string expression containing a
valid numeric expression into a numeric value. The numeric expression can include variables, functions,
and operators. Note that /R evaluates a string expression as though it were a numeric expression.
In summary, i evaluates the following as though they were numeric expressions:

¢ Quoted strings of characters, such as 473" or

e The characters represented by string expressions, such as &% or B&a " "84,

Any characters following the first valid numeric expression are ignored. If the first character in the
string cannot be interpreted as part of a numeric expression, an error results.

Input/Result
] CTOER PR SRR IS
CE Returns = . 2iE4Z. Sine represents a valid
numeric expression, &L T ¥+ evaluates the
expression and returns its result
Example: An example of the #HAL function’s power is the following program to compute the integral,

usmg the trapezmdal rule, of an arbitrary function you enter from the keyboard. (Execute
; T THAFIMT to open a file for this program, then enter it and try it out.)

10 ! Trapezoidal rule integration
20 DIM F$[90],L,U.X,T,S,I
30 INTEGER N

40 INPUT “f(X)=";F$ The expression you enter here must use  as the
variable of integration.

50 INPUT “Lower limit=";L
60 INPUT “Upper limit=";U
70 INPUT “Number of trapezoids=";N

80 X=L @ T=VAL(F$)/2 Evaluate at lower limit.

90 S=(U-L)/N

100 FOR X=L+S TO U—S STEP S

110 T=T+VAL(F$) Evaluate at points in middle.
120 NEXT X

130 X=U @ T=T+VAL(F$)/2 Evaluate at end point.

140 |=T%S

150 DISP “Integral:”;!

When you run this program, lines 80, 110 and 130 evaluate the function that you entered at line 40.
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After keying in this program, execute F1% Z, then press [RUN]. When the ¥ = display prompts
you for your function, enter ™2 +:. Note that your function must use ¥ as the independent variable.

Next respond to the other prompts by entering 1 as the lower limit, & as the upper limit, and 1 # as the
number of trapezoids the program will use to approximate the integral. You will then see

Iritggral: 53,044 This approximates the true integral of 53Ya.

As you increase the number of trapezoids, the integral will become more accurate, but calculation time
will increase.

Numeric-to-String Conversions (STE#$). This function evaluates a numeric expression and con-
verts the result into a string, according to the current display format.

Input/Result
STRECZHG -T2
=1 SZTE# first evaluated = 7, then converted it
to a string (shown in F display format).
The string = . Z£ cannot be used in calculations.

Converting a Character to Its Character Code (:iif1). Your HP-71 uses a set of 256 characters.
The factory defined set is shown in your reference manual. Each character has a different character
code (0 through 255) associated with it. Ninety-five characters (character codes 32 through 126) are
standard printable characters as defined by the American Standard Code for Information Interchange
(ASCII). Hi!# returns the character code as a numeric value (not a string) for the first character of its
string argument.

Converting a Character Code to Its Character (ZHFE ). This is the inverse function of Hili. It
converts the character code (0 through 255) to the corresponding character. {:+FE# accepts any
arithmetic expression as its argument, and, if necessary, it subtracts from or adds to the rounded result
a multiple of 256 to obtain a number in the range 0 through 255. It then converts that number to the
corresponding ASCII character. For instance, CHE$+ S5 returns %, because
turns =2, the character code for .
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Overview

This section covers:
e The use of the HP-71 statistical statements and functions in a linear regression example.
e How data can be fit to a straight line model.

e The use of these statements and functions, together with suitable transformations, in exponential,
logarithmic and power curve examples.

Declaring Statistical Arrays (= 7H 7, ULz THT)

A special one-dimensional array is used to store the data (the point coordinates) to be used for statisti-
cal calculations. ZTHT creates and dimensions this array, and CILSTHT clears the data previously
stored in a statistical array.
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ZTHT array name [7 # variables 1]

This statement dimensions a one-dimensional statistical array to the appropriate size for a specified
number of up to 15 variables. The array name can be any standard numeric variable name. = THT can
also select a previously dimensioned statistical array to be the current statistical array. The # variables
is optional only if STHT selects a previously dimensioned statistical array. The array dimensioned by
%THT has base option zero regardless of the ZFTIGH EFSE currently in force. All numbers are
stored with FEHL precision.

CLETHT

This statement clears (sets to zero) all elements of the currently specified statistical array.

Using the Statistical Operations

Example: The following table lists the consumer price index change (CPI), the producer price index
change (PPI), and the unemployment rate (UR), all in percentages, for the United States over a 12-
year period.

The goal is to enter the CPI, PPI and UR data into the HP-71 and to calculate some simple statistics.
To get the results in the form shown in the following pages, use F I = display format.

Data for Statistical Example

Year | CPlI | PPl | UR

1968 | 42| 25| 3.6
1968 ) 54 ] 39| 35
1970 | 5.9 37| 4.9
1971 43| 3359
1972 | 33 45| 56
1973 | 6.2 | 131 | 4.9
1974 | 11.0 | 189 | 5.6
1975 | 9.1 92| 85
1976 | 58| 46| 7.7
1977 | 65| 6.1 7.0
1978 | 76| 7.8 6.0
1979 | 115 | 193 | 5.8
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Your first step is to declare a statistical array in which to accumulate the data’s summary statistics.
Note that this one-dimensional array will not store the entered data, but only the summary statistics

that are updated each time data is added or dropped. Since you wish to accumulate summary statistics
for three variables (CPI, PPI and UI):

Input/Result

= O Creates and dimensions a statistical array = for 3
variables.

CLETAT Clears array =.

If another array % already existed, Z7&#T {31 would only redimension array %, and the array

elements could contain unexpected data. To be safe, clear an array (with ©:L 5 THT) after declaring it,

unless you wish to use the previous array’s data.

Adding Data Points to Arrays (:

[coordinate value 1 [ . coordinate value 2 |[...[ . coordinate value 15]...]]]

This statement adds a data point, consisting of up to 15 matched coordinate values—numbered from 7
to 75 (one for each variable)—to the current data set represented by the current statistical array.

Example (continued): On a two-dimensional plot, a point is often defined in terms of its x, y coordi-
nates. Similarly, the data point for 1968 is defined in terms of the three coordinates of that data point,
CPI, PPI, and UR. You will accumulate in your array the summary statistics for the 12 data points,
corresponding to the 12 years 1968 through 1979. You enter the first nine data points as follows:

Input/Result
5,306 Data point for 1968.
] Data point for 1969.
3 Data point for 1970.
E Data point for 1971.
= Data point for 1972.
2 Data point for 1973.
&= Data point for 1974.
3 Data point for 1975.
T Data point for 1976.

Here you realize you made a mistake; the 4 . & should have been # . &. To correct the error, us
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Deleting Data Points from Arrays (IR F)

The [1E 1F statement is used to delete data points from the array. You'll see how to execute this state-
ment, and, alternatively, how the HP-71 Command Stack can be employed to make the correction even
easier.

N Use only one of the following two methods for correcting data points when working through
this example. Otherwise, your results won’t match those shown in the example.

Method One: Using TFOF to Delete Data Points.

e ot e . e o TSI

IF [coordinate value 1 [ . coordinate value 2 [...[ . coordinate value 15]...1]]

R P e ek

This statement deletes (drops) a data point, consisting of up to 15 matched coordinate values, numbered
1 to 715, from the summary statistics maintained in the current statistical array.

Example (continued): You proceed as follows to correct your error:

Input/Result

o 5.8,4.8,7.7 Removes the incorrect data point from the sum-
mary statistics.

ADD 33,4, 8,77 Enters correct data point for 1976.

Method Two: Using the Command Stack to Change Data Points. Alternatively, by editing an
[ statement with the Command Stack active, an incorrect data point can be removed from the

current statistical array and the correct data point can be added.

Example (continued): Here’s the procedure for correcting your error using the Command Stack.

Input/Result
(9)(cmbs] Activates the Command Stack.
~HADOD S.52.4.8,.7.7 The Command Stack displays the most recent
command,* ready for editing.
oF

Replaces /00 with TEOF

* This keystroke sequence assumes the error has not been corrected.
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Deletes the incorrect data point from the array
and deactivates the Command Stack.
(9)(cmDs] Activates the Command Stack again.
H.4.2,7.7 The Command Stack displays your !
statement.
Display the earlier command.
S.g.d. 8. FLF
Press 10 times. Positions the Replace cursor at the incorrect
numeral.
£ Corrects the error.
Now enter the rest of your data points:
L7 Data point for 1977.
& Data point for 1978.
% Data point for 1979.
Summing Data Points (T THL)
The - L. function sums one coordinate’s values (one variable’s values) for all data points. For in-

stance, if each of your data points had two coordinates (variables), say x and y, you would use T THL
to sum all the x values and then use T3 THL again to sum all the y values.

CFil. [« variable # ]

This function returns the total of the toordinate or variable values for the specified variable # in the
current statistical array. If the optional variable # is omitted, the function returns the total of the
values for the first variable (or “variable #1”). If & is specified for variable #, "L returns the num-
ber of data points in the array.
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Example (continued): Using TZ3TRL, display the sample totals for variable #1 (CPI), variable #2
(PPI), and variable #3 (UR).

Input/Result
k Displays 15 . ¢
K Displays &
3 Displays Z:
E Displays =

o

&, the total number of samples.
, the total of the CPI values.
111, the total of the PPI values.
, the total of the UR values.

Calculating Means (i1t At)

MEFH [<variable #:]

This function returns the mean of the values for the specified variable # in the current statistical array.
The default value for variable # is 1.

Example (continued): You use HERH in this example as follows:

Input/Result
{a10 Displays & . 7%, the mean of the CPI values.

S Displays = :, the mean of the PPI values.
ol Displays = . 75, the mean of the UR values.

Calculating Standard Deviations (ZDEL)

SOEW [<variable # ]

This function returns the sample standard deviation of the coordinate or variable values for the speci-
fied variable # in the current statistical array. The default value for variable # is variable #1.
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Example (continued): Use Z[E to calculate your sample standard deviations.

Input/Result
a0 i Displays = . & i, the standard deviation of the CPI
values.
nE Displays = . =3, the standard deviation of the PPI
values.
I Displays 1 . 4#, the standard deviation of the UR
values.

This function returns the sample correlation of the values for the two specified variables (variable #1
and variable #2) in the current statistical array.

beep and see Iriwalid Stat OpF.
Example (continued): Determine the three sample correlations among CPI, PPI, and UR.

Input/Result
1.8 Displays & .

=, the correlation between CPI and

PPI values.

A A Displays & . 23, the correlation between CPI and
UR values.

2,5 Displays & . 14, the correlation between PPI and
UR values.

Fitting a Linear Regression Model (i.¥)

< variable #1 . variable #2 [, variable [, variable]]

This statement specifies the current linear regression model. You specify the dependent variable as
variable #1 and the independent variable as variable #2. The LF statement then computes the inter-
cept and slope for that model. If you supply the first optional variable (any valid variable name is
acceptable), the HP-71 stores the intercept in that variable. If you supply the second optional variable,
the HP-71 stores the slope in that variable.
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The calculation of predicted values (using F®E[14, explained below) does not use these two optional
variables. Their use simplifies the recovery of the model’s slope and intercept. If these optional
variables are not used, slope and intercept can be recovered as follows, since F / recalculates slope
and intercept each time it’s executed.

%+ returns the intercept, a.
- FEEDWCE! returns the slope, b.

You can fit a straight line by the method of least squares to any pair of variables by using the L&
statement. The only restriction is that the independent variable not have a sample standard deviation
of zero.

Example (continued): Suppose you wish to fit a straight line between the consumer price index
change (variable #1) and the producer price index change (variable #2), where the CPI is the dependent
variable and the PPI is the independent variable. That is, you wish to fit the line

CPI=a+ b+«PPI

to the data, determining values for the parameters a (intercept) and b (slope). Since the independent
variable, PPI, does not have a standard deviation of zero (you determined above that

. 2#5), you can use the LF statement. Use two optional variables, & and &, as ar-
guments three and four, which will hold the values for the parameters a and b.

Ty =5

Input/Result

LE L.2,A8,8B Determines the best-fit straight line for the 12
(PPI,CPI) points, and stores the intercept in H
and the slope in E.

""" Displays the intercept = . & 1i.

E Displays the slope & . 2%

Calculating Predicted Values (F

FE Targument

This function returns the predicted value of the dependent variable based on the current linear regres-
sion model and the value of the independent variable specified as the argument. You must execute LF to
specify the dependent and independent variables before executing F= :
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Example (continued): Now predict CPI values for PPI values of 4, 5, 6 and 7.

Input/Result
FREDV w43 Displays = . i £, the predicted CPI value for
PPI = 4.
(5 Displays T . 54, the predicted CPI value for
PPI = 5.
S Displays = . %3, the predicted CPI value for
PPI = 6.
CF Displays . Z=, the predicted CPI value for
PPI = 1.

Fitting Sample Values to Other Curves

Using suitable transformations, exponential, logarithmic, and power curves can be fitted to data in the
standard linear regression form

y = a + bx.
The following table gives these transformations.

Transformations to Linear Regression Form

Name of Untransformed For y, | For a, | For x, Transformed
Curve Equation Use: Use: Use: Equation

Linear =a+bxx y a X y=a+bxx

Exponential | y = a x e®*¥% In(y) In(a) X In(y) =In(@ + b x x
(@>0)

Logarithmic | y = a + b x In(x) y a Inx) | y=a+ b xInx)

Power y=axxb In(y) In(a) In(x) | Iny) = In@) + b X In(x)
(@ > 0)

Example: Suppose the following values for x and y, obtained during an experiment, have been given to
you for analysis. You plan to determine how well each of the four curves-linear, exponential, logarith-
mic, or power—fit the data.

Data for Transformation Example

X 1 1.3 47 9.0 17.9 24.4

y| 16.69 13.51 7.498 3.662 7170 3271
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To facilitate entering data into a statistical array, arrange it in the following table, with each sample

column labeled by name and number.

Rearranged Data for Transformation Example

Variable #
1 2 3 4
Variable
X In(x) y In{y)
Observation Variable Value

1 .1 -2.303 16.69 2.815
2 1.3 .2624 13.51 2.603
3 47 1.548 7.498 2.015
4 9.0 2.197 3.662 1.298
5 17.9 2.885 7170 —.3327
6 24.4 3.195 3271 —1.117

Now create and dimension your statistical array and enter your data:

Input/Result
STRT Fod:

- - P — s -

O L i,~-2.2363,185.692,2.813

I - b

5 P03, 8824 ,132.81,2 . 8683

END LINE

SHIN

AOD Ee

Dimensions a new array. (This statement would
select and dimension array E if it already
existed).

This would clear array E if it already existed.
While this step is not necessary in many cases,
it’s a good habit to develop to ensure against new
data being intermingled with old data in the
same array.

Enters the first observation.
Enters the second observation.

Enters the third observation.

Enters the fourth observation.
Enters the fifth observation.

Enters the sixth observation.
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Determine the appropriate correlations to see if any of the models can be excluded from further consid-
eration. Execute the correlation functions shown below and see the indicated results. The arguments of
the correlation functions are the variable numbers from the table immediately above. The transforma-
tion table on page 86 shows what variables to correlate for each type of curve.

For instance, the transformation to fit a logarithmic curve in linear regression form uses (from the
table on page 86) In(x) for x and y for y. The next table (page 87) shows In(x) is variable 2 and y is
variable 3. So the appropriate correlation function in this example for a logarithmic curve in linear
regression (straight line) form is CORR (2, 30,

For the exponential, logarithmic, and power curves, you're checking to see how well the transformed
data fits a straight line. If one or more of these curves has a reasonably high correlation, you might
then use the ] function to predict dependent variable values (y or In(y)), given independent
variable values (x or In(x)). The last step would then be to transform In(y) values back to y values using
the function.

Correlations Resulting From Transformation Example

Correlation
Type of Curve Function Result
Linear
Exponential
Logarithmic
Power

None of the correlations is very low. Note that all the transformed curves (straight lines) have negative
slopes, as shown by their negative correlations.

You decide to model the data with the curve having the highest correlation, the exponential curve.
You’ll first use the i.F statement to specify the linear regression model (“best fit” straight line) cor-
responding to the transformed exponential curve data. Once that model is established, you'll be able to
use the i i/ function to predict some additional In(y) values, as well as to check on several In(y)
values transformed from the original data.

Input/Result

LE 4,108 Specifies a linear regression model with In(y)
(variable #4) as the dependent variable and x
(variable #1) as the independent variable. The
intercept will be stored in A and the slope in .

A Displays the intercept =
& Displays the slope &
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Now you’re ready to predict some values. You want to predict In(y) values for the following x-values:
—10, —5, 0, 20, and 30. For x = 0, the predicted In(y) value should equal the intercept F. Finally, you’ll
transform In(y) values back to y-values. As a check, you also want to use some x-values equal to the
data values you were given, and see how close the predicted y-values come to the corresponding data y-

values.

Input/Result
FREDVI-1@2

Displays 4 . 4%, the predicted In(y) value for
x= —-1@.

Displays the result of e*4?, where 4.45 is the pre-
dicted In(y) value just obtained.

This is the predicted y-value given by y = a x gl&*¥
for an x-value of ~ 15, where a and b have the val-
ues E=F A and E. (You calculated H and [
above with the L F function).

Predict the other y-values in the same way and display the following results.

Predicted Values Resulting From Transformation Example

|

-5 0 47 19 20 244 |30
' Predicted In(y) | 3.63 | 2.80 | 2.02| 1.31 | -0.51 | -1.24 | -2.17 ;
16.40 | 7.53 | 3.70 | 0.60 | 0.29 | 0.11 |

. Predicted y 37.53

|

The In(y) value for x =-@ is 2 . £, which is equal (as it should be) to the intercept A. Also, the predicted y
values above corresponding to the data x-values 4 . ¥, @, and Z 4 . 4 are reasonably close to the actual data

y-values shown in the table on page 86.
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Overview

This section covers:

» Setting and reading the calendar.

* Setting and reading the clock.

¢ Improving the accuracy of the clock.

The HP-71 Calendar (::

Dates from January 1, 0000 to December 31, 9999 are accepted by the HP-71, but dates before October
15, 1582—before January 1, 1752 for English speaking countries—do not relate directly to our current

%)

Gregorian calendar.

ZET
SET

OATE date string

This statement sets the date on the HP-71 clock as either an integer or a string. The numeric date is
entered as YYDDD or YYYYDDD, where YY or YYYY = year and DDD = the day number in that year. The
day number ranges from 001 through 365 (or 366 for leap years), and is always entered as three digits
including leading zeros as necessary. The form of the date string is “YY/MM/DD” or “YYYY/MM/DD,”

and includes zeros as necessary to create an eight- or ten-character string.

90
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The actions of OATE and DATE# (explained below) are unaffected by the way you enter the date. The
two methods (numeric date or date string) are provided to make it easier for you to enter the date.

Examples: Both these statements set the date to March 7, 1985. Note the leading zero in the three-
digit numeric day number, and the leading zeros in both the month and day characters in the date
string.

e SGTE SESRSS o

SETOATE S2RASE Computer

SETORTE "E5-RE 070 Museum
OATE

This function returns the date as a number in the form YYDDD, where YY = the last two digits of the
year and DDD = the day number in that year.

Example: Assume the date is March 7, 1985.

Input/Result
OARTE Returns 25855, showing that March 7, 1985, is
the 66th day of the year.
OATE S

This function returns the date in the form “YY/MM/DD”, where YY = year, MM = month, and
DD = day.

Input/Result

DATE# Returns 2% <273 .-87, the same date (March 7,
1985) presented as a string.

The HP-71 Clock

The HP-71 provides you with a versatile set of statements and functions to set and adjust your quartz-
controlled clock and to change its speed. Once you learn how to use each of these keywords, you’ll find
it easy to change your clock’s setting in response to time zone and other time changes, and to maintain
your clock’s accuracy to within a few seconds over weeks or months.

There is one statement, ADJAES (adjust absolute), that adjusts the clock without introducing any
speed correction factor. Two statements, SETTIME and AD-JLST, set or adjust the clock and in-
troduce speed correction factors. These factors are accumulated between two executions of the E«ACT
statement, and are used when the second EXHCT statement is executed. Finally, one function, AF
(adjustment factor), both introduces and executes speed correction factors. However, when AF is ex-
ecuted, the clock setting remains unchanged.
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This table gives an overview of these statements, and following the table, each keyword is discussed

more fully.

Keywords to Adjust and Correct Clock

Clock Clock Setting Speed Correction | Speed Correction
Setting | and Speed-Error | Based on Error Based on
Only Accumulation Accumulation Argument f
AOJARES SETTIME ERACT R
ADIUST §

Setting the Clock (SET T IHE

When you first use your HP-71 clock, or after a memory reset, you should use SETTIME to set the
clock, but don’t use SETTIME thereafter unless you also want to accumulate a speed correction factor.

= sets the clock without accumulating a speed correction factor. Its argument is a time incre-
ment, like 15 seconds or "~1:8&@:@3" (adjust the clock back one hour). JHED 18 useful for

operations like time zone changes.

Initial Setting (ZETTINE).

ME seconds since midnight
time string

The HP-71 clock can be set using a numeric expression (seconds since midnight) whose value ranges
from 0 through 86399. The system clock can also be set using a time string of the form “HH:MM:SS,”
where HH is hours in the 24 hour format, MM is minutes and SS is seconds. Leading zeros must be
included as necessary to maintain an eight character string.

A technique you can follow to set your HP-71 clock is given in section 1 under the topic “Setting the
Time and Date,” page 17.

After memory reset, if SETTIME is executed before EXALCT is executed, no part of the SETTIHE
ad]ustment is accumulated for speed correction; the adjustment is used only to set the clock. Once
EXALT is executed, however, the entire adjustment is still used to set the clock, but any part of the
adjustment other than full hours and half hours is also accumulated as a speed correction factor.* The
next time EXALT is executed, this factor is used to change the clock’s speed.

* Therefore, if you want to adjust time for time zone change, you can use SETT IME. If you reset for an even hour, no error will be
accumulated. But if you reset the time by one hour and three minutes, the three minutes will be accumulated for error correction.
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In summary:

« After memory reset, execute SETT IME before £ %
o After XA

7 to set your clock initially.

T is executed, use SETTIME to simultaneously:
1. Reset the clock because it’s running fast or slow, and

2. Accumulate a speed correction factor that will be converted to a speed change by the next
execution of EXAT,

I has

Examples: The following statements are executed following a memory reset, but before |
been executed.

SETTIME

Sets the clock to 8:15 AM, the number of seconds
for 8 hours plus the number of seconds for 15
minutes.

Also sets the clock to 8:15 AM.
Sets the clock to five seconds past 6:08 PM.

% adjustment in seconds
adjustment string

The adjustment in seconds can be any numeric expression including one or more variables. Both a
positive and a negative change is accepted. The adjustment string is in the form “HH:MM:SS” or
“—HH:MM:SS.” Leading zeros must be included as necessary to maintain an eight or nine character
string. The entire adjustment is treated like a time zone change; no part is accumulated as a speed
correction factor.

Example: Suppose you discover that the watch you used to initially set your HP-71 clock was 43
seconds slow. You execute this statement to add 43 seconds to the HP-71 clock:

You're flying from New York to Chicago. You execute this statement to change your clock to Central
Standard Time:

HOJHEES -3+

Sets time back 3600 seconds (1 hour).

You continue your journey from Chicago to Denver. To change your clock to Mountain Standard Time,
you execute this statement:

FLLIAES "—-81:88:048"° Sets time back 1 hour.



94 Section 5: Clock and Calendar

Reading the Time (7T I ME, T IME

T
Ht
'

TIME

This function returns the time as a number expressed as seconds since midnight. It can be used in
numeric expressions as can any numeric function.

Example: Suppose you construct a program to time the durations of a series of experiments, all start-
ing at the same time. The following statement assigns to T the starting time (seconds since midnight)
of this series.

228 T=TIME

Line 780 in your program (below) is triggered by the completion of your first experiment. It assigns to
E! the duration of the first experiment in seconds. Suppose your experiments began at 9:00 AM
(32,400 seconds since midnight), and the completion of your first experiment occured at 10:30 AM
(37,800 seconds since midnight). E1 would be assigned the value 5400 (seconds), the duration of your

first experiment.

TaE El=TIME-T

o |
—l
_r
=
i

1

This function returns the time of day as a string with the form “HH:MM:SS,” expressed in the 24-hour
format.

P e alie ol 4
'l il B

R W |

The circumstances under which each of these keywords can be used most effectively are explained
below.

Speed Correction. Normally, each of these keywords is used in the following situations:

e ZETTIHE: except for setting your clock after memory reset, use SE7 7 IME if you want its entire
argument to change the clock’s setting, and any “minor” portion of its argument—the portion
other than full hours and half hours—to be accumulated as a speed correction factor

o ADJUST: use AGJUST if you want its entire argument to be added to or subtracted from the
clock’s current setting, and the “minor” portion of its argument—the portion other than full hours
and half hours—to be accumulated as a speed correction factor.

e FF: use AF only if you do not want to change the clock’s setting, but do want the entire argument
to change the clock’s speed without waiting for the next execution of Ex8CT,
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The syntax for SETTIME is shown and explained on page 92.

HOLILIET seconds
A0S T adjustment string

This statement allows you to reset your computer’s clock for different time zones, for daylight savings
time, etc., while at the same time accumulating a small amount of time (no larger than +15 minutes)
for a later speed correction. This speed correction is made the next time EXRLT is executed. The
argument can be seconds, expressed as a numeric expression that, when evaluated, can range between
—360,000 and 360,000 seconds (100 hours). The argument can also be an adjustment string in the form
“HH:MM:SS” or “—HH:MM:SS,” where zeros are used to maintain an eight or nine character string.

Example: You're about to cross from Central to Eastern time. You know your clock has lost one
minute since you set it accurately 4 months ago. You now wish to:

1. Set your clock ahead one hour.
2. Accumulate a speed correction factor to compensate for the clock’s slowness.

3. Reset your clock to compensate for the lost minute.

To perform all three operations at once, you execute the following:

Al A1 138 % [ENDLINE

ol

GF . new adjustment factor

The adjustment factor changes the clock’s speed. It is the number of seconds that pass before the clock
adds (positive) or subtracts (negative) one second to or from its reading. The AF function always re-
turns the current value of the adjustment factor. If AF is executed with a new adjustment factor, the new
value replaces the current adjustment factor. #F with its optional argument sets an adjustment factor
directly (as opposed to AD1UZTand SETTIME), and does not require the execution of EXALT.

Example: The new adjustment factor changes the clock’s speed in the following way. (For this example,
assume the current adjustment factor is 24000.)

Input/Result
HF ¢

Displays Z4 @26, the current adjustment factor,
and sets a new adjustment factor (—28800).

After a period about 56 seconds long (28,800/512) has passed following the execution of this function, a
small fraction of a second (1/512) will be subtracted from the clock’s reading.
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Correcting Accumulated Speed Errors.

This statement is used to improve the accuracy of the clock’s speed. The first execution of F !
followmg a memory reset defines the beginning of an adjustment period. Each subsequent execution of
I defines the end of the current adjustment period and the beginning of the next adjustment
penod All clock speed corrections accumulated by the execution of E and A0 JUET during
the current adjustment period (normally weeks or months long) are used to define a new adjustment
factor when E=ACT is executed. (Remember that SETTIME and AD.HIET do not define an adjust-
ment factor; that is, they do not change the clock’s speed. They only accumulate speed corrections.)
The new adjustment factor defined when E=HCT is executed is used by the HP-71 as described in the

F discussion directly above.

Since f I is used to improve the accuracy of the clock’s speed, you should execute it only when you
are sure the clock’s reading is correct.

Cancelling the Speed Adjustment Factor .

This statement clears the adjustment factor and resets the clock’s speed to that in effect after a mem-
ory reset. No seconds will be added to or subtracted from the clock’s reading as a speed correction until
AF or T

7 is executed again.
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Overview

The HP-71 retains programs and data in memory in the form of files. The computer can contain sev-
eral files at one time, each with its own name. This section discusses how to manage files. It does not
cover the specifics of creating and adding information to files. (That is covered in other sections as
noted.)
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This section describes the operations that are common to all HP-71 files. More specifically it describes:

The current file.
The

How HP-71 memory is structured.

Copying files.

Renaming files.

Purging files from memory.
Protecting files.

Finding out which files exist in memory.

If you are simply going to run programs from plug-in modules, you don’t need to read this section. But,
if you are going to use programs or information stored on magnetic cards, or plan to use HP-IL devices,
you should read this section.

If you want to create, add information to, or use the following types of files, refer to the indicated
sections:

BASIC Files.

This type of file contains a BASIC program. These are described in section 8, “Writing and Run-
ning Programs.”

BIN and LEX Files.

Files of both types are written in HP-71 machine language. A BIN file can be executed as a
subprogram. A LEX file can add BASIC keywords to the computer. These file types are described
in section 8, “Writing and Running Programs.”

DATA Files.

DATA files contain numeric and string data and are used by programs for data storage. DATA files
are described in section 14, “Storing and Retrieving Data.”

TEXT Files.

This is a special type of data file which is used for transferring information between the HP-71 and
other computers. BASIC files can be transformed into TEXT files so that they can be transferred
to other computers. Similarly, TEXT files can be transformed into BASIC files. TEXT files are
described in section 14, “Storing and Retrieving Data.”

KEY Files.

KEY files contain the key redefinitions that you create. Several KEY files can reside in the
computer’s memory at the same time, however, only one can be active at any given time. These are
described in section 7, “Customizing the HP-71.”

SDATA Files.

SDATA files are data files that can be sent to and received from an HP-41 Handheld Computer.
These are discussed in section 14, “Storing and Retrieving Data.”
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The Current File

More than one file can reside in the HP-71. At any time, one file is designated the current file. A file
can be edited only when it is the current file. Also, the current file is the default file (the file used when
one isn’t specified) on which the computer performs many file operations.

The following functions and statements change the current file designation:

(only when the current file is purged).

¢ Inserting or removing a RAM or ROM module from a port.

The wor ik +1 1

The HP-71 maintains a program file called ok ¥ 11, which is a scratch file. The
becomes the current file when you:

o First install batteries.
Reset the HP-71 (I#HIT: 3).

Purge the current file.

Execute £

T without specifying a file name.
¢ Transform the current file into a non-BASIC file.

e Insert or remove a RAM or ROM module from a port.

FORET.

For more information about using the wmcrifii=, refer to section 8, “Writing and Running
Programs.”
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Introduction to File Operations

As need arises, you will probably want to create and make copies of files, rename them, and purge them
from memory. To give you a feel for how these operations can be performed, some examples are given
here demonstrating file operations at the most elementary levels. The details of how the statements
shown in the following examples work are given later in the section and in the HP-71 Reference
Manual.

If you write a program in work 112 and want to give it a name, you can use the HF statement:

Input/Result

Designates wior i 7112 as the current file.
ile EREIC i Displays the file name (:: =) and file
[ Enters a line into the file.
rEsT Names the file TEZ7T
Creates a new

Rather than using the wior k112, you can simply create a file with a name and enter program lines
into it:

Input/Result

T TE:TI Creates a new file named 1

rent file.

i. It is the cur-

faal

T
¥
-
%
2
=]
b=
wm
-
=
2

. was created and that its file

type is BASIC.

To avoid confusing a file with other files having similar names, you can rename a file using

Input/Result
T

ST: TO WOLTHRGEL [ENDLINE Renames
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If you are going to make changes to a file, you might want a backup copy of the file in case you decide
later that you don’t want to incorporate the changes. You can copy a file, giving the duplicate a new
name using C0F

Input/Result
I OLTHRGED 70 GOLTESTI Creates a copy of TAGE! and names it
HLTEST1. Both files now reside in memory.

After creating several files, you might occasionally want to know which ones you have in memory. You
can instruct the computer to display a list of the files in memory using Z87T FRLL:

Input/Result
Ll Instructs the computer to display a list of the files
In memory.
IAME 5 TYRE LEH

TiKE FOET Displays headings for catalog information.

EASIC 1= Shows that the oldest file is TEZT.

o

Displays the next file name.

"
[2u]
-
o
]
[
—_

The next oldest file is woik il

-
|"i:|

BEHRZIC i Displays an entry in the catalog for the file
EASIC i Displays an entry for “OLTEST1.

Pressing again displays the same file name,
indicating that this is the last file in the catalog.

Returns the BASIC prompt to the display.
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When you no longer need a file, you might want to purge it (erase the file) to free up memory for other
uses. You can do this using FUREGE:

Input/Result
FURGE wOLT

ST Purges % TLTE=TE from memory.

T

The quick demonstration of file operations above shows how you can create, name, rename, catalog,
and purge the files in memory. The HP-71 gives you greater flexibility than shown here in how you can
manipulate files. But before you can understand the details of the file operations available to you, you
need to understand something of how memory is organized on the HP-71.

Structure of HP-71 Memory

The HP-71 gives you great flexibility in specifying where files are stored in memory. The HP-71 mem-
ory can be divided into smaller sections, called ports (described below), in which programs and data can
be stored. Storing information in a specific port enables the HP-71 to find it fast since, if you specify
the port where your information is located, the HP-71 searches only that port rather than all of mem-
ory. This can increase the speed of programs that use files.

Two Types of Memory: RAM and ROM Computer

- Museum

The HP-71 contains two kinds of memory:
e Read-Only Memory (ROM). This memory can’t be altered.

¢ Random-Access Memory (RAM). You can store and delete information in this type of memory.

Read-Only Memory (ROM). The HP-71 contains 64 kilobytes (64K) of ROM.* The ROM contains
the operating system and all the functions of the HP-71. You can’t write information to this memory,
but you can increase the capabilities of the HP-71 by adding ROM modules to any of the four front

ports (as described below). Also, you can run programs contained in ROM modules and read informa-
tion from them.

Random-Access Memory (RAM). The HP-71 contains 17.5K bytes of RAM, all of which is avail-
able to the user. (However, the HP-71 uses about 1K of RAM for its operations.) You can add up to four
RAM modules to the HP-71 to increase the amount of RAM.

This section deals primarily with manipulating files in RAM. It also describes how to copy files from
plug-in memory.

* A kilobyte equals 1024 (210) bytes.
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Main RAM and Iindependent RAM

The HP-71 contains four external ports in addition to the HP-IL and Card Reader ports. These ports
are numbered 1 through 4, from left to right. You can plug applications modules (ROM) or memory
modules (RAM) into any of these ports in any order.

The HP-71 contains an additional port, port 0, which is internal—you can’t add any modules to it.
This internal port contains 16K bytes of RAM which can be set aside from the rest of the internal
RAM.

The HP-71 RAM can exist in two forms:
e Main RAM.
¢ Independent RAM.
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Main RAM. The HP-71 is initially equipped with a certain amount of RAM (described above), some
of which is contained in port 0. This RAM, and RAM added to any ports, is called main RAM. The
HP-71 uses main RAM for its operations, keeping files, and storing variables.

Independent RAM. Independent RAM is memory that is internally set aside from main RAM. In-
dependent RAM is not used by the HP-71 for its operations but contains only the information that you
store in it. Independent RAM is useful for:

¢ Protecting files from a memory reset condition caused by an 1} 7 reset.
¢ Enabling the computer to locate files quickly, since the search for a file can be limited to one

portion of RAM.

e Enabling you to remove a memory module from a port without disturbing the information in the
remainder of RAM.

If memory modules were plugged into all four ports (assuming that they are not set aside as indepen-
dent RAM), main RAM would consist of the internal RAM plus the plug-in memory, as shown in the
following illustration:

Port 0
. Internal
Main RAM RAM
Plug-in
Port 1 Port 2 Port 3 Port 4 Memory

Main RAM, independent RAM, and plug-in ROM are all called memory devices. For example, when
main RAM consists of all internal RAM and all plug-in RAM (as shown in the above illustration),
there is one memory device—main RAM. Any portion of RAM that is designated independent RAM
becomes a separate memory device. Also, a ROM is always a separate memory device.

Declaring Independent RAM (FEEE FORT)

The RAM within a port can be set aside as independent RAM by executing

FREEE FOET<port number
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Example: Change the RAM in port 0 to independent RAM:

Input/Result

Port 0 becomes independent RAM, and is set off
from all other RAM.

If you don’t have a RAM module plugged into any of the ports, the memory in your HP-71 can be
represented by the following diagram, which shows the memory in port 0 having a boundary between it
and main RAM as a result of executing the above statement.

Port 0
Main RAM Internal
RAM
Plug-in
Port 1 Port 2 Port 3 Port 4 | Memory

Note: When you remove a memory module, first free the module’s port. If you don’t first free the
port, main RAM will be cleared when you remove the module.

If the computer doesn’t have enough unused memory in main RAM to free a port, you will need to
purge some files from main RAM to make enough memory available. (Refer to “Purging Files,” page
115.)

The HP-71 contains 16K bytes of RAM in port 0 which is subdivided into four 4K units. You can free
each of these units separately by specifying them in the FREE FORET statement as 0, 0.01, 0.02, and
0.03. (The leading zero can be dropped.) For example:

sets aside one 4K portion of port 0 as independent RAM.
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Reclaiming Independent RAM (1 H

To incorporate an independent RAM back into main RAM, execute i

¢ port number :

The port number can be a number from 0 to 5. (Port 5 is the card reader port.)
Example: Claim the memory in port 0 as part of main RAM.

Input/Result

CLEIM FORTOE:

The memory in port 0 is now part of main RAM, as illustrated below.

Port 0
_ Internal
Main RAM RAM
Plug-in
Port 1 Port 2 Port 3 Port 4 RAM

Note: When you claim an independent RAM, its memory is cleared by the HP-71. Therefore, you
might want to copy files from the independent RAM to main RAM, another port, or a mass storage
device before you claim that independent RAM.

Obtaining Memory Information (i4E i

When creating, storing, or copying files you might need to know the storage capacity of a RAM module
and how much of that capacity is unused. This information is especially useful if you need to determine
how much memory to make available so you can create an independent RAM (as described above).

Determining the Amount of Unused Memory. You can determine the amount of unused memory
in main RAM or an independent RAM by executing FEM

[

port number ]
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The integer returned indicates the number of bytes of memory that are unused.

Examples:

Returns amount of unused memory in main
RAM.

Returns the amount of memory available in the
port indicated by .

Returns the amount of unused memory in port 1.

Determining Memory Capacity. You can determine the size (in bytes) and type of memory in a port
using the “HOW FOET statement.

FORT

When you execute this statement, the HP-71 shows you the port number, the memory capacity in
bytes, and the type of memory for each ROM and independent RAM, starting with the lowest-num-
bered port. A memory type of “1” indicates independent RAM. A memory type of “2” indicates a ROM.

Example: Set aside port 0 as an independent RAM, then find out the size and type of memory in that
port.

Input/Result
MEH Determine if there is enough memory in main

RAM to set aside port 0 as an independent
RAM. (As you shall see, port 0 contains 4096
bytes of RAM.)

Displays the number of unused bytes in main
RAM. If the number in your display is at least
4096, this example will work. If you don’t have at
least this much memory, you will need to purge
some files to free up some memory if you want to
complete this example.

Sets aside port 0 as independent RAM.
BT Shows the type and size of port 0.

Displays port information. Port 0 contains 4096
bytes of independent RAM.
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File rMames

Each file you create in memory has a name. When you perform operations on a file, you refer to the file
by name. Before you start creating files, you should become familiar with the rules governing file
names.

Characteristics of File Names

File names can be a combination of up to eight letters or digits, but the first character must be a letter.
Characters other than letters or digits are not allowed. You can use upper- or lowercase letters, but
they will all be converted to uppercase.

Examples of Invalid and Valid File Names

Invalid Reason |

Too long.
Can’t begin with a number.
Can’t use a colon or a dollar sign.

A file name can be an unquoted string or a string expression.* Of course, a string expression must
evaluate to a valid file name (as described above).

Examples:

COFY TARGETS Uses an unquoted string to specify a file.

COPY “THEGETZ" Uses a quoted string to specify the same file.

COFY A% Uses a string variable which evaluates to a file
name.

COFY AF & BF Uses a string expression which evaluates to a file
name.

Files with the same name can exist in different memory devices (for example, in port 0 and in main
RAM). However, an error results if you try to store a file in a port or in main RAM when a file by that
name already exists there. For example, the following is a valid statement:

* A quoted string is the simplest form of a string expression. Therefore, when this manual refers to a string expression, it means
that a quoted string is also valid.
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However, this is not valid:

RACIAL:FPORT(@: TO RADIAL:PORTOS:

since the file name already exists in the port.

Default Files

For statements that operate on files, you can optionally specify a file. When you don’t specify a file,
some statements automatically use a default file (usually the current file) for their operation.

You can determine the default files that a statement uses by referring to the statement’s keyword dic-
tionary entry in the HP-71 Reference Manual. Where a statement is introduced in this manual, the
default files it uses are described.

Reserved Words

The HP-71 attaches special significance to certain words used in statements that operate on files.
These words are:

HP-71 Reserved Words

Word Description

ALL Used in some statements to refer to all allowed options.
Refers to the magnetic card reader.

Used as part of the T= =i statement.

Refers to the file of current key definitions (i =

)-

ro Used as an intermediate word in statements such as

You cannot use these words as file names unless they are included in string expressions. To avoid am-
biguity, it is better not to use them as file names at all.

Device Names

For file operations, you can also specify the location of a file in addition to its name. This speeds up the
search for the specified file, and can prevent ambiguity when files of the same name reside in different
memory devices. For this discussion, a device name is the name of a memory device, such as MAIH.
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Characteristics of Device Names

Device names differ from file names in that device names can’t be created by the user. The HP-71 only
recognizes certain device names—attempting to use a device name other than one the computer recog-
nizes generates an error. The following table shows valid device names on the HP-71:

Valid Device Names

Device Name Description

Specifies all ports beginning with port 0.

Tin: Specifies a particular port (where n is a number from
0 through 5)
FMATH Specifies main RAM.
LARD Specifies the magnetic card reader.
FLRD Specifies a private file on the magnetic card reader.

To specify a device in statements such as COF Y and
distinguishes it from a file name. For example

£, precede the device name by a colon. This

'Y file name T 1 FOE
copies a file to port 0.

If you want to specify both a file and its location, use
file name : device name

For example,

FILEL:MAIN T4

stores a copy of FILE1 in port 0.

Default Devices

In many cases the HP-71 uses a default device when one isn’t specified. Generally, the following rules
apply:

When a device is not specified:

e If a file name is specified, the computer searches for it beginning in main RAM, then in succes-
sively higher-numbered ports beginning with port 0.

o If a file name is not specified, the device in which the current file resides is the default device.

If a device isn’t specified for a destination file in a ZJF ' operation, the default device is main RAM.
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File Search Order

When the HP-71 needs to locate a file in memory (when a device isn’t specified for a file), it first
searches main RAM, then searches the memory in each successive port, beginning with port 0.

If FORET is the specified device but no port number is given, then all ports are searched, from the
lowest-numbered port to the highest. If a specific port is specified, then only that port is searched.

Also, if ## 1H is the specified device, then only main RAM is searched.
Cop + ; Files { {1FY)
The ** statement enables you to store and retrieve files from main RAM, independent RAM, mag-

netic cards, and to retrieve files from plug-in ROM. This statement duplicates a file that you specify.

A
¢ source file T destination file

M

Two files are specified in the statement:
« The source file (the one to be copied).
¢ The destination file (the one to contain the duplicate).

When you execute ©{1F*%, the HP-71 creates the destination file and stores a copy of the source file in
it. The destination file cannot already exist.

The source flle or destination file can be specified by a file name, a device name, or both. Also, you can
execute I 1F Y without explicitly specifying a file or a device. That is, you can specify a file in one of the
following forms:

« file name
e :device name
s file name : device name

» no file name or device name.

When you omit a file name, device name, or both, the HP-71 uses defaults (as previously described).

* given the different combinations of specified file
names and device names and their defaults.
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2l

Effects of L[IF Y Given Various Parameters

Source* Destination™*
Name Device Name - Device

Computer’s Response and Example

X
X
X X
X
X X
X X
X X X

Copies current file, if in an independent RAM or a ROM, to main
RAM. The destination file has the same name as the current file.

COFY

Copies current file to specified device. The destination file has the
same name as the current file.
CoPY T (FORTOZD

Copies current file to main RAM. The destination file has specified
file name.

CORY TO HEMI

Copies current file to specified device. The destination file has the
specified file name.
COpyY TO HEWL:F

Copies file from CARLD or FLELD to main RAM. No other device
can be specified. Destination file has same name as card file.
COFY FPCRED

Valid only if CRED or FCRD is source file's device and #imIH is
destination file's device. Copies a card file to specified main RAM.

Destination file has card file’s name.t
COFY CHRED TO MAIH

If specified device is CHED or FLEL, copies card file to main
RAM. If a different device is specified, copies a file from specified
device to main RAM. The HP-71 searches for a source file with
the same name as the specified destination file.}

COFY (PORTIEY TO HAME]

If source file’s device is CARED or FLED, then destination file’s
device must be MAIHM; copies file from magnetic card to main
RAM. If source file's device is any other, searches for a source file
with the same name as the specified destination file and copies it
to specified file in the specified device.t Destination file has speci-
fied file name.
COFY CARED TO
COFY HMAIN TO

HEM:MAIH
MAMEL :FORT G

* An X indicates that the parameter is specified.

T When only a device is specified for the source file (other than CARD or FLED), a name must be specified for the destination file.

1 Files from the magnetic card reader can only be copied into main RAM. Therefore, if you specify CARED or FCED as the source file's
device, you can specify only MAIH as the destination file’s device. (For more information about using the magnetic card reader,
refer to appendix C, "Using the HP 82400A Magnetic Card Reader.”)
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Effects of 1

*'{ Given Various Parameters (continued)

Source* Destination*

Computer’s Response and Example
Name | Device | Name | Device

X Copies specified file to main RAM. Destination file has same name
as source file.
(B oLnd

X X Copies specified file to specified device. Destination file has same
name as source file.
COPY OLDL 7O

X X Copies specified file to main RAM. Destination file has specified
name.
CoRy OLDd HEH1

X X X Copies specified file to specified device. Destination file has
specmed name.
CoRy GLOl TOOH sPORTOL:

X X Copies specified file in specified device to main RAM. Destination
file has same name as source file.
COEy 0LGl CEn

X X X Copies specified file in specifed device to specified destination de-
vice. Destination file has same name as source file.
CoPY LGOI PORTOEY TO (PORTOLS

X X X Copies specified file in specified device to main RAM. Destination
file has specmed name.
CORY GLO1 PRORTOEY TO

X X X X Copies specified file in specified device to specified destination
device. Destination file has specified name
CORFY OLO1 PORTCZ TO M H

* An X indicates that the parameter is specified.
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Files can be renamed with FEMAME,
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simplified syntax
l—;EE'H: old file name T new file name

An old file name can be expressed as:
e File name.
e File name : device name.
e Blank. (Defaults to current file.)

A new file name can be expressed as:
s File name.

e File name : device name.

Computer

TMuseuim,

There is no default for a new file name—you must always specify it. The file’s device can be specified

with either the old file name or the new fife name.

Examples:
REMAME TO FILEZ
FILEL T FILEZ

FILEL TO FILEZ:PORTCE:

=)

To purge a file from RAM, use Fil!RiZE.

FILEL:FORTCG: TO FILEZ

Renames current file to FILEZ.
Renames FILEL to FILE®Z.

Renames FILE1 in port 0 to F I

Renames FILE1 in port 0 to FIi.EZ.

-1

- [file name] : devicel]]

The default file for this statement is the current file, If you specify a device, you must also specify a file

name.
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Examples:
FURGE LoGIol Searches for a file named L.0GI%1 and if found,
purges it.
OTOM MATH Purges a file named FEOTOH from main RAM.

Purges the current file.

You can purge all unsecure files in main RAM by executing FLUEGE ALL.

Executing FURGZE AiL doesn’t affect files stored in independent RAM.

File St curity

The HP-71 enables you to perform many operations on files, such as viewing, modifying, and copying.
However, in some situations you might want to prevent these operations from being performed on a
file. For instance, you might not want a program to be viewed or modified by others. The HP-71 en-
ables you to control the access to files and protect them from being modified, purged, or viewed.

Protecting a File’s Contents (SECLIEE, UHEED

You can protect a file from being modified or purged using !
be reversed by the statement UHZECZURE.

- [file name [: device]]

E [file name [: device]]

You can secure any type of file. A secure file can’t be altered or purged. However, you can execute it (if
it is a program file), view its contents, read from it, or copy it.

TE)

You can prevent your file from being viewed, copied, or modified using ¥ &1

Controlling File Access (F

file name [: device]

JATE statement ts permanent—you can’t reverse its effects.
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Since this statement has such lasting effects, you must explicitly specify a file for the statement. This
ensures that you don’t accidentally make the current file a private file.

Examples:

FRIVATE BEARIHG

PEIVHTE REIMUTH FORTOAS

FFIWVATE operates on program files only. You can execute or purge a private file in memory, but no

one (including you) can view, copy, or modify it. (You can copy private files from magnetic cards to
memory, but you can’t copy them to other parts of memory or back to magnetic cards.)

I

Using Both =E{UEE

and FE I

A program file can be both private and secure. The table below summarizes the type of operations that

can be performed on a file that has been protected with FRIWATE, SECLURE, or both.

Operations Permitted on Protected Files

CHRE
(default)
Not Private (default) | Execute Execute
View/Copy View/Copy
Modify/Purge
FRIVATE Execute Execute
Purge

If a file is both “ELURE and FEIVATE, the file can only be executed. If you execute i 3
such a file, you can execute it and purge it, but because it is a private file, you can’t modify it.

File Catalogs

When you need information about files in memory, you can use 5T HLL to obtain a catalog of mem-
ory files.
A catalog gives you the following information about a file:

¢ File name.

o Type of security.

¢ File type.

e Size of file (in bytes).
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¢ Date file was created.
¢ Time file was created.
¢ Port (if any) in which the file is located.
Catalog information is always returned in the same format. Catalog information returned for more

than one file is preceded by a catalog header. For example, when you execute ZHT Fii, the HP-71
first displays:

LEH CRTE

To obtain a catalog of all files in main RAM, independent RAM, and plug-in ROMs (these are
collectively called memory devices), execute CET HLL.

This statement displays the catalog information for the files in each memory device, starting with
main RAM. By pressing and (A], you can display the catalog entries for each file in a memory
device. To view the first and last catalog entries for a memory device, press [9)(X] and [9](X]
respectively.

When you want to display the catalog information for the next memory device, press {f][-LINE]. For
example, if you are viewing the catalog entries for main RAM, pressing {f][=LINE] enables you to view
the entries for port 0 (provided that port 0 has been set aside as independent RAM). By pressing
again, you can view the entries for the memory device in the next higher-numbered port and
so on. Before displaying the catalog for the next port, the computer displays the catalog header again.

The following table summarizes the keystrokes that enable you to view catalog entries when you ex-
ecute a catalog function.

Catalog Viewing Keystokes

Keystrokes Computer’s Response

Displays the next catalog entry in a memory device.

Displays the previous catalog entry in a memory device.

E)K3 Displays the last catalog entry in a memory device.

9)(x] Displays the first catalog entry in a memory device.

Enables you to view the entries for the next memory
device. After viewing entries for last memory device,
returns the computer to the BASIC prompt.
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Sometimes you might want catalog information for a specific file or all the files in a specific memory
device. You can get a catalog for:

¢ All files in main RAM, independent RAM, and plug-in ROMs. (CRT &LL)

o All files in main RAM only. (CAT : MAIH.)

¢ All files in all ports. (CAT : FIOET.)

o All files in a specific port. (CAT :FORT @ :)

¢ A file specified by name. (CRT FILEL.)

o A file specified by the order in which it is stored in a memory device. This is the order it appears in

the catalog for the memory device. (CRT$< 3 1))

If you want catalog information for specific files and ports, refer to the keyword dictionary entries for
AT and CHT# in the HP-71 Reference Manual .
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Customizing the HP-71

Conteits

Overview
Redefining the Keyboard (EF kEE™)
Specifying Key Name
Types of Key Definitions

KEY Files (zECUEE, UMZECURE, CART, COFY, REHAME,
FURGE, LIST, MERGE)
Cancelling Key Definitions

Program/Keyboard Interactions
Testing for a Pressed Key (K E WDk H)
Determining Which Key Is Pressed (K E "' ¥)
Causing a Program to “Press” a Key (FLIT)

Alternate Characters

Preserving and Destroying Alternate Characters
Protected Display Fields (I4 I 1L
Reading Characters From the the Display (

)
b
[n]
m
bt
~—

Reading Individual Columns of Dots From the Display (=0 ISF %)

Displaying Graphics (=01 5F)
Restricting HP-71 Use (L DCE)
Automatic Command Execution (= THETLF)
Controlling the Display (L. )

120

Viewing and Editing Key Definitions (FETCH EEY, KEVDREF#, [f)VIEW]) ..
Activating the User Keyboard (USEF, [1J(USER], (SJ(AUSER]) ..............

Display GraphiCs . ............ ... .
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Overview

This section covers:
e The power of user-defined keys.
o Saving several sets of key definitions.
~ Using an active keyboard during program execution.

¢ Creating and using your own set of characters.

Protecting portions of the display from character entry.

Using already displayed characters in a program or key definition.

Controlling each of the 132 columns of dots in the display.
« Locking your HP-71 against unauthorized use.

¢ Four ways you can control how your HP-71 displays information.

You can redefine every key on the keyboard except the two shift keys, (] and (9], to act as typing aids
or to execute one or more commands. Not only can you redefine the primary functions of keys, but also

each of the two shifted functions as well (accessed with [f] and [9]). Key definitions are automatically
placed in a special system file, k ==, discussed later in this section (page 127).

Redefining the Keyboard (\.

—
it
T
Ty

—

Y key name [ . assigned string [assignment typel]

F is optional. The key name can be specified two ways, by the keycap symbol (alone or with ¥ or )
or by the identifying key number. If the assigned string (and assignment type) is omitted, the statement
cancels any user definition for that key, and the key reverts to its Normal keyboard definition.

The assigned string specifies the typing aid or the one or more commands assigned to the key by the
v statement. The assignment type specifies which of three different types of key definitions
the statement specifies: typing aid, display and execute, or execute only. If the assignment type is omit-
ted, the key definition is a display and execute type.

The key name and assigned string can be specified using any valid string expression, including quoted
strings.
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Specifying Key Name

By Character. Often the simplest way to specify the key is to use, within quotation marks, either one

or two characters to represent the unshifted or shifted key. For all keys—except letter keys—that dis-
play characters, the following applies:

¢ For an unshifted key, use the character displayed when the key is pressed.
o For an (f]-shifted key, use the unshifted character preceded by the letter ¥ (or ).
o For a [9]-shifted key, use the unshifted character preceded by the letter [ (or z).

For letter keys, we’ll illustrate the general rule using (a] and [A] as examples Any one of the followmg
character key names refers to the keystroke(s) that displays a: "z =%, *af", "Gz, "GA",and ®

’

The only character key name that refers to the keystroke(s) that displays A is

o

When lowercase is set and is pressed on the User keyboard, any string assigned to (a] is displayed

and/or executed. When lowercase is set and [a] is pressed, any string assigned to is displayed and/or
executed.

£EY Key Names

Represents on the Normal Keyboard

The []-shifted (H] key.

The (g]-shifted [7] key.

The keystroke(s) that produces lowercase “g.”
The keystroke(s) that produces uppercase “Q."
The [g]-shifted key.

The keystroke(s) that produces lowercase “b.”
The keystroke(s) that produces lowercase “d.”

By Key Number. There are some keys, like [ON], that cannot be redefined using a key character,
since they do not display a character when pressed. Any such keys, and any other unshifted or shifted
key (except the shift keys [f] and (9]) can be represented by a system-assigned key number preceded by
the # symbol, all enclosed in quotes. As shown in the following diagrams, unshifted keys are numbered 1
through 56, [f]-shifted keys are numbered 57 through 112, and (9]-shifted keys are numbered 113
through 168.

The table below indicates the relations between key number, the displayed character represented by
that number, the keystroke(s) represented by that number, and letter case setting.

Key Number Examples

Uppercase Set | Lowercase Set

Key Number 15 Represents | i and  and [9])(A]
Key Number 127 Represents | = and (9](A] z and




Section 7: Customizing the HF-71 123

Notice that key number 15 always represents uppercase , but the keystroke(s) represented by number
15 depends on which letter case is active when the key definition is used (from the User keyboard).

As the following diagrams show, nine numbers are not used—44, 45, 52, 100, 101, 108, 156, 157,and 164.
These are the numbers that would identify {f], (], and the lower half of the key. These
numbers assume uppercase is set. Numbers for (1] and [9] are not useable.

Key Identification Numbers
Unshifted Keys

KeyCode | 1 | 2 | 3 s 5 6 7 8 9 0 | 1 | 12 | 13 ] 14
Ky Q | W | E R T Y U | 0 P 7 8 9 I
KeyCode 15 | 16 | 17 | 18 | 19 | 20 | 21 | 2 | 28 | 24 | 25 | 2 | 27 | 28
Ky A | S D F 6 H J K L - 4 5 6 X
KeyCode | 20 | 30 | 31 | 3 | 33 | 3¢ | 35 | a6 | & | 38 | 3 | 4 | 40 | 4
Key | 2 X c v B N M ( | ewo | 2 | 3 -
Key Code | 43 6 | o |4 | e [ w0 [ st | 0 [ s [ s | s | s
Key L.,ON ) f q RUN <« > SPC A v E 0 , +

Shifted Key

Key Code | 59 | 60 | 61 | 62 | 63 | 64 | 6 | 66 | 67 | 68 | 63 | 70
Key | ELSE | FOR | TO | NexT | DEF | KEY | ADD | LR |PREDV | MEAN | SDEV | SOR
Key Code | 73 1 74 (s | 6 [ 7w | 18 | 19 | s | 8 8 | 83 | g4
Key | RETURN| GOTO | INPUT | PRINT | DISP | DIM | BEEP | FACT | SIN | COS | TAN | EXP
Key Code | é 87 8 | 8 | 9% | 9 R | 9 | 9% | 9% | % | 9 98
Key | | CAT | NAME | PURGE | FETCH | LIST |DELETE | AUTO | COPY | RES | ASIN | ACOS | ATAN | LOG
KeyCode | 99 ' 102 | 103 | 104 | 105 | 106 | 107 109 | 110 | 111 112
Key | OFF | SST | BACK |-CHAR| IR | LC | -LNE USER | VIEW | CALC | CONT

(9] Shifted Keys

[

KeyCode | 113 | 114 | 115 | 16 | 17 | 118 | 19 | 120 | 121 | 122 | 123 | 124 | 125 | 126

Ky q | w e ' t v u i 0 D { I
KeyCode | 127 | 128 | 129 | 130 | 131 | 132 | 133 | 134 | 135 | 136 | 137 | 138 | 139 | 140
Key = a = s d f g h i k | ; $ 0 % & :
KeyCode « 141 142 | 143 | 144 | 145 | 146 | 147 | 148 | 149 | 150 | 151 | 152 | 153 | 154
Key | 2z % X c v b n m I ] CMDS [ # @
O . T ‘ ,
Key Code | 155 158 | 159 | 160 | 161 | 162 | 163 165 © 166 | 167 | 168
Ky = JCHRL| » |ERAM | = Y 1USER < > ?
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This represents [f][RES].

Types of Key Definitions

Typing Aids (:). If a semi-colon follows the assigned string in a key definition, the string is displayed
but not executed when the specified key is pressed on the User keyboard.

Immediate Execution. If no symbol follows the assigned string, the string is first displayed, then
executed when the key is pressed on the User keyboard. The assigned string is displayed at the current
cursor position, and the HP-71 attempts to execute the entire line, including any characters already in
the display when the defined key is pressed. This type of key definition can be useful as a typing aid to
supply the last part of a command or input line.

Direct Execution (:). If a colon follows the assigned string, the string is executed directly without
being displayed. Any characters in the display are ignored when an execute-only key is pressed. One
way this type of key definition can be used is to provide a response to an I T statement.

Examples: The following examples assume the uppercase letter set is active.

Assume a program named L 0k is in memory. When you press [9](C] on the User keyboard after
executing this key definition, the i ik program runs. The quotes around I are optional.

When you press on the User keyboard after executing this key definition, the HP-71 displays
the integer division operator, ~.. Notice that [;HZ < %2 is not enclosed in quotes. If quotes enclosed
' in this key definition, you would display the characters [#HF# ¢ % * when you pressed

on the User keyboard.

Neither a semi-colon nor a colon ends this key definition, so pressing displays, then executes
the assignment statement.
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Viewing and Editing Key Definitions (;

£, ([VEW])

statement returns the specified GEF 7 statement into the display for viewing
and edxtmg The KEYDEF £ function returns the assigned string portion of the I’ §
(the typing aid or command assigned to the key) for viewing only.

KEY key name

Both ¢

“and GEF KE'Y use the same key name specification.

Examples: These show FET

KEY used to display two of the key definitions made above.

Input/Result
BEY Displays the key definition assigned to lowercase
“C.”
PLOURUH FILD This key definition is displayed in the same form
as it was entered (the optional quotes around
i k. are displayed). You can edit and reenter
the definition.
FETOH Sgmdr You must use the key number for (f]J[RES], since
the HP-71 does not recognize as a symbol
for (f](RES].

e

=14

. key name :

..... 3 7 and

- function uses the same key name specification as is used by
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Examples: These show KEYOEF £ used to display the other two key definitions made above.

Input/Result

The string assigned to is displayed, preceded
by :, showing that this definition is a typing
aid.

£("FI": [ENDLINE

The blank space preceding this statement identi-
fies the key definition as the type that displays,
then executes.

Pressing enables the next key pressed to display, while held down, its assignment string, pre-
ceded by a semicolon, blank, or colon to identify the assignment type. If the key has no user definition,

it displays Urias=igr=d. For example, pressing [f](VIEW], then (9])(C] (uppercase active) displays,
while is held down, : FUH “CLOCK". (This is the definition assigned to (C] on page 124).

, [[J(USER], [9](1 USER])

Whenever the User keyboard is active, the USER annunciator is visible in the display.

Activating the User Keyboard (!

The i = statement has three forms:

! : switches the User keyboard from its current state to the opposite state (from active to inactive
or from inactive to active). Pressing [f]J(USER] is the keyboard equivalent of executing LZEER. It ac-
tivates and inactivates the User keyboard.

-

k0 gwitches the User keyboard from inactive to active (unless the User keyboard is already

active).

i 'FF switches the User keyboard from active to inactive (unless the User keyboard is already
inactive).

Pressing [9](1 USER] activates or inactivates the User keyboard for only the next shifted or unshifted
keystroke. This is especially useful if you want your User keyboard to be inactive for all keystrokes
except when you’re pressing a particular user-defined key.
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When you make your first key definition, a special file named

that and subsequent key deﬁnltlons are stored. You can LI !
£, and FURGE the keu=z file, and you can dlsplay 1ts catalog with

Creating Several Files of Key Definitions. You can create other KEY files in addition to the
keyz file. While only the key definitions in the k =wu= file are current, you can exchange any of your
KEY files with the k =wu= file, thereby designating any of your key definition files as current. Such a
file exchange also saves the key definitions previously in & == for future use. You can use the follow-

ing statements to exchange files between & == and another KEY file:

Y5 T4 file name,

T0 file name,

— e

Y file name T} EE

~HME file name T EEYS,

T

Listing the k == File. Executing LIZT &E%Z displays each key definition in the &
key-number order, defined in the diagrams on page 123. Each definition is displayed in §
format, and remains in the display for a period defined by ZEL A (described on page 26). You can list
a portion of the k =u= file (one or more definitions) by specifying a key number or key number range.

= file in

Examples:

Lists all key definitions assigned to the unshifted
top row keys.

LIST HEYS, 24 Lists the key definition assigned to the [=] key.
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Merging a KEY File To i ¢
file.

=. You can merge a KEY file you have created into the system &

- file name [ : device] [ . start key number [ . end key number]]

The file name, with optional device name, specifies the KEY file you wish to merge into the & == file.
Key definitions in any KEY file are ordered by key number, lowest key number first. If no key numbers
are given, the entire file is merged into ¥ ==, If only the start key number is specified, only the defini-
tion with that key number is merged into k==, If both start key number and end key number are
specified, all key definitions with key numbers in that range are merged into i . Any definition in

-, whose key number is the same as a key number being merged, is deleted, and the key definition
in the file being merged replaces it. The file being merged is not altered. After = 1s executed, the
specified file exists unchanged; only the k =ws file is altered.

Examples:

Merges any key definitions assigned to the
unshifted top-row keys from *

Any unshifted top-row key definitions prev1ously
in ke are replaced by the definitions being
merged. ¥E%¥ 51 remains unaltered.

Merges the key definition in
the [f]-shifted (7] key into !

Merges the entire file !
The key definitions in
the definitions in k =
both files will have the

[

A y ke s defined in
definition.

Executing a £% that includes the key name but no assigned string cancels any key definition
assigned to that key and removes the definition from the & ew = file.

Example:

1T

Cancels the key definition assigned to [G)[ON].

.. Or, if you want a copy of your key defini-

To cancel all current key deﬁmtlons execute F
tions preserved, execute F WEVS T
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There may be situations where it’s useful to respond directly to a running program rather than re-

sponding to an IHFiT statement. The HP-71 provides three types of direct response. A running pro-
gram can:

- Test if any key or a specified key is pressed.

= Determine which keys have been pressed. Computer

“Museum::

= “Press” a key.

Testing for a Pressed Key (k&%

This form of the & E* ikt function returns a i if any key, including (f] or (2], is down at the moment

FEYODHH Is executed, and a & otherwise.

. key name:

]
|
1
L—

This form of K& M returns a 1 only if the specified unshifted key is pressed. Otherwise, a & is
returned. The key name can be specified by symbol or by key number in the same way key name is
specified for GEF FEY, except that shifted keys are not accepted.

Examples:

If the (7] key is down when this statement is ex-

ecuted, the statement assigns 1 to ¥; otherwise
is assigned 0.

K If the key is down when this statement is ex-
ecuted, the statement assigns 1 to :; otherwise
is assigned 0.

HEYDOWHO #1a" s If the [P] key is down when this statement is ex-

ecuted, the statement assigns 1 to & ; otherwise
¥4 is assigned 0.
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Determining Which Key Has Been Pressed (i

Up to 15 keystrokes can be stored by the HP-71 in a special storage area called the key buffer. Or-
dinarily, when you press a key, the keystroke is momentarily stored in the key buffer, then removed, and
the key’s action appears to occur immediately. However, if you press a key while a program is running,
the keystroke is stored in this key buffer.

Note If a D IZF statement sends an end-of-line message to the display, and the DEL &' is not
zero, the key buffer is reset (no keystrokes remain in the buffer).

This 51mple functlon removes the oldest key in the key buffer and returns its name in the same format
; o H, and EEYDEF # expect.

)

Example: This program turns your HP-71 into a two channel counter. It could be used, for instance,
to keep track of the numbers of children and adults attending a fund-raising function. Suppose you
were positioned at the ticket table. You press [+] for each adult and [] for each child that passes. The
display shows a running total of each, adults on the left of the display, children on the right. To reset
both channels, press (R].

Execute | i and enter this program.

10 | TWOCOUNT

20 STD @ DIM A$,1,J Display shows no decimal point.

30 DELAY 0,0 Allows maximum counting speed.

40 1=0 @ J=0

50 DISP I;TAB(10);J

60 A$=KEY$

70 IF A$=""THEN I=14+1 @ GOTO 50 Pressing (-] increments left counter.
80 IF A$="“+"THEN J=J+1 @ GOTO 50 Pressing increments right counter.
90 IF A$="R"'THEN 40 ELSE 60 Pressing [R] resets both counters.

If no keys are pressed while this program is running, the program loop, lines 60 through 90, executes
repeatedly. If [-] is pressed, I is incremented by one, if (+]is pressed, i is incremented by one, and if (R]
is pressed, both counters are reset to zero.

The key to the program is line 60. Each time the HP-71 executes A¥=kKE" %, the name of the first key
pressed since the last execution of line 60 is assigned to fi#.



Section 7 Cuerony e e -0 T 131

If more than one key is pressed between consecutive executions of line 60, the name of the first key
pressed is assigned to . If more than one key, on the average, is pressed between consecutive execu-
tions of line 60, the key buffer will become filled. Each time the HP-71 executes the program loop, the
name of the oldest key in the buffer will be assigned to &%, but more than one key will be added to the
buffer. After 15 keys become loaded into the buffer in this way, some pressed keys will be lost.

In practice, it is very difficult to press more than one key between consecutive executions of line 60, so

it is very unlikely that a user of the TG 1M T program would fill the key buffer. However, if the time
period between executions of kK E% % in another program is long enough, a user of that program might
fill the key buffer. This could cause some pressed keys to be lost, which in turn might cause the pro-
gram to operate in an unpredictable manner. So when you use ¥EY# in a program, keep the time
between executions of ¥ E* ¥ short.

When you run T T, to ensure that the program does not miss keystrokes, be sure to release
one key before pressing another.

To stop the program, press to pause the program, then execute

Causing a Program to “Press” a Key (F

FLIT key name

The key name is specified in the same form as used for IEF . When Fii7 is executed in a running
program, its effect is generally the same as if the key specified by key name were pressed on the
keyboard.

Example: This L OCH program displays a running clock, both time and date, and avoids the

unchanging displays given by TI"E#* and R TE ¥ alone. This also shows how a program can be con-
densed using concatenation. (Create a file by executing E 11 ] ¥, then enter the program.)

10 DELAY 0 @ FOR X=1 TO 30 @ DISP Place three spaces between the quotes.
TIME$& ©  "&DATE$ @ NEXT X @
DELAY 1 @ PUT “#43

As the diagram on page 123 shows, key number 43 is the key. Pressing (that is, pressing
(ATTN]) clears the display, then displays the BASIC prompt and the flashing cursor. When
"#42" executes, a running program is not suspended; the SUSP annunciator is not turned on.
"#473% puts the [ATIN] key in the buffer, but does not stop the program. The program stops
followmg the execution of the last statement (which in this case happens to be F "#27%"). When
the program stops, [ATTN] leaves the buffer, and the display clears.




The effect of FUT *4Z", when executed by this program, is the same as pressing after the
program is ﬁmshed running. To check this, modify your CLICE program by adding an ! just before
® FUT ##43" converting the FLT instruction into a remark Now run your L _": ¥ program.
When the program completes its execution (when the PRGM annunciator turns off), you'll see that your
display retains the last time (and date) displayed by your program. Press and see the display
clear and the BASIC prompt and cursor appear.

Now remove the !, reactivating your FLi7T statement, run £ 1Ck again, and see the same prompt plus
cursor display occur under program control.

Since you assigned UM *CLOCH™ to [g)[C] above, you can display the time and date at any time
even with the Normal keyboard active by pressing and holding down (9], then pressing the {0] and
keys. (Remember that (@)1 USER] activates the User keyboard only for the next unshifted or shifted
keystroke.)

Lter - e U oocters

Characters with ASCII character codes from 128 through 255 normally represent the same characters
as those with codes 0 through 127. This is shown by the “HP-71 Character Set and Character Codes”
section in your reference manual. However, you can define every one of the 128 characters in the range
128 through 255 to be anything you want, provided you can represent each character by a dot pattern
six dots wide by eight dots high.

Defining Alternate Characters (ZHH

The character code assigned to each of your alternate characters is automatically supplied by the
HP-71. The first character you define is assigned code 128, the second 129, and so on. When you define
your first alternate character, you use only CH T. For every character after the first, it often helps
to use both CHARSETE and CHRRSET.




The charset string represents the dot pattern of all existing alternate characters, as explained by the
example below. CHARSET# is a function that returns this charset string. When creating your first
character (CZHRE #0172 1), you execute a CHRES statement that specifies the six columns of dots
making up that character. When creating your second character (CHRE#£+ 122 %), you must specify all
12 columns of dots that define both of your alternate characters. The first six columns can be repre-
sented by the CHARSET# function, so you need only specify individually the next six columns of dots
that make up your second character. If you were creating your ninth character, you'd use ! ? c3
to represent all eight of the existing alternate characters, so you again would have to specify addltlon-
ally only the next six columns of dots that define the character you're adding to the set.

,,.-—q—

Defining the First New Character. With the help of the diagram on the next page, we’ll define as
CHE#7122 " an “integrate” symbol. Here are the steps to follow.

1. Draw a 6x8 dot pattern, and indicate which dots should be turned on to display the desired picture.

2. Each column represents one byte of the six-byte character definition. Each row in a particular
column represents one of the eight bits (dots) in the byte represented by that column. To help

assign values to each turned-on dot or bit, write the decimal value of each bit on the right next to
each bit row.

3. Now add up the values of the dots in each column to get each byte value. In our example, all dots in

the sixth column are off, giving a byte value of zero. It’s good practice to keep this sixth column
blank to separate adjacent characters.

4. Now you're ready to write your CHAFRSET statement as follows:

Example: When you execute this statement, you’ll have a new

, an integrate symbol.

CHR$ (54

Execute this statement, then execute I}

» to display your integrate symbol.

The CHE$ function is used with ZHAEZET only as a vehicle to dehver the byte values of your new
character to the HP-71. The character represented, for instance, by ©HF £ &4 3 the & symbol, has no
significance here except as a special way to represent the number 64.
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Alternate Character: Integrate Symbol

Bit values

of rows
doomong 1
omomg 2
omoon 4
domoong 8
ogomood 16

oumpogg
mOEQgO0g 6
omgoon 128

64128 2 1 2 0
4
8

64 128126 1 2 0 Byte values of columns

Defining Additional New Characters (I:H! 7%, CHARSET). The first alternate character you
create replaces existing character CHE %7 125 », the second replaces ex1st1ng character £} C1ET,
and so on. If you have previously deﬁned alternate character i:HFE #7122, and now wish to add an-

other alternate character you must combine the {HFE #1257 charset strmg with the dot pattern of
your new i.! : : character to form a new charset string.

If the number of bytes (dot columns) defined by a £ H T statement does not consist of a multiple
of six bytes, the last byte or bytes of the last character definition are assigned zero values (blank col-
umns). So the final CHE# G could have been omitted in this example.

However, if your ! ET statement defines more than one character without using
more than six functions are used in your HARESET statement), and you want a character-
separating blank column, you must specify | » as a character-separating sixth column for any
character other than the last. Otherwise, since “HHFZET counts off six bytes for each character,
i ET will take what you intend as the first column of the next character and make it the last
column of the previous character.

% (if

You cannot define more than 128 alternate characters in one set. Character codes above 255 specify the
existing 0 through 255 set of characters (modulo 256), including any existing alternate characters.
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Preserving and Destroying Alternate Characters

Since the CHARSET# function returns the active alternate character set, you can preserve an al-
ternate character set by assigning the value of CHARSET# to a properly dimensioned string variable. A
string variable with its default dimension of 32 can hold up to five alternate characters. Each column of
dots is defined by one character, so one alternate character (six columns of dots) requires six char-
acters, and five alternate characters can be stored in a string variable whose length is 30 characters. To
store more than five alternate characters in a string variable, you must dimension the variable before
you assign CHHA

To destroy all alternate characters, execute T H1

Protected Display Fields (i

1)

You can protect part of your visible display so that the characters in that part are unaffected by most
operations. If characters at the left of the display window are protected, the BASIC prompt and flash-
ing cursor are positioned just to the right of the protected portion, and define the left boundary of the
active display. This active display section is where most normal display actions occur, such as keyboard
entry, scrolling, display of I/ 157 statements, display of program listings, etc.

WIHDOOH first column [ , last column]

The portion of the display window defined by this statement is the part that remains active. The part
or parts of the window lying outside this defined portion are protected. The first column can be any
numeric expression rounded to an integer in the range 1-22. The /ast column can be any numeric

expression rounded to an integer in the range first column through 22. If last column is omitted, the
value is assumed to be 22.

Examples:

LEZ The characters in the display window’s first four
character positions are protected by this state-
ment. The display’s active portion consists of
positions 5 through 22.

HODH

This statement protects column 1 through 6, leav-
ing columns 7 through 22 still active.

,_
=
it
_
P
-
[}
il
e
Ty
—
bl

Both ends of the display window are protected by
this statement. The left end is protected from
column 1 through 5, while columns 19 through 22
inclusive are protected on the right end. The ac-
tive part consists of character positions 6 through
18.
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The protected portion of the display window will remain unchanged until one of the following occurs:

« Another i I HDOJH statement is executed that defines a different protected field. For instance, ex-
ecuting W IHDODW 1 would make the entire window active.

% F statement (described below on page 137) is executed that changes the dot pattern in the
protected area of the display. The locations of the active and protected portions of the window are
unchanged by ZLI5F. The new dot pattern in the protected area becomes protected immediately.

» An I , IMIT: Z,0or IMIT: = reset (([ON][7]) is executed (section 1, page 13).

= A memory reset occurs due to power loss or other reason.

4
i

¢ Dha acters From the Display (L0 270

% function returns a string of length zero to 96 characters, containing all readable char-
acters in the display. Readable characters are those sent to the display while the cursor is on. HIZF %

allows a number (*. DIZF%)) or string keyed into the display to be used directly by a user- deﬁned
key or a subsequently run program.

All characters sent to the display while the cursor is on are considered readable. All characters sent
with the cursor off are considered non-readable and will not be returned by this function. If the display
is empty, {11 ¢ returns the null string.

Examples: The following two key definitions allow easy conversion between Fahrenheit and Celsius
degrees. These examples assume uppercase is set {[C] displays i), the Normal keyboard is active, and

the display format is FI1x =,

Input/Result

This execute-only key definition assigns the
Fahrenheit-to-Celsius conversion formula to
uppercase “C.”

= [9)(1 USER]

This execute-only key definition assigns the

Celsius-to-Fahrenheit conversion formula to
uppercase “F.”
& [g])(1 USER] Displays =i . @4, the Fahrenheit equivalent to

zero degrees Celsius.
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Display Graphics

You have control over each of the 132 columns of dots in your display window. You can display any dot
pattern you wish, and you can store any dot pattern you wish. Two important keywords used for display
graphics as well as alternate characters are CHARZET and CHARZET#. We'll describe here two more
keywords primarily used for display graphics. F ollow1ng that we ll show you a graphics program.

)

Reading Individual Columns of Dots From the Display (=

This function always returns a 132 character string, where each character represents the dot pattern of
one of the 132 columns of dots in the display. The first character of this string corresponds to the first
dot column of the display window, while the 132nd character corresponds to the last column. G TS
treats each dot column as a byte, just as CHREZET and CHERSETE do. The least significant bit (the
one’s bit) of each of these bytes corresponds to the top row (top dot) of that display column. The most

significant bit (the 128’s bit) corresponds to the bottom row of dots of that display column.

handled individually, as you w1ll see later. Bear in mind that the one-column “characters” returned by
GO IZF% are not the same as the characters normally represented by string variables. Each of those
“normal” characters, when displayed by a G I ZF statement, requires six columns of dots, and these six
columns cannot be individually controlled.

Displaying Graphics (-1

After a dot pattern has been created with T H: LD IEFE, it can be displayed
with &0 1%F. The characters displayed by G0 I SF are only one dot column w1de so 0 15F allows
more dlsplay flexibility than [' I ZF, which displays characters that are six columns wide.

- [bit pattern)

The bit pattern is the pattern of dots expressed as a string such as those that have been created with
= T% or captured by G0 I =F %, This bit pattern string is always 132 characters long, where each
character represents the bit pattern in one column of dots. If the string is other than 132 characters
(columns) wide, it is truncated or null-filled to 132 characters. Here, “null” refers to ZHE# &, which
represents one column of blank dots. It does not refer to the null string.

CHAR

) ZF establishes a specified dot pattern in the display, but it does not affect the display buffer, the
storage area that holds the 96-character display line. This buffer holds the same 96-character line after
S0 I%FE is executed as it did before.
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The dot pattern displayed by =!I ZF remains in the display until the display is altered from a running
program or from the keyboard. Among the actions that will remove a Z0'I=F dot pattern are the
following:

o A character (including a space) is sent to the display.

s One of the arrow keys is pressed ([«] IK2)!

A special feature of GO ISF is its ability to display a dot pattern in a protected section of the display.
Once displayed, that dot pattern is immediately protected.

Example: To see GO IZF# and 501 %F perform, enter and run the following 4! I E program. When
prompted for a string, enter any string no longer than 22 characters. Then watch. (Remember to ex-
ecute ELIT MOV IE before entering program lines.)

10 DISP “The MOVIE Program”

20 DIM D$[132],N$[132],X,5$

30 N$=CHR$(0) The null character, not the null string.
40 FOR X=1 TO 131

50 N$=N$ & CHR$(0)

60 NEXT X N$ now contains 132 columns of blank dots.

70 INPUT “ENTER STRING: ";S$

80 DELAY 0,8 These two lines make the action of line 100 less
visible.

90 CONTRAST 0

100 DISP S$ Sets up display for GDISP$’s action.

110 D$=GDISP$ Captures dot pattern entered at line 70.

120 DISP Clears display to enhance effect.

130 CONTRAST 9 Makes the show visible.

140 FOR X=1 TO 132 This loop causes the message to scroll onto the

display, one dot column at a time.
150 GDISP N$[X,132]&D$
160 NEXT X

170 FOR X=1 TO 132 This loop causes the message to scroll off the left
edge of the display, one dot column at a time.

180 GDISP D$[X,132]
190 NEXT X
200 DELAY .5,.125 Establishes standard delay.
210 DISP TAB(8);"The End” @
END
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The first time the loop comprising lines 140 to 160 runs, the 132 blank columns of dots stored in %
are displayed by the [ ISF statement in line 150 The second time line 150 runs, 1% is displayed
minus the left-most column of blank dots. Since I SF displays the specified portion of t# combined
with [ £, the first column of dots in ['#¥ now appears at the right edge of the display wmdow. This is
possible since 0# represents the 132 individual columns of dots captured by # in line 110. As
the program continues to execute the loop, more and more of ['# appears. Since 1% represents the
input string, the message entered at line 70 scrolls across the display, one dot-column after another.

The loop comprising lines 170 to 190 eats up [i#, just as H# was in lines 140 to 160. As the loop
continues, blank columns proceed to fill the display.

Restricting HP-71 Use (L.

You can use LOCE to define a password, without which your HP-71 cannot be used.

LK password

l
l
i

The password can be any string expression that evaluates to no more than eight characters. It cannot
be an unquoted string. This password must be entered exactly, without quotes, by anyone wishing to use
your computer. Without the password, it will remain locked.

You can execute | 00k anytime. Its execution does not turn off the HP-71 or affect its operation in
any other way until the next time it’s turned on. When it is turned on, the display will prompt with
paszzword?, Unless the password is entered correctly, without quotes, the HP-71 will turn off
automatlcally.

Once a password is assigned, the HP-71 cannot be turned on and used without it, unless the effect of
L0k is cancelled by entering the null string as a password, or unless you reset the memory.

Automaiic Command Execution (:

}

Any valid command or group of commands entered after this statement will be executed whenever the
HP-71 is turned on.

STHRTUUF command string

The command string can be any command or group of commands connected together with i that can be
executed from the keyboard. The difference is that when used with this statement, the command or
commands must be enclosed in single or double quotes.
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When = F is executed, the command string is not checked for correct syntax. This check does
not occur until the HP-71 is turned on.

To cancel such a command string, use ZTAETLF with the null string or enter a new command string
with = TLEE,

Contrc.ling the Display (..i)

You can control from the keyboard or from an executing program:
¢ Scrolling speed, both horizontal and vertical.
¢ Viewing angle giving best contrast.
s Length of each displayed line, up to 96 characters.
¢ Case of displayed letters, either uppercase or lowercase.
Scrolling speed is controlled with DEL A, described in section 1 (page 26). Viewing angle is controlled

with DM TRAST, also described in section 1 (page 29). Control of line length with LT[} TH is described
in section 13 (pages 232-233), and control of letter case is explained below.

The i statement not only performs the toggle function of the key ((fj(cc]), but it can also
expressly specify uppercase or lowercase.

iy
{
H

The i.L statement switches the current uppercase/lowercase state of the letter keys. No other keys are
affected by L Z. If the unshifted keys display uppercase letters (and (g]-shifted keys display lowercase)
before this statement is executed, unshifted keys will display lowercase (and shifted keys uppercase)
after this statement is executed, and vice versa.

shifted letter keys will display uppercase.

After the L. [IFF statement is executed, the unshifted letter keys will display uppercase letters and
(9]-shifted letter keys will display lowercase.
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Overviegw

Previous sections used short programs to illustrate some of the features of the HP-71. If you keyed in
some of those programs, you might have developed a feel for how to program the computer. This section
covers more about writing and running programs on the HP-71. More specifically, it describes how to:

# Create a program file.

* Enter program lines into a program file.

‘ALL, and

L

Edit a program.

Locate errors in a program.

Interrupt a running program.

Entering a Nev. Program

Entering a new program into the HP-71 from the keyboard requires two steps:
1. Creating a new program file.

2. Keying program lines into the file.

A program can also be loaded from magnetic cards using the
appendix C.

' statement, as described in

Creating a New Program File (11 7)

Before keying program lines into the HP-71, set the computer to BASIC mode (you can’t enter pro-
gram lines when the HP-71 is set to CALC mode). Then, using £ 7, create a new BASIC program
file into which the lines you enter will be stored.

EDNIT file name

The file name is the name of the file you create. It becomes the current file and is stored in main RAM.
If the file already exists, the HP-71 simply makes it the current file. (Refer to section 6, “File Oper-
ations,” for more information about file names.)
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For example, E{1 17 = creates a file named 01 VE and makes it the current file. Program lines
keyed into the HP- 71 are then stored in the program file : !

When creating a BASIC file, you do not need to specify the file size. BASIC files automatically expand
to accomodate new lines keyed in. File size is limited only by the amount of available RAM.

You can also specify which memory device you want the newly created file to be in. You simply specify
the device with the file name (as described in section 6). If a device isn’t specified, the HP-71 creates
the file in main RAM.

Examples:

Creates a BASIC file in main RAM.
R Creates a BASIC file in port 0.

Using :

As an alternative to creating a named program file, you can use work ¥4 1= as a scratch file for
entering program lines. To do this, make war k £ 1 12 the current file. Also you might want to ensure
that ile is empty. (Refer to section 6, “File Operations,” for more information on

To make = the current file, type ECI T without specifying a file name.
Input/Result
" Default file name is : ile
3 Displays ¢ : catalog information. If nn
is 0, then - is empty. The
4ok f 11 & 1s now the current file.

If nn in the above result is not 0, then work 115 has program lines in it. Before entermg a new
program into & =, you might want to save any information currently in the =

You can save the information in the work 1ils in two ways:
1. Name the o i i
2. Copy the ¢
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Naming the

rlfile. You can give the i«

!
HAME new file name %

|
The following example shows how to save the information in :
Witk § 112, it no longer exists as war ki §
current file using DI T.

-. After naming
& and make it the

.. You can create a new

Input/Result
L1 Names the ok £1 1.
EDTT Creates a new work § i 1# and designates it the
current file.
Copymg the work+ile. To copy the wark i 1=, ensure that it is the current file then execute

T destination file without specifying a source file. (The CiiF ¥ statement is described in section
6 under “Copying Files,” page 112.) After copying the =
before entering new program lines. To do this, execute UEL

Efil

you might also want to clear it

Example:

Input/Result
EMTT Designates the

TS OFILED Copies the :
in main RAM.

AL Deletes all lines in the woirk

%= as the current file.

i 1% to a file named ¢

Keying In a Program Line

Program Line Format. A BASIC program line always starts with a line number and consists of one
or more BASIC statements. A line number is an integer constant in the range 1 to 9999 that defines

the position of a line in a program. The HP-71 keeps program lines sorted by line number; therefore,
you can enter program lines in any order.
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Concatenating Statements With @. Often it is desirable to have more than one statement on a
program line, particularly in an IF..THEH..ELZE statement (which is descibed in section 10,
“Branching, Looping, and Conditional Execution”). Several statements can be included in a program
line by joining (concatenating) them with the @ symbol. For example, the statements

Because the two statements are on a single line, two bytes of RAM are saved. A program line with more
than one statement is called a multistatement line. The HP-71 executes the statements in a
multistatement line from left to right.

Labels. Each statement in a program line can be identified by a label. Labels can be referenced in
branching statements such as GiZLIE and GOTO (described on page 179) so that program execution
can branch to any statement in a program line. For example, in the program line:

=@ B A=R

fmt

E=3

the label : £ 7 identifies the statement =% in the same way that the line number % identifies
the program line.

Labels are useful for identifying a subroutine with a meaningful name, thus helping you to remember
what the subroutine does. As you write a program, you might want to include a branching statement
that transfers execution to a subroutine that you haven’t written yet. Since you might not know what
the line number of the start of the subroutine will be, you can plan to start it with a label later but
include that label in a branching statement now. For example:

"RETEZT!

causes a branch to the label FETEZT. This statement is said to reference the label RETE LT because it
causes execution to branch to the statement it identifies. Including a label in lieu of a line number
frees you from guessing at what the subroutine’s beginning line number will be. Later, when you start
to write the subroutine, you can label its first statement using FETEZT. For example:

"EETEST': IF AR=B OR £=0 THEH A=D
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When using labels, remember the following rules:

o A label can contain up to eight letters or digits and must begin with a letter. You aren’t required to
enclose a label in single quotation marks, but the computer always adds them to labels. This makes
it easier to distinguish labels.

118 '"SORT1Z2': FOR I=1 T 188 SORT1Z identifies this statement.

Where a label identifies a statement, a colon must be placed after the last character. Where a label
references a statement no colon is used.

28 RETEZT': IF A=B THEH E=D FETEZT identifies this statement.
46 GOT3 'FETEST! FETEST references the statement identified by
RETEZT.

e A label can be on a line by itself.

126 'BLASTERS': "BLASTERS' : identifies a line.
o A label can be placed in a multistatement line after 2.
258 IF A=E THEHW E=0 @ PCOMPLE®L ¢ ¢ identifies the statement
"COMFLE®L ' A=HSC A=H-C.
25 OH=SIHCY TEUAGH s and 'S IGHEY: identify different

H=REOCSTIH PEIGHM " statements on the same line.

S=STGHOSIHY

e More than one label can be on a line and more than one label can identify a statement.

2928 ‘CHECE': ‘CTHECKZ' *CHECE " : and 'SHECHEZ ' ¢ both identify the
IF =#B THEH ¥=1 same statement. This occurs, for example, when
you consolidate two or more subroutines, but
don’t want to change all label references to those

subroutines.

¢ If you have identical labels that identify different statements in a main program or subprogram,

the HP-71 recognizes only the first one. You can never branch to identical labels that follow the
first one.

—
[}

"STARET ' DESTEOY A,E.C This line has the label * =THRET ' :

PSTHRT 'y DIM So25n This line also contains the label ' ZTHART ' ;. But
since the label already identifies a statement on
line 10, it won’t identify the statement on line 20.
The label *ZTHART': on line 20 can never be
branched to.

Tel
(]



Entering a Line. To key in a program line, type a line number then one or more BASIC statements.

The line becomes part of the program file when you press (END LINE ). (If a syntax error occurs, the line
will not be incorporated into the program. Syntax errors are described on page 163.)

The HP-71 interprets a line in the display as a program line when it is preceded by a line number. For
example,

is interpreted as a program line, whereas
A=E
is immediately executed.

Error Checking. After you type a program line and press [END LINE ], the HP-71 checks the line for
syntax errors. Syntax errors include incorrect spelling, incorrect parameters, and improper use of a
keyword.
If the HP-71 does not detect a syntax error, it:

¢ Enters that line as part of the program.

» Designates that line as the curtent line. (The current line is described under “Viewing Program
Lines,” page 156.)

¢ Clears the display.

If the HP-71 detects a syntax error it:
¢ Does not enter the line as part of the program.
o Beeps.
e Displays an error message for the duration of the DELAY setting.
o Displays the line.
e Sets the cursor to the position in the line where the error was detected.

If an error is detected, correct the syntax in the program line and enter it again. (Refer to “Debugging
Operations,” page 165.)
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Keying In Additional Lines (-

As you key in additional program lines, the size of the file expands to accommodate them. If you use up
all available memory when entering program, the computer warns you with a message indicating that
there is insufficient memory.

When entering a program, it is often convenient to use the 7T statement to automatically display a
new line number for each line you key in. You can specify both the starting line number and the
increment to use.

Examples:

AT Starts auto line numbering beginning with line
10, using increments of 10.

BUTO 188, 28 Starts auto line numbering beginning with line

100, using increments of 20.

You can execute the current file by pressing [RUN]. This runs the program beginning with the lowest-
numbered line.

You can also run the current file by executing the Fiifi statement from the keyboard.

RUH [, label]

The line number or label represents the line or statement at which you want execution to begin. If you
don’t specify a line number or label, execution begins at the lowest-numbered line. (If the line that you
specify doesn’t exist, execution begins with the next highest line number. If the label that you specify
doesn’t exist, an error results.)

Examples:

Executes the current file beginning with line 120.

Executes the current file beginning with the label
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F1iH executed from a program causes that program to start running at the specified line or label. Only
the variables and arrays in the main environment remain unchanged when F 1 is executed. {The main
environment is described in section 12, “Subprograms and User-Defined Functions.”)

Using the $Z1E statement from the keyboard, you can execute the current file starting at any line
number or label.

—— ST SR e e e s s e S —

iiE line number

= label
Examples:
COSUE 244 Executes the program in the current file begin-
ning at line 240.
G "TEREM! Executes the program in the current file begin-

ning at the label TEFRHM.

If you execute G0 ZUJE from the keyboard, the program halts when FRIUZE, STOF, EMHD, or RETURHN
are encountered. But any statements concatenated with GIZIJE are executed only if the program ends
with FETUREHM. (Executing ZOZUE from a running program is described under “Branching, Looping,
and Conditional Execution.”) Since FE TIIFH ends a subroutine , you can execute a specific subroutine
from the keyboard without running an entire program.

Executing A Specific Program (R1H, TRLL, CHATH)

You can execute a specific program in memory (or on a mass storage medium) from the keyboard or
from within a program. A file does not have to be the current file to execute it. However, the HP-71
designates the program file as the current file before executing it.

Running a Program. Using the FLIH statement, you can execute any program file beginning at a line
number or label that you specify. The following examples show how FI!H can be used.

- Simpht s Y NTAX e

file name [, line number]
i file name [ . label]
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Computer
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Examples:

FUM FREOG] Executes the file FEO 1 beginning with the first
line.

FUM TESTZ:FORTOL:, 3500 Executes the file TESTZ beginning with line
3500. The file is in port 1.

FLH PROGE, ACCOUNT Executes the file FFE 252 beginning with the label

— .

Hi L

Calling a Program As a Subprogram. C-ALL executes a program in much the same way as FLilH.
However, when ZHLL is executed, the current environment is saved and a new environment is created
for the called program. The HP-71 treats the called program as a subprogram. (Environments and
subprograms are described in section 12, “Subprograms and User-Defined Functions.”)

ZALL file name [: device]

ISV PR - e e

Examples:

CRELL SEEBIT Executes the program file (IR

CALL APLQGEE:PORTCAR Executes the program file #F{IGEE in port 0.
cRLL Executes the current file.

Although THLL typically executes a subprogram, it can be used as shown to execute a program if there
aren’t any subprograms in memory with the same name as that program. When you execute :fiL.L., the
HP-71 first searches for a subprogram with the specified name. If it doesn’t find a subprogram, then it
searches memory for a program file with the specified name. If you attempt to execute a program using
CALL and the HP-71 finds a subprogram with the specified name, that subprogram is executed rather
than the program file you intended.

Running Chained Programs. The CHAIH statement loads a program into main RAM from mag-
netic cards, a mass storage device, or the computer’s memory and executes it. Before the new file is
copied into main RAM, the current file (the one that executed CHHAIH) is purged from RAM.

CHRIH file name [: device] '
b e e e e e - U
CHALIHM is useful when you want to execute a program that is too large to fit into memory. With

CHRIH, you can divide a program into smaller units and execute those units one at a time. Each unit
executes THEIH as its last statement, which loads the next program and runs it.



152 Sesttion 8: Winting and Running Programs

For example, suppose you had a large program but had only enough memory to execute a third of the
program at a time. Simply rewrite the program so that it can be executed in three sections, then store
those sections separately on magnetic cards or on a mass storage device.

As shown above, each section is stored in a separate program ﬁle Thus if the files are called
: and LG, the last statement of FRE 4 FEOGZ, and the last statement of
i '_'1 ﬁmshes it is purged from memory and F

CHAIH PROGE. When Ff * is loaded
1nt0 main RAM and executed When F Z is finished, it is purged and F 3is copied into main

RAM and executed.

While ZH#i1 H is used primarily for executing a succession of files on magnetic cards or a mass storage
device, it can be used to execute programs stored in the HP-71 memory. (For more information about
using UHATH with files on magnetic cards, refer to appendix C.)

Interrupting a Program

When a program has finished its task, it normally stops running. A program can also stop running for
other reasons. For example, when the HP-71 detects an error in a running program (that is, the HP-71
can’t perform some operation), it stops the program and reports the error.

You can also halt a program before it is finished. You can do this from the keyboard or include an
instruction in the program which causes it to halt.

You might want to halt a program when it doesn’t seem to be operating properly or you might want to
view the values of some variables. You might also halt a program when you are locating and correcting
its errors (debugging).



A halted program can assume one of two states:

« Suspended. The SUSP annunciator is on, indicating that the program can be continued from where
it halted. All program control information remains intact.

« Ended. The SUSP annunciator does not come on, indicating that all program control information
is erased. The program cannot be continued.

A program becomes suspended when you press [ATTN], it executes Or an error occurs.

Halting Execution From the Keyboard

Suspending a Program. To halt a running program from the keyboard so that it maintains a sus-
pended state, press [ATTN]. When you do this, the HP-71 displays the SUSP annunciator, indicating
that the program can be continued from where it halted. (The statement at which execution can con-
tinue is called the suspend statement.)

The HP-71 retains the environments existing at the time a program is suspended. (Environments are
described in section 12, “Subprograms and User-Defined Functions.”) While a program is suspended,
you can perform the following operations on the HP-71 without affecting the program’s suspended
state:

+ Display and alter variables.

« Perform keyboard calculations in BASIC or CALC mode.
+ View the contents of the current file.

= Copy files.

« Obtain catalog listings.

s Turn the HP-71 off and on.

Generally, operations that don’t alter the current file or designate another file as the current file don’t
affect the suspended state of a program. Operations that affect the suspended state of a program are
described below under “Ending a Program.”

When you want to continue executing a suspended program, either press or execute M7,
Execution will resume at the suspend statement, which is the statement following the last statement
executed. If you want to view the suspend statement, execute FE T4 from the keyboard.

In some situations, a running program might not halt when you press [ATTN]. If this occurs (the
chances are remote that it will), press simultaneously, then select level 1. (This process is
described in appendix A under “Verifying Proper Operation,” page 273.) When you interrupt the HP-71
using (7], the HP-71 ends the program and might perform a memory reset. You should therefore
avoid using this unless you haven’t been able gain control of the HP-71.
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Ending a Program. The following statements and operations end a program, clearing its suspended
state:

(a BASIC file).
= (the current file).

y b

1 (the current file).

o Altering a program line.

After ending a program, there is no way to restore its suspended state.

g

Halting Execution From Within a Program (F

Suspending a Program. A program suspends itself when it executes
eters, so it appears simply as

£. FALUSE uses no param-

When a program executes this statement, it halts as if were pressed. The current line is the line
containing the statement following FFRLIZE. If you want program execution to continue, press
or execute J0H T (described below under “Resuming Program Execution”).

To enable a user to view intermediate results that a program might produce, you can use

" causes a program to do nothing for the specified number of seconds. Any information in the
display remains there while the statement is executing. i T does not suspend a program.

* However, if the program was suspended while executing a subprogram, then executing Eiili or ends the subprogram only,
and the program remains in a suspended state. EHD FLL ends all levels of subprograms and the main program. (For more
information about subprograms, refer to section 12, “Subprograms and User-Defined Functions.”)
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OF and {1 statements.*

Ending a Program. You can end program execution with the &

Both statements end a program and clear all memory associated with program control. Athough they
are often the last statements in a program, % T2F and EHD can be anywhere in a program.

Resuming Program Execution ([fJ(CONT], ! ')

Whenever the SUSP annunciator is on, you know that the program in the current file has been sus-

pended. You can resume execution by pressing or by executing T
the suspend statement.

7. Execution resumes at

Pressing [f][CONT]. Program execution can be resumed from where it was suspended (the suspend
statement) by pressing [f](CONT], but only if the SUSP annunciator is on. If the SUSP annunciator is
off, pressing [F][CONT ] executes the current file beginning with the lowest-numbered line. (This is equiv-
alent to pressing [RUN].)

Note: You can’t resume program execution by pressing or executing
program control information and restarts the program.

clears the

4

i7 statement gives you more flexibility with how you resume program ex-
ecution. With ©0HT you can specify the line number or label at which program execution resumes.

Executing D0MHT. The DhT

Resumes program execution at line 100.

Resumes program execution at the label
FEA i

iT from the keyboard only. COWT is not programmable.

You can execute i

*If a program is executing a subprogram, then executing =TF or ZH[ ends the subprogram only. To end a program from a
subprogram, execute EHD HL L. However, since this decreases the usefulness of a subprogram, using £¢ Al.L in a subprogram
is not recommended. (For more information about subprograms, refer to section 12, “Subprograms and User-Defined
Functions.”)
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If a line number or a label is not specified, program execution resumes at the suspend statement. If you
execute 1M 7T for a program that isn’t suspended, the program in the current file will be run as if & it
were executed.

Edits  a Program
Editing a program file usually consists of a combination of the following operations:
» Viewing selected program lines.
¢ Adding lines.
s Changing existing lines.
s Deleting lines.
» Renumbering program lines.

Before attempting to edit a file, be sure the computer is set to BASIC mode and the file you want to
edit is the current file.

To edit a program file that is not the current file, use:

[file name]

If you don’t specify a file name, the HP-71 designates the w

Viewing Program Lines (FETCH, LIST, Fi

Scrolling Through a Program. You can use the [A], [¥], [8](X], and [@)[¥] keys to display the
program lines in a BASIC file.

Since you can view only one line at a time on the HP-71, the HP-71 designates that line as the current
line. You can view the current line by executing F “H (as described below).

To display the line previous to the current line, press [A]. To display the line following the current line,
press [¥]. The new line displayed becomes the current line. You can use these keys to scroll through a
file one line at a time. Pressing or continuously causes program lines to be momentarily dis-
played in ascending or descending order.

To view the first line of the program file, press [9])[X]. To view the last line of the program file, press

152



. It has the general form:

H [line number]
H [label]

You can specify either a line number or a label. If a label is specified, it can be quoted or unquoted. You
can display the current line by not specifying either.

Examples:

FETO Displays the current line.

FETOH 186 Displays line 100.

FETCH & : Displays the line containing the label
FETOH & Displays the line containing the label =
FETLDH B# Displays the line containing the label indicated

by ##%.

Listing a File. A program file can be listed using the LI =T and FLI %7 statements. If the HP-71 is
connected to a printer, FL I =T lists the specified program on the printer, otherwise it lists lines on the
HP-71 display.*

— Sl g e e s

LIZT [start line number] [. end line number]
LIST file name [, start line number [. end line number])

— e+ e e e o . —— . E

LIZT and FLIST list program lines in ascending order.

Executing L I 5T without specifying parameters lists the current file from the first to the last line. If
the file you specify isn’t found, the HP-71 responds with the error message:

m
Ex
el

File Mot Found

* The HP 82401A HP-IL Interface is required to connect a printer to the HP-71.
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Changing the Current Line Designation. Using the &

7 statement from the keyboard, you can
designate a line as the current line without displaying it.

When you execute =
unquoted.

T you can specify either a line number or a label. A label can be quoted or

Examples:

Designates line 100 as the current line.

Designates the line containing the label

~ as the current line.

Designates the line containing the label
as the current line.

Adding a Line

A line can be added to a program by typing a program line containing one or more statements, then
pressing [END LINE ]. This is no different from keying in the original program. If you add a program line
that has the same line number as a program line already in the file, the new line replaces the old one.
Two program lines cannot have the same line number.

Editing Existing Lines

L, (A), [v), (9)[A], or

To edit an existing program line, first call that line to the display (using i
(9)(¥] as described above), change it as you wish and press [END LINE]. Remember that after editing a
line, you must press to enter that edited line into the program. (Pressing (A], (], (9)J(A], or
(@)(v] after editing a line will not enter that changed line into the program.)

Deleting Lines (DHELETE)

One or more program lines can be erased from the current file using TELETE. To use this statement to
delete:

e A single line, type:

[IEL.ETE line number

o A block of lines, type:

- first line number . last line number
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. All 11nes in the ﬁle type

11T
el

If you execute HELETE FALL, the file will still be in memory, but it will be empty. If you would rather
purge the current ﬁle from memory, execute FiREGE.

You can also delete a single program line by typing the line number you want to delete and pressing

(END LINE]. For example,
it {END LINE

deletes line 50 from the current file.

Renumbering Lines (i

Often after adding, deleting, and changing program lines, the intervals between program line numbers
can be too small to allow much additional editing of the program. For example, you cannot add a line
between lines 10 and 11 in a BASIC program. To remedy this inconvenience, you would have to renum-
ber one or more program lines to make room for a new line. But, when you change a hne number, you
need to ensure that you change all references to that line (such as i

TRIT o T R

LIS I MG statements). If you are changing many program line numbers, th1s task can become

large.

The HP-71’s REMHUMEER statement can do all this for you. It renumbers the current file using param-
eters that you can specify.

UMBER [new start line [. increment [, old start line [, old end linell]]

In the syntax description above, new start line is the new starting line number, increment is the desired
increment value between successive line numbers, o/d start line is the number of the line that you want
renumbering to begin at, and old end line is the last line that you want renumbered.

Examples:

Renumbers the current file so that its first line
number is 10 and all succeeding lines are num-
bered in increments of 10 (default).

188, 26 Renumbers the current file so that its first line
number is 100 and succeeding lines are num-
bered in increments of 20.

Renumbers lines 200 through 300 so that line 200
becomes line 100 and succeeding lines are num-
bered in increments of 10.
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The HP-71 has a large number of statements, functions, and operators which you can use. Also, you
can write and run your own BASIC programs. In addition to this, you can extend the capabilities of the
HP-71 by using BIN and LEX files. These files are specially coded files. BIN programs run faster than
comparable BASIC programs and LEX files add keywords to the computer.

Binary Programs

Binary programs are specially coded program files which can be executed like BASIC programs. Typi-
cally, you obtain a BIN file by copying it from the card reader or a mass storage device. Or, it can be
contained in a plug-in ROM module.

You execute a BIN file in the same way you would a BASIC file; that is, using
BIN files don’t have line numbers or labels, so you can’t execute one with

Since BIN files are specially coded programs; they can’t be edited. You can only execute them.

Language Extension Files

Language Extension Files (LEX) are special binary files which add BASIC keywords to the HP-71.
They are typically found in application pacs and plug-in extensions or modules. You can’t execute or
edit a LEX file. A LEX file doesn’t have to be the current file to be used. When the file is in the
computer’s memory (RAM or ROM), you can use its keywords.

You can use the BASIC keywords in a LEX file as you would any other keyword. The documentation
supplied with a LEX file explains the proper syntax and usage of the file’s keywords.

When you execute a BASIC program containing LEX file keywords, that LEX file must be present in
memory.

)

Transt rming Files |{

The TH 11 statement can be used to change a BASIC program into a TEXT file so that it can
be transferred to another Hewlett-Packard computer.

e simpe b PN e e

; TRAMSFORK [[file name): device] 1M T3 file type [file name [: device]]

FiF# can also change a TEXT file into a BASIC program file. A TEXT file transformed from
a BASIC file has one record for each program line. (The TFFMEF IR statement is described in more
detail in the HP-71 Reference Manual.)
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Examples:

ITO TEST Transforms the BASIC program file |
into the TEXT file TFEOGT in port 0.

L1 PORT @D Transforms the TEXT file 71
into a BASIC file.

1 in port 0

This statement is particularly useful when you want to use programs on the HP-71 that were written
for the HP-75. It enables you to translate programs from the HP-75 to the HP-71.

The HP-71 TEXT file uses the Hewlett-Packard Logical Interchange Format, type 1 (LIF1). The LIF1
format is common to several HP computers and is therefore used for interchanging information be-
tween computers. HP-75 files that are of type LIF1 can be loaded into the HP-71 using the optional
HP 82400A Magnetic Card Reader. (The operation of the card reader is described in appendix C.) A
BASIC program file can be transformed into a TEXT (LIF1) file on one computer, stored on a mag-
netic card, then loaded into the other computer, where it can be transformed back into a BASIC file.

Example: Transform a BASIC file on the HP-75 into a LIF1 file, record it on a magnetic card, then
transfer it to the HP-71:

On the HP-75:

tTransform 'eroglt o dimito 1191 Transforms a BASIC file on the HP-75 into a
LIF1 file.

Copd to oard Copies the transformed file onto a magnetic card

using the HP-75 built-in card reader.
On the HP-71:
] K O TO FROGHE Copies the card into the TEXT file !

-1 into a BASIC program file.

WTD BHIZIC Transforms

Note: ATEXT file can be transformed into a BASIC file only if each record (line) begins with a valid
BASIC line number. While the HP-75 accepts the line number 0, the HP-71 does not. If the HP-71
attempts to transform a file containing a line number 0, it will generate an error and will not com-
plete the transformation. You should therefore ensure that any HP-75 program file that you intend
to transform not contain the line number 0.

When you transform a TEXT file that was written on a card by the HP-75, the HP-71 changes any
program line it can’t interpret into a remark. That is, after the line number a | 7 is inserted in a line
which could not be properly interpreted. You then need to rewrite the line to conform to HP-71 BASIC.
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Error Conditions
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Branching on an Error (2H ERFOR, OFF ERREOR)
Determining an Error Message Number (ERFH
Recalling an Error Message ((9)[ERRM], EF
Locating an Error (EFFEL) ... . .
Warnings .. ... o
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Exceptions as ErrOrs ... ... .. ...
Exceptions as Warnings ......... ... ...
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This section covers the following topics:

e Types of errors.

» How the HP-71 notifies you of errors.

e How to respond to error and warning messages.
» How to locate and correct errors.

» How a program can handle its own errors.

162
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Types of Errors

When writing a program, performing keyboard operations, or running a program, you might encounter
erTor messages or warning messages. An error message indicates that an operation can’t be performed
until you correct an error. A warning message indicates that either the computer used a default value as
the result of an operation or that a certain condition requires your attention.
You can encounter three types of errors on the HP-71:

¢ Syntax

e Run-time

e Logical

A syntax error is an error in a statement’s construction. This includes such errors as misspellings and

improper parameters. The HP-71 checks for syntax errors as statements are entered from the key-
board.

A run-time error is an error that is detected when a statement is being executed. Run-time errors occur
for events such as invalid arguments supplied for functions and branches to nonexistent lines. A logical
error is an error in a program’s design. This type of error occurs when a program fails to produce the
correct results. The HP-71 doesn’t detect logical errors; however, it does have functions that enable you
to trace such errors.

Error Messages

The HP-71 displays an error message when it can’t correctly perform an operation. It also suspends its
operations (either keyboard or program operations). An error message indicates the nature of an error
and, in the case of a running program, the line in which the error was detected.

Messages for Syntax Errors

When the HP-71 detects a syntax error, it:
¢ Rejects the line just entered.
Sets ERFHM (described on page 173).

¢ Beeps and momentarily displays an error message (according to JELFY setting).

Displays the line just entered.

Sets the cursor to the point in the line where it detected the error.
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A syntax error message has the form:

©: message

ERRE:Irnvalid Expr Indicates that an expression was keyed in
incorrectly.

If, after the HP-71 reports an error, you find that the message doesn’t aid you in determining why the
error occurred, refer to “Errors, Warnings, and System Messages” in the HP-71 Reference Manual. The
reference manual lists the most common reasons why each error occurs.

Messages for Run-Time Errors ([9](ERRM])

When a run-time error occurs, the computer:
s Halts execution (if detected in a running program, it suspends the program).
¢ Sets ERFEL and ERFH (described under “Program Control of Errors,” page 171).

» Beeps and displays a message.

A run-time error message has the general forms:

:: message For a statement executed from the keyboard.

iLn: message For a statement executed from a running program.

where EFF indicates that this is an error message, Ln indicates the line number, n, at which the error
was detected and message indicates what caused the error.

Example:

Ziring Owil Indicates that a statement on line 30 of a program
attempted to assign a string to a string variable
that didn’t have a large enough dimension.

You can view the last reported error or warning message by pressing (9J[ERRM] or executing E
For an example, key in the following:
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Input/Result

il : % 1 [END LINE Dimensions the string variable, !
characters.

. Attempts to assign a seven-character string to

to five

LI The computer beeps, then displays a message in-

dicating that the string assigned to is too
large.

(9)(ERRM] (hold down) Displays most recent message.
Displays ¥, which returns the most recent
message.

Error messages are very concise and usually easy to interpret. If you need more information about an
error, refer to “Errors, Warnings, and System Messages” in the HP-71 Reference Manual. That section
contains a list of HP-71 error messages and the most common error conditions associated with them.
You may also want to refer to “HP-71 Keyword Dictionary” in the reference manual for more informa-
tion about the proper syntax and use of HP-71 keywords.

If you can’t determine the cause of an error after referring to the reference manual, you can use
i E and to trace program execution.
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Tracing Execution (T FHCH

A useful method of locating errors is to trace program branching using THACE FL 4. To trace pro-

gram flow, execute TRAZE FLOM from the keyboard, then execute the program. (This statement can
also be executed by a program, but it can’t be executed from the keyboard while a program is running.)

When you trace program execution, the HP-71 displays a message showing you each branch that oc-
curs. (Refer to the next section, “Branching, Looping, and Conditional Execution” for more informa-
tion about branching.)

This message has the form:
frace= 1irns line number t i line number

If the order of program execution were to proceed sequentially from the lowest-numbered line to the
highest, trace messages wouldn’t be displayed. But when a branch occurs (including a subprogram call),
the HP-71 displays both the line number where the branch occurs and the line number to which execu-
tion branches.

Example:

A k|

A branch to a subprogram is reported in the form:

= line number C"ALL subprogram name

and a return from a subprogram is reported in the form:

Traos line line number

Example: A program has a call on line 100 to the subprogram TE=T 1. The subprogram begins at line
400 and ends at line 450.




As the computer executes these lines, it displays:

Tracing Variable Assignments (7 )

The 1 E ' statement enables you to trace the value changes of variables in a running pro-
gram. It can be in effect concurrently with T E

When a program assigns a value to a variable, the HP-71 displays a trace message indicating the line
number where the assignment took place and:

¢ The name and assigned value of a simple numeric variable.

s}

1]
i
T
.
XN
I
I

¢ The name of a string variable.

e The name and subscript(s) of a string array element.




168 : L b Coaditiors

Cancelling Trace Operations (

Trace operations are cancelled by executing 7

ek e e e e |

fg

This will cancel a TRHCE YAES and a TRHCI L 14 condition. It can be executed from the key-
board or by a program. It can’t be executed from the keyboard while a program is running.

Single-Step Execution ([f](SST))

The function enables you to execute a program one line at a time and view the result of each
operation. You can evaluate each step of a program to determine where and why logical and run-time
errors occur.

performs two functions:
It displays the next statement to be executed when you press [1](SST].
- It executes the statement when you release [SST].
Example: Key in a program that displays the letters of the alphabet one at a time, then single-step
through it. (Before using [SST], ensure that the program you want to debug is the current file and that

the HP-71 is in BASIC mode.) As you single-step through the program, view some intermediate results
to verify that they are correct.

Input/Result
' Beginning of loop.
Displays a character.
End of loop.

(hold)

Displays first line as long as you hold [SST]. (You
don’t need to hold the [f] key.)




(release)

o B susp
(hold)

Z@ DISF CHE$CI SUSP
(release)

3 susp
I

£ susP

28 HEST I susP
(hold)

=8 OISF CHE$(I: suse
(release)

E susp
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Executes the line.

Displays cursor and SUSP annunciator.

Displays the line.

Executes the line.

Displays character 65.

What is value of increment counter? (While sin-
gle-stepping through a file, you can perform key-
board operations.)

I equals 65 (the character code for ).

Displays and executes next line.

Because this is a loop, execution jumps back to

line 20.

Displays next character.



I [ENDLINE What is value of increment counter?

=]
suse | Character code for E.

Completes program execution.

You can continue single-stepping through the program until it ends. As an alternative, you can press
(shown above) to execute the remainder of the program.

When you single-step through a program, the HP-71 displays and executes one statement at a time. If
you execute a multi-statement line using [f)[8ST], each statement is shown with its bounding concat-
enation symbols (i), and then executed.

Example: Change line 20 of the program from the example above to display the character code, its
uppercase equivalent, then the lowercase counterpart. Then, single-step through the program.

Input/Result

28I B CHE$.I: B Changes line 20 (from previous example).
(ENDLINE]

(hold) Displays first line.

(release) Executes statement and suspends program. Com-
puter displays SUSP annunciator.
(hold) Displays next statement.
s OISR 1 m susp The & indicates that there is another statement

on the same line.

(release) Executes the statement.

SsusP Displays the value of I.




(hold) Displays next statement on the line.

X
=
I

@ OIZF CHRECI: B suse | The first & indicates that a statement precedes
the one displayed and the second & indicates that
another statement follows on the same line.

(release) Executes the statement.

H suse | Displays a character.

(hold) Displays last statement in line.

,_
=
{idl

SUSP

(release) Executes the statement.
E suse
Continues program execution.

For longer programs, you might want to single-step through a few lines only. You can set the HP-71 to
the line or label that you want to begin single-stepping at by executing i= i from the keyboard. The
line you specify or the line containing the label you specify becomes the current line.

You can also single-step through a suspended program. Pressing and releasing executes the
suspend statement. This is useful when you want to execute a program, but single-step through a por-
tion of it. To do this, include a FRI/ZE statement at the beginning of the portion of the program that
you want to single-step through, then run the program. When the program executes the § - state-
ment, the HP-71 suspends the program. You can single-step through the program at that point.

The TRACE
a program.

»and TEHCE FLOH conditions can be active during single-step execution through

wop

Normally when a run-time error occurs, the HP-71 halts program execution and displays a message.
However, you might not want a program to halt for certain errors if you anticipate them. Rather, it
might be better if you could write a recovery routine that would process anticipated errors. When an
error occurs, program execution would branch to your recovery routine and continue to run uninter-
rupted. The HP-71 has several statements that enable you to write and use error recovery routines.
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Branching on an Error (i

The i statement causes a branch to a specified program line when an error occurs. This can
be used to implement an error recovery routine.

The two forms of

I—— simpitee antax —— - e e e e

GOTO line number
1 label

—= SIMD: fo

line number
i label

1T causes a branch to another statement. G ERRR : causes a branch to a
subroutine. When the subroutine is completed, execution returns to the statement followmg the one in
which the error occurred.

When = is executed, an OH EREQFE condition is created which exists until it is explicitly
turned off, changed, or the program ends.* To change an [H E : condition, simply execute
again.

To turn off an 1M =1k condition, execute

ERROF is again executed.

No error branching will occur unless

*The 1 F: condition is not global. If it is set in a main program, it will not exist for any subprograms. If it is set in a
subprogram, it won’t exist for the main program or any other subprogram. Refer to section 11, “Subroutines, Subprograms, and
User-Defined Functions.”



Determining an Error Message Number (&

)

Each HP-71 error message has a unique identification number. (The identification numbers for error
messages are listed under “Error, Warning, and System Messages” in the HP-7]1 Reference Manual.)
Error messages are grouped so that numbers for similar types of messages fall within a range. For
example, the identification numbers for the math error messages range from 1 to 21.

In some applications, a program might need to determine the type of error most recently committed. It
can do this using EFFH

{ returns the identification number of the most recent error message.

Example: Generate an error, then determine the message number.

Input/Result
LT OFF Treats math exceptions as errors.
E Executes a function using an invalid argument to

generate an error.

The HP-71 displays the error message.

Gets the number of the message.

13 Displays the number of the most recent message.

If you know beforehand which errors you want to process in an error recovery routine, you can test for
their identification numbers to determine which operations to perform.

Example: Write a program that displays the square of the natural log of a number which is input
from the keyboard. Include in this program an error recovery routine which processes a negative or zero
input.



10 DEFAULT OFF @ DESTROY N Treats all error conditions as errors,

20 INPUT “SQUARE LOG OF ?"; N Inputs a number.
30 ON ERROR GOSUB 70 Branches to line 70 on an error.
40 DISP LOG(N)~2 Calculates and displays the square of the log of n.
50 OFF ERROR Turns off the & E condition.
60 GOTO 20 Loops back to input another number.
70 IF ERRN=12 THEN DISP “CAN’T TAKE 0~ Displays message if error number is 12.
80 IF ERRN=13 THEN DISP “CAN’T TAKE Displays message if error number is 13.
NEG”
90 RETURN

also indicates the type of device, plug-in ROM, or LEX file which generated the error message.*
Message numbers are of the general format
iimmm

where iii is a three digit LEX identification number and mmm is a message identification number. Any
leading zeros in this number are suppressed. For example, : returns only a message ID number for
errors generated by the computer because it has a LEX ID of zero.

The LEX ID number identifies the device or LEX file that generated an error. The owner’s manual for
each plug-in device or ROM indicates its LEX ID number.

For example, the HP 82401A HP-IL Interface has a LEX ID of 255 and can generate its own error
messages. If you are using the HP-IL interface and commit error number 7 according to this module,
£ & &4 will return the value 255007. The three leading digits (255) indicate that the device is the HP-IL
interface. The three trailing digits indicate that the message number is 7.

* A LEX file is a Language Extension File, which is a binary program that adds keywords to the HP-71. LEX files can be in user
memory or a plug-in extension. For more information about LEX files, refer to section 8, “Writing and Running Programs.”



Recalling an Error Message ([9){ERRM], E

Some applications require that an error message be saved, or combined with other messages and dis-
played. To save or manipulate a message, you need to recall it. You can recall the HP-71’s error mes-
sages in two ways:

- Press and hold [g](ERRM]. This displays the most recent error message.

- Execute 1%, This returns an error message in a string expression.

‘1% 1s useful for customizing error recovery routines. For example, program execution can branch
on an error to a routine that assigns the error message to a string variable, adds to the variable, then
displays it as a custom error message.

Locating an Error (SFFL)

You can determine the program line at which the most recent error occurred (if it occurred in a running
program) by executing ERF L. This function always returns a line number. For example, if an error
occurred at line 50 of your program, the statement

(.omputer

Museum

Warniros

Warning messages indicate conditions which are not significant enough to halt program execution, but
can be accommodated automatically by the HP-71. These include warnings about the condition of the
batteries, card reader information, file information, and warnings about math overflows and
underflows (these are described under “Math Exceptions In Programs” below).



When a warning occurs, the HP-71:

1. Sets £
gram,

to the number of the warning message. If the warning occurred during a running pro-
is also set.

2. Displays the line number (if a running program) and message accompanied by a beep. For example:

The message remains in the display for a length of time specified by the

i setting.

3. Substitutes a default value and resumes execution. (You can select which default values are used
for some expressions. Refer to “Math Exceptions,” below.)

The display of warnings is not affected by an 0t
can’t occur for a warning condition.

condition. That is, £

* branching

You can suppress the display of warning messages by setting flag —1. (Refer to section 10, “Flags,” for
information on setting and clearing flags.) When this flag is set, the computer supplies a default value
EL or
t, so you will have no indication that a warning has occurred. This is useful when you don’t want
a warning to interrupt program execution.

Mat | «ceptions In Frograms

Exceptions as Errors

Math exceptions are error conditions which can be treated as either errors or warnings. (Math excep-
tions are also described in section 2.) Math exceptions are associated with the five math exception
flags. When a math exception flag has a corresponding trap value of 0, the exception associated with
that flag will be treated as an error. When the exception occurs:

+ Execution halts and the computer displays an error message, or

» If OH EFROR was executed, program execution will branch to the line specified in the
H ERREOR statement.



Exceptions as Warnings

If an exception has a trap value of 1 or 2, it generally will be treated as a warning (as described above
under “Warnings”), and a default value will be provided in the expression that caused the exception.*
The default value supplied depends on the trap value.

In many applications, you might choose to have math exceptions treated as warnings. If so, expressions
that generate math exceptions will assume the default values that you select. Since you would antici-
pate this, you might not want warning messages displayed. To suppress the display of most warning
messages (including those for math exceptions), execute

SFLAG -1
Most warning messages won’t be displayed until you execute
CFLAG -1

(For more information about these statements, refer to section 11 “Flags.”)

* An exception to this is the I'/L exception flag. When the trap value for I'/L is 1, then an 'L exception will be treated as an
error. For more information about math exceptions, refer to “Math Exceptions” in section 2.
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The HP-71 has several branching and looping statements that allow you to control the order in which
program statements are executed.
More specifically, this section describes:

+ Unconditional branching.

* Multiple branching.

+ Timer branching.

» Looping.

» Conditional execution.

Another type of branching—error branching—is discussed in section 9, “Error Conditions.”

178



Branching to a Program Line or Label (G070, GOEURE, RETI

The G070 statement causes program execution to branch to a specified line or a label.

L0370 line number
T label

Branching with =3 7TC is unconditional because the branch occurs every time the statement is ex-
ecuted. Z27TD can’t cause a branch to a user-defined function or a subprogram. (Branching to
subprograms and user-defined functions is described in section 12.)

The & ¢ statement causes an unconditional branch to a subroutine. The HP-71 saves the location
of each CIi%IIE statement it executes so that when a subroutine ends (with FE7LiEH), execution re-
turns to the statement following the G2 =LIE that called it.

E line number
& label

As with G272, the COZUE statement can’t cause a branch to a subprogram or a user-defined function.

The FETURH statement marks the end of a subroutine and directs the HP-71 to resume execution
with the statement following the last GOZUE executed.

P EETUEH

CIEH s

encountered, execution branches back to the statement following the S0 ZUE in the first subroutine.
When another FETLFEH is encountered, execution returns to the statement following the original
Glrz1E, Thus, subroutines can cause branches to other subroutines. When this occurs, the subroutines
are said to be nested. The amount of nesting that can occur is limited only by the size of main RAM.

Nested subroutines typically end in the reverse of the order in which they were branched to. That is,
the last subroutine branched to is the first one to end when a RETLIEH statement is executed.

For some special applications, the order in which nested subroutines end can be changed by FiF.



Whenever a branch to a subroutine occurs, the HP-71 saves the location of the {15 iiF statement that
caused the branching. If you execute F{1F, the location of the last ©: : that caused a branch is no
longer saved. In this way, the return to a subroutine level can be bypassed.

Branching to a Subprogram (i"+L.1.)

With the AL L statement, program execution can branch to a subprogram (or another program) and,
upon completion, return to the statement following the calling statement.

— S LAY s e PP - s

‘ [. subprogram name [+ parameters :]
b o - S R ]

This statement is similar to & E in that execution returns to the statement following the CHiL
when the subprogram has ended. The difference between the two statements is that &% UE causes a
branch to a subroutine while CRLL causes a branch to a subprogram. Also, Z#il.1. can transfer execu-
tion to a subprogram located in a file other than the current file.

Writing and using subprograms is described in section 12, “Subprograms and User-Defined Functions.”

Branching to Another Program (i:HfA I H)

You can unconditionally branch to another program file using the + statement.

o S R — i e i . o A o o R 58 A S . - PO

4 file name

|
;
O S SO : : R .

The :HA I H statement purges the current file from RAM, copies the chained file into main RAM, then
executes it. The chained file becomes the current file. The program to be chained can be located in the
computer’s memory or, more commonly, in an external device such as the magnetic card reader or a
digital cassette drive.

KNeir Since T:HA IH purges the program that executes it, don’t use your only copy of a program
to execute this statement!

Using . IH, a prograth which is too large to fit in HP-71 memory can be divided into smaller pro-
grams and stored on a mass storage medium as separate files. After completing execution, each smaller
program chains the next one.
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47T preserves the status of all variables, modes, traps, flags, and open data files from one program
to the next. However, it releases all local environments and program control information. (Program
environments are described in the section 12, “Subprograms and User-Defined Functions.”) When a
program is chained, it begins running at its lowest-numbered line.

Examples:

MRILIE

[0
:
=

Chains a program, #AIL I 57, starting execution
with the lowest-numbered line.

MATLIS

Chains MAIL IST from the magnetic card reader.

Multiple Branching (iiH

The i ... GOZUB and OH ... G
value of a numeric expression.

r—— Simphfied oy CEEe—
Lt expression GOTO line number, line number...
label label
= Simplifiec ww tix wm—
expression GCEIUE line number, line number...
label label

When either of these statements is encountered in a program, the computer evaluates the numeric
expression and rounds the value to an integer. That integer points to one of the line numbers or labels
following the S2TD or 0% UE. If the expression evaluates to 1, program execution branches to the
statement indicated by the first line number or label listed after the G071 or GO%UE, If the expres-
sion evaluates to 2, execution branches to the statement indicated by the second line number or label
in the list, and so on.

Example: The following statement causes program execution to branch on the value of the expression

T =234+ B=70+1.

"a+1 GOTO FIRST, 286, LAST

If £T=Zx+{A=Z1+1 evaluates to 1, then execution branches to the label F :T. If the expression
evaluates to 2, then execution branches to line 200. If it evaluates to 3, a branch to the label LAST
occurs.




L) R

The HP-71 has three program timers which can be set to interrupt a program and cause execution to
branch to another line or label. A common application of program timers is to run entire routines at
specified intervals. With the 0+ TIMER # ... 502U and 2H MER # ... GOTO statements,
synchronized branches to a subroutine or simply another part of the program can be accomplished.

Timer Branching With 70 (DH

The £itd TIMEFR # ... G470 statement transfers execution to a program line or label when the

specified timer comes due and the statement that is currently being executed is completed.

# timer number , seconds =270 line number
label

¥

The timer number is a numeric expression that must evaluate to a rounded value of 1, 2, or 3. This
specifies which of the three timers to set. The number of seconds is also a numeric expression. It sets
the number of seconds between the time the timer is set and the time it will expire. Timers can be set
to a precision of 1/10 second. The range for seconds is 0.1 through 134,217,727.0 seconds, a little over
four years. If you specify a value smaller than 0.1 second, the computer sets the timer to 0.1 second. If
you specify a value greater than the maximum, the HP-71 uses the maximum value.

Once set, timers remain active until the program ends or until they are deactivated (described below
under “Deactivating a Timer”). Timers remain active if a program is suspended, but they don’t execute
the specified branching until program execution resumes.

Example:
10 ON TIMER # 1, 10 GOTO 50 The interrupt transfers execution to line 50.
20 GOTO 20
50 DISP “TEN SECONDS’
60 BEEP 100
70 DISP “CONTINUE” Execution continues as it does after any other
unconditional branch.
When a timer set by OH TIMER # ... GDOTD expires, the HP-71 automatically resets it using the

specified interval. That is, a timer set to an interval of 30 seconds will expire every 30 seconds, causing
a branch to occur.



Timer Branching With -1

The 2H TIMERE # ... 0G0SUE statement causes a branch to a subroutine when the specified timer
expires.

E line number
label

O TIWMER # timer number . seconds LGOS

With o 7T . ZO3ZUER, program execution branches to the specified subroutine when the
timer expires. When the HP-71 encounters a RETLIEH statement, it resets the timer and branches

back to the statement following the one that was being executed when the timer expired.

Example:

10 ON TIMER #2, 15 GOSUB 100 Sets a subroutine branch to line 100 at 15-second
intervals.

20 DISP “WAIT FOR TIMER”

30 GOTO 20

100 DISP “TIMER EXPIRED” Execution transfers to this line when the timer
expires.

110 RETURN Causes a branch back to the statement following
the one that was being executed when the timer
expired.

More About Timers

Timers Within Subprograms. Timers are global in that the three timers which can be set in a main
program can also be set in a subprogram. However, the effects of timers are local in that they can cause
a branch only to a line or label within the main program or subprogram in which they are set. Also,
they can cause a branch only when the main program or subprogram in which they are set is currently
running.

If a timer is set and then a subprogram is called, the timer can’t cause a branch until the subprogram
ends. Similarly, if a timer is set in a subprogram and the subprogram ends, the timer remains active,
but won’t cause a branch until the subprogram is called again.
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When the Computer is Off. If a program activates a timer and then executes B E or 2FF, the timer
remains active. When it expires, the computer turns itself on and begins executing the program at the
line or label specified in the 0/ TIMER # statement. This technique is commonly used when the
HP-71 is required to take a reading from an external device (such as a voltmeter) at specified intervals,
but is not otherwise required to be on. Thus, it can set a timer, turn itself off, then repeatedly turn
back on when the timer expires, take a reading, and turn itself off again.

Example: The following program sets a timer, executes E?
second intervals, the HP-71 turns itself on, executes E

F, and turns off the HP-71. Then, at 3
, then turns itself off.

Lines 40 through 80 are executed each time the timer comes due. When the HP-71 has beeped 10
times, the program deactivates the timer (described below under “Deactivating the Timer”).

10 DESTROY | Ensures that I is available for use as a simple
numeric variable.

20 1=1 Sets the initial value of I.

30 ON TIMER # 1,3 GOTO 40 Sets timer 1 to expire every 3 seconds.

40 DISP | Displays the value of 1.

50 BEEP Beeps.

60 I=1+1 Increments I.

70 IF 1>10 THEN OFF TIMER # 1 Deactivates the timer if it has beeped 10 times, as
indicated by the value of I.

80 BYE Turns the HP-71 off.

Deactivating a Timer (liFF TIMEE #

A timer can be deactivated by executing LFF

|
| GFF TIMER # timer number
| .

For example, the statement OFF TIMER #3Z deactivates timer 3.

All three timers are simultaneously deactivated when a program ends. (For more information about
ending a program, refer to “Ending a Program,” page 155.)



Secticn 100 Branching. Looping, and Condiinal Exece - 185

Loopiny

Repeatedly executing a sequence of statements is called looplng A simple loop begins with a F{F
statement, which initializes the loop, and ends with a H statement. Simple loops can be located
within other loops to form nested loops. Nested loops are commonly used to process arrays and to
manage data files.

Simple Loops (F 1 L HE®T)

The combination of the FtF and HE®T statements enclose a sequence of statements which are to be
executed a specified number of times.

o
{
| FIIE Joop counter=initial value T4 final value [ZTEF step S/ze] |

T loop counter

The F{1& statement defines the beginning of the loop and initializes a variable, called the loop counter,
that determines the number of times the loop is to be executed. The loop counter must be a simple
numeric variable. The initial value, final value, and step size are numeric expressions. They define the
initial and final value of the loop counter and the increment between successive values. If the step size
isn’t specified (the ZTEF part of the statement is optional), the HP-71 sets it to 1.

Examples:
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The FOF statement performs four operations:
o It sets the loop counter to the specified initial value.

o It stores the final value for the loop counter. The final value determines when to sto,

o It stores the step size.

o It marks the start of the loop.
The i

o It defines the end of the loop.

statement performs three operations:

e It increments the foop counter according to the value of the step size.

o It tests to see if the loop counter has been incremented beyond the final value. If so, the progra:
exits the loop and executes the statement following the HE =T statement. If the final value has nc
been exceeded, the program branches to the first statement following the FiiF statement.

There are two rules governing the branching into and out of FUR . .. HEXT loops:

e Execution of a FIiFE . .. HEXT loop should always begin with the F
the middle of a loop produces an error if the !

executes the corresponding F <= statement.

statement. Branching int:
T statement is executed before the progran

e It is permissible to branch out of a loop without completing it. After exiting a loop, the loop counter
retains its value for possible use later in the program.

Nested Loops

The HP-71 allows nesting of FIiE HEXT loops. Nesting occurs when one or more loops are
contained (nested) in another loop. Nested loops can’t overlap—each loop (except the first one) must
be wholly contained in another loop. Nesting is limited only by the amount of available RAM.

Example: The following program fragment, shown without line numbers, illustrates how nested loops

can be useful in an application such as multiplying matrices. The matrix A is multiplied by E to obtain
the result matrix L.

JPE L CEH, P
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The HP-71 offers flexibility in how FiiF T loops are used. However, when using nested loops,
you should follow these guidelines:

e Every F{iF statement should have a matching HE*T statement—that is, after each FE state-
ment, there should be a HE*T statement Wthh uses the same loop counter variable.

* Nested loops can’t use the same /oop counter variable.

¢ Loops should not overlap.

Conditional Execution (:

The IF ... THEH statement enables a program to execute one or more statements based on the value
of a numeric expression.

simplified syntax
li: numeric expression THEH statements

If the expression between IF and THEH evaluates to 0 (false), program execution skips to the next line.
If the expression evaluates to a value other than 0, statements after THEH are executed.

One or more statements can follow THEHM providing they are concatenated with the i symbol. How-
ever, some statements aren’t valid in an iF ... THEH statement. The keyword dictionary in the refer-
ence manual shows for each keyword whether it can be included in an IF HEH statement.

For example, another IF ... THEH statement is not allowed after THi I, though it is allowed after
ELSE.

Conditional Branching

Often the IF ... THEH statement is used for conditional branching. Using 57 1ELiE
statement causes program execution to branch depending on the outcome of a conditional test

r— simplified syntax

1F expression THEHW [GOTI]) line number
IF expression THEH [50Ta] label

—- simplified syntax

IF expression THEM GOSUER line number
IF expression THEH COZUE /abel




188 te cien 100 Bianching, Looping, and Conditional Execution

Notice that the keyword
immediately after THFE!

i isn’t required immediately after THEH. If a line number or label appears
4, the computer recognizes this as an implied ! i. For example,

causes program execution to branch to line 100 if P1 equals Q1.

However, if you want conditional branching to a subroutine, you must use the :

it keyword. For
example, the statement

is an optional keyword which can be used in the 1% ..

tion of statements when the expression between IF and THEH evaluates to 0.

{—-* SIMpsty yotax R E SN
H

; 1F expression THEHM statements ELZE statements

b - -

When the expression between IF and THEH evaluates to a nonzero number (true), the statements
between THEH and EL ZE are executed. When the expression evaluates to 0 (false), only the statements

after EL.ZE are executed, then execution continues to the next line.
Examples:
IF @ Z=1 ELSE ¥=
ME= dwver £ low! o Ereor !
In the same manner as described above, Z53ZLIE and S07T3 can be used after EL ZE to provide con-

ditional branching.
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Examples:

IF L THEHM 'E®IT' ELZE
COSUE 'EEFOREMAT'

IF =FY THEH 188

IF T$=A% THEH 245 ELZSE FEHMI1

If HOT ¥ THEH X=T ®
COZUER S8 ELSE 198

If L is not equal to zero, then execution
branches to ExIT (an implied GOTD). If L
equals zero, then execution branches to
REFGEMAT.

If ¥=% is true, execution branches to line 100
(implied).

If T¥=HR%* is true, execution branches to line 245
(implied) otherwise it branches to FR11
(implied).

If HOT % is true, the value of T is assigned to *
and execution branches to the subroutine begin-

ning at line 50, otherwise execution branches to
line 150 (implied).
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The HP-71 has 128 flags, all of which can be tested and 96 of which you can set and clear. This section
covers:

o Types of flags.
o Testing flags.
e Setting flags.
o Clearing flags.
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Introduction to Flags

The previous section describes conditional-execution statements, which are statements that direct pro-
gram flow based on the outcome of conditional tests. A type of conditional test that can be used in
programming is the flag test. A flag is a status indicator that is either set (meaning true) or clear
(meaning false). A flag test is a function that indicates the state of a specified flag, either set or clear.

Flags numbered —64 through —1 are system flags. System flags are used by the computer operating
system to indicate the status of the computer. System flags that are useful from the keyboard and in
BASIC programs are described below under “System Flags.”

Flags numbered 0 through 63 are user flags. These flags have no special meaning to the computer. Their
meanings can be arbitrarily defined within a program. You can use them in a program to indicate a
condition that isn’t represented by the system flags. (An example of programming with user flags is
given below under “User Flags.”)

)

All flags can be tested with the FLAG function.

Testing Flags (- .

FLRAG Y flag number

This function returns a value of 1 if the specified flag is set and 0 if the flag is clear.

You can test any flag with this function. The flag number can be in the range —64 through 63. If you
specify a non-integer, it will be rounded to an integer before the flag is tested. You can use the math
exception flag mnemonics, such as I'/L and ['/'Z, in place of flag number to test flags —4 through —8.

Examples:

FLAGLS: Tests flag 5.

FLAGCIWL Tests the invalid flag.

FLAG Tests the flag indicated by .

IF FLAZI-1%r THEH 188 Branches to line 100 if flag —15 is set.
A=FLAGILZ %5 Sets A=5 if flag 12 is set and A=0 if flag 12 is

clear.
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Setting and Clearing Flags

Flags can be set and cleared by SFLAZ, CFLAG, and FLAG,

Setting Flags (SFLAL)

With SFLHAG you can specify that all user flags be set, that all the math exception flags be set, or that
selected individual flags be set. System flags —32 through 63 can be set with ZFLRAL.

Examples:
SELAG 4,5, 23, 0UF Sets flags 4, 5, 25, and the (1i¢F flag.
: I.J.¥ Sets the flags indicated by I, .!, and k.
AL Sets flags 0 through 63.
MATH Sets the five math exception flags.

You can also set a flag at the time you test it using FLAG.

FL#AG Cflag number . new value

When using FLAG to set a flag, flag number must be in the range —32 through 63. The new value can
be any number, including Inf and NaN. If new value is 0, the flag is cleared; if it is not 0, the flag is set.
You can set only one flag at a time with this function.

Example:
FLAGIS, 10 Tests flag 5 then sets it to 1.
Clearing Flags (CFLAG, RESET)

You can clear flags with CFLAG or FLAG.

FLRG flag number, flag number...
CFLAG ALL
CFLAG MATH
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The same parameter restrictions apply to ! & as apply to

Examples:

Clears flags 3, 5, and the underflow flag.

Clears the flags indicated by the numeric
expressions.

You can clear flags with ¥ in the same way that you set them.

Example:
Tests flag 5 and clears it.

Tests flag 5 then sets it if J#0 and clears it if
J=0.

1. Tests flag 5 and switches its state (from clear to
set or set to clear).

Flags —32 through 63 can be collectively cleared by executing

I or performing a memory reset

User Flags

User flags are those numbered 0 through 63. These flags can all be set, tested, and cleared by the user.

These flags are not used by the computer and have no meanings except those attributed to them by the
user.

Flags 0 through 4 have annunciators in the display. When any of these flags are set, the corresponding
annunciator (0, 1, 2, 3, 4) comes on.

Example: When measuring distances on a map, you might be measuring in inches (the English sys-
tem) or in centimeters (the metric system). Distances measured on a map must be converted to actual
distances on the ground to be meaningful. You might want to know actual distances on the ground in
terms of miles or kilometers. Using flags you can write a program that accepts map measurements in
inches or centimeters and converts them according to the map’s stated scale into actual distances, in
either miles or kilometers. One flag can indicate the units you are measuring in and another flag can
indicate the units in which actual distances are represented.
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Suppose you are planning a hike in the Cascade Range in Oregon and you want to know the straight-
line distance between Mt. Jefferson and Grizzly Peak. You have a topographic map which has a scale
(representative fraction) of 1:62500. (That is, one inch on the map represents 62,500 inches on the

ground.) The distance on the map between the peaks is 8.8 centimeters. How many miles separate the
two peaks?

The formulas for converting inches and centimeters to miles and kilometers are:

miles = s x (inches / 63360)

miles = s X (centimeters / 160934.4)
kilometers = s x (inches) x (.0000254)
kilometers = s X (centimeters) x (.00001)

where s is the denominator of the representative fraction. (In this example, s is 62500.)

The following program allows you to select the type of input, inches or centimeters, and the type of
result, miles or kilometers. The program uses flags 1 and 2 to indicate to the program which units are
being used.

In the program, flag 1 indicates which units you are using to measure distances on the map. Flag 1 set
indicates inches and flag 1 clear indicates centimeters. Flag 2 indicates the units used to express the
actual distances. Flag 2 set indicates miles and flag 2 clear indicates kilometers.

Flag 1 is set or cleared in line 60 and flag 2 is set or cleared in line 90. There are four possible combina-
tions of flags 1 and 2 being set and clear. The state of each flag is tested in lines 120 through 150 to
indicate to the computer which conversion formula to use. For example, if you are measuring in centi-
meters and displaying results in miles, flag 1 will be clear and flag 2 will be set. The conversion formula
in line 130 is then used and the result displayed.

10 ‘SETUP’: DELAY 1,1 @ FIX 2

20 DESTROY S,M$,R$,M,R Initializes the variables to be used in the program.

30 INPUT “MAP SCALE?"; S Inputs map scale.

40 DISP “MEASUREMENTS”

50 INPUT “in OR cm (I/C)?"; M$ Inputs type of measurements.

60 IF UPRC$(M$)=" THEN SFLAG 1 ELSE Sets flag 1 to indicate inches or clears flag 1 to
IF UPRC$(M$)="C" THEN CFLAG 1 indicate centimeters.
ELSE 40

70 DISP “RESULTS"

80 INPUT “ mi OR km (M/K)?"; R$ Inputs type of results.

90 IF UPRC$(R$)="M" THEN SFLAG 2 Sets flag 2 if results are in miles and clears flag 2
ELSE IF UPRC$(R$) = “K” THEN if results are in kilometers.

CFLAG 2 ELSE 70
100 ‘CONVERT': DELAY 4



110 INPUT “MEASUREMENT? ", M @ IF

M< =0 THEN 170

120 IF FLAG(1) AND FLAG(2)

THEN R=8%M/63360 @ DISP R; “ mi”

130 IF NOT FLAG(1) AND FLAG(2)
THEN R=S%M/160934.4 @

DISP R; “ mi

140 IF FLAG(1) AND NOT FLAG(2)
THEN R=S*Mx.0000254 @

DISP R; “ km”

150 IF NOT FLAG(1) AND NOT FLAG(2)
THEN R=S%Mx%.00001 @ DISP R; * km’

160 GOTO ‘CONVERT’

170 END
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Inputs a measurement and branches to the end
of the program if the measurement is less than o)
equal to zero.

Converts inches to miles if flags 1 and 2 are set.

Converts centimeters to miles if flag 1 is clear
and flag 2 is set.

Converts inches to miles if flag 1 is set and flag
2 is clear.

Converts centimeters to kilometers if flags 1 and
2 are both clear.

Directs program execution to the label
(in line 100).

Now run the program to find the distance between the two peaks.

Input/Result
RUN

MERSUREMENTS
i R o 1.0
. {END LINE
FESULTS

Prompts you to enter the denominator of the re-
presentative fraction.

You key in the scale.

Prompts you to indicate the units you’ll use to
measure distances on the map.

Key in £ for centimeters.

Prompts you to indicate the units you want re-
sults displayed in.
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Key in i1 for miles.
2 Prompts you for a measurement.
Key in the distance on the map (in centimeters)
from Mt. Jefferson to Grizzly Peak.
2 Displays the actual distance in miles.
2 Prompts for another measurement.
Ends the program.

The program continues to prompt for measurements until you enter a measurement of 0. If you want to
use different units of measurement, simply run the program again.

Syster Flags

The HP-71 flags are divided into two groups—system flags, whose meanings are predefined by the
HP-71, and user flags, whose meanings can be defined by the user.

All flags are global—they can all be used by subprograms (even those in other files) and user-defined
functions. No flags are local to program files or subprograms.

System flags indicate the state of the HP-71. Flags —32 through —1 can be set, cleared, and tested by
the user. Flags —64 through —33 can only be tested.

The flags that you can use are described here. Flags not described are used by the HP-71 for its
operation.

Warning Message Flag (—1)

By setting the warning message flag you can suppress the display of most warning messages. System
messages, error messages, and certain warning messages can’t be suppressed. (For a list of which warn-
ing messages can be suppressed, refer to “Errors, Warnings, and System Messages,” in the HP-71 Ref-
erence Manual.)
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Computer

. Muséum

Beeper Flags (—2, —25)

When flag —2 is set, the beeper will not sound when
beeper operates normally.

is executed. When flag —2 is clear, the

The beeper has two volumes which can be selected by setting or clearing flag —25. When this flag is
set, the beeper volume is loud. When the flag is clear, the volume 1s soft.

Continuous-On Flag (—3)

To save battery power the HP-71 automatically shuts itself off after 10 minutes of inactivity. There are
times when you might want to leave the HP-71 on continuously. You can set the HP-71 to continuous
on by setting flag —3. Clearing flag —3 restores the automatic shut-off feature.

Math Exception Flags (—4 through —8)

One or more of these flags are set whenever a math exception occurs. (For more information about
math exceptions, refer to “Math Exceptions,” page 57.)

or cleared

Once set, the math exceptlon flags can be cleared individually by executing ©
collectively by executing [ G

User Keyboard Flag (—9)

When set, flag —9 indicates that the User keyboard is active. Setting the flag activates the User key-
board. (This is equivalent to executing il #.) Clearing the flag deactivates the User keyboard
(equivalent to executing L T FF). This flag can be useful in a program when you are using a KEY
file and want to ensure that the User keyboard is active.

Angular Setting Flag (—10)

This flag, when set, indicates that the arguments and restlts of trigonometric functions are expressed
in radians. When clear, it indicates that arguments and results are expressed in degrees.

Example: The following routine computes the arcsine of an input value and displays the result in
degrees or radians, depending on the status of flag —10.

10 INPUT X

20 IF FLAG(—10) THEN ASIN(X)
@DISP “RADIANS” ELSE ASIN(X)
@DISP “DEGREES’

When flag —10 is set, the RAD annunciator comes on in the display. Radians and degrees can also be
set on the HP-71 using the RAOTHHS or DEGREES statements.
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Round-Off Setting Flags (—11, —12)

Flags —11 and —12 indicate the current round-off setting, according to the following table:

Round-Off Setting Flags

Type of Rounding | Flag —11 | Flag —12
Near clear clear
Zero clear set
! Positive set clear
Negative set set
Example: The following routine displays the current round-off setting.
10 A = FLAG(—12) 4+ 2 * FLAG(—11)
20 IF A = 0 THEN R$ = “NEAR”
30 IF A = 1 THEN R$ = “ZERO”
40 IF A = 2 THEN R$ = “POSITIVE"
50 IF A = 3 THEN R$ = “NEGATIVE"

60 DISP “ROUND-OFF: ”; R$

You can select the round-off setting by setting or clearing the appropriate flags or by using the

EOUHD statement.

Display Format Flags (—13, —14)

Flags —13 and —14 indicate the current display format according to the following table:

Display Format Flags

Display Format | Flag —13 | Flag —14
clear clear
set clear
clear set
set set

These flags are useful for numeric routines that need to know how numbers are displayed.
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Example: The following routine displays the current display format.

10 A = FLAG(—13) + 2 % FLAG(—14)
20 IF A = 0 THEN R$ = “STD"

30 IFA = 1 THEN R$ = “FIX’

40 IF A = 2 THEN R$ = “SCI’

50 IF A = 3 THEN R$ = “ENG”

60 DISP “FORMAT:"; R$

The display format can also be set using 70, FI&, ST, and EHG.

Lowercase Flag (—15)

Flag —15, when set, indicates that the keyboard is set to lowercase. That is, pressing letter keys dis-
plays the lowercase characters. When clear, the keyboard is set to uppercase.

Pressing the [d] key before a letter key displays the opposite case of that letter. For example, when flag
—15 is clear, pressing [3)(D] displays <. But when flag —15 is set, pressing [9](D] displays [.

This flag is useful in a program when you want to ensure that the keyboard is set to one case. The
keyboard can be set to lowercase or uppercase using L= M and LT 0OFF,

Base Option Flag (—16)

When set, flag —16 indicates that the current base option for dimensioning arrays is 1. When clear, the
flag indicates that the base option is zero. The base option can also be set using the & i E
statement.

Number of Digits Flags (—17 through —20)

Flags —17 through —20 indicate the number of significant digits currently displayed if the display
format is F I, ZC 1, or EHE, The following table indicates what the combinations of these four flags
indicate:
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Number of Digits Displayed

Number of Digits | Flag —17 | Flag —18 | Flag —19 | Flag —20

0 clear clear clear clear

1 set clear clear clear

2 clear set clear clear

3 set set clear clear

4 clear clear set clear

5 set clear set clear

6 clear set set clear

7 set set set clear

8 clear clear clear set

9 set clear clear set !
10 clear set clear set |
11 set set clear set )

These flags are useful when a program needs to determine the number of significant digits currently
displayed. (You can display up to 11 digits to the right of the radix mark.)

Example: The following statement shows the current number of significant digits displayed.

The number of digits displayed can be set using

BASIC Prompt Flag (—26)

When flag — 26 is set, the HP-71 suppresses the display of the BASIC prompt. The flag is cleared when
you press (END LINE].

Flag (—46)

When set, flag —46 indicates that & T has been executed. This flag is cleared when the clock is
reset or a memory reset occurs. You can only test this flag.
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Annunciator Flags (—57, —60 through —64)
The annunciator flags each indicate the status of a display annunciator. When set, a flag indicates that
its corresponding annunciator is on. Flags and their corresponding annunciators are shown in the fol-

lowing table.

Annunciator Flags

Annunciator ‘ Flag

AC 4
Alarm () | —60
BAT | —61
PRGM | —62
SUSP . —63

CALC | —64
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The complexity of a program can often be reduced by using loops and subroutines that perform certain
tasks repeatedly. However, a program must often branch around subroutines and loops when they
shouldn’t be executed. Also, routines that operate on different sets of variables often use their own sets
of variables to contain intermediate values. For a large program, operations on numerous variables can
become difficult to trace and control.

Subprograms and user-defined functions, which can be used repeatedly, overcome some of the disadvan-
tages of subroutines and loops. These are independent programming structures that are executed only
when explicitly referenced. Unlike a subroutine or a loop, you don’t need to branch around a
subprogram or a user-defined function when you don’t want it executed.

Subprograms and user-defined functions can contain their own sets of variables. When you write a
subprogram, you don’t need to remember which variable names are used by another program or
subprogram. A variable name in a subprogram can be the same as one in a program or another
subprogram, yet the computer regards the duplicates as separate variables.

202
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Subprograms and user-defined functions are structured so that you can readily trace how values are
input and output by them. They offer the following advantages:

¢« They have names by which they are referenced.

+ They enable you to reduce large programs to a series of smaller, simpler, independent units.

» They are executed only by a specific reference to them.

+« The names of variables within a subprogram or a user-defined function can be duplicates of vari-

able names in a program or another subprogram,

This section describes how to incorporate subprograms and user-defined functions into your programs.
More specifically, this section covers:

e How to write, store, and use a subprogram.

« How to write and execute a user-defined function.

» How to use recursion.

» How the HP-71 maintains different “environments” for subprograms and user-defined functions.

Subprogcrams

To simplify a sizable program, a programmer often reduces it to a collection of routines, each of which
performs one of the tasks of the program. Rather than creating a single, large program, the program-
mer reduces the amount of work by creating a series of smaller, simpler program units. Traditionally,
the program units available on a BASIC computer have been subroutines and user-defined functions.
The HP-71 offers a third type of program unit—the subprogram.

A subprogram is a distinct group of program lines that can reside in a BASIC file separately from the
main program. Subprograms can be called by a main program (or another subprogram) in a manner
similar to executing a subroutine. Subprograms reside in a program file following the main program, as
shown in the following illustration:

Main Program

Subprogram

Subprogram
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Form of a Subprogram (:iiE, &

Subprograms are independent parts of a program that are essentially small but complete programs.
Subprograms are delimited by a header statement, which contains the subprogram name, and a termi-
nating statement. A subprogram is executed when it is called using the ©fii i statement (described
below).

o

Form of a Subprogram

Starts with the ZLIE keyword

L Name  Formal parameters
A A N

Header statement ——»

E Program lines
}

Terminating statement —— £

The =iE Statement. The ZE statement is the first statement of a subprogram. It identifies the
subprogram and declares its parameters.

’»— Simpf o ntax ———— e om0 ety

‘ S1UE subprogram name [+ formal parameter list]

As with file names, a subprogram name can contain up to eight letters or digits, the first of which must
be a letter. The name is followed by an optional formal parameter list, which is a list of variable and
array names, called parameters, that will contain information passed to the subprogram by a calling
program.

The Formal Parameter List. A subprogram obtains values from a calling program through the for-
mal parameter list. Values can also be passed back to the calling program through this list. The formal
parameter list is enclosed in parentheses, and parameters are separated by commas.

Example:

SUE ZOLMECA,EB.C1X The subprogram’s name is Z0LYE and its formal
parameters are f, B, and C1.

Ending a Subprogram. A subprogram ends with an EHD 3ZLIE statement.

EHD SUE
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The function of EHI SUE is similar to RETUREH in that it returns execution back to the calling
program. It also clears the memory used to execute the subprogram, making it available for other uses.
(Refer to “Subprogram Environments” below.)

As an alternative to using EHD ZUE, you can use EHD. Actually, you aren’t required to use EHD SUE
or EMD to end a subprogram. A subprogram will end when the computer encounters the next HLIE
statement or the end of the file.

Storing a Subprogram. Subprograms can be in a program file either with a main program or by
themselves. A file can contain more than one subprogram; however, all subprograms must be listed
after the main program (if one exists) and should have no program lines between them. (Any program
lines between subprograms will never be executed.)

Main Program

EHD

SR

EHD SUEBE <— The EMI' SUE statement clearly marks the
e end of the subprogram.

<«— The end of the file (or another ZLIF: statement)
can also mark the end of a subprogram.

Calling a Subprogram (i:H|

The CHLL Statement. The CHLL statement executes a subprogram.

i
o

This statement’s elements correspond to the ZLiE statement. The subprogram name is the name of the
subprogram to be executed. The actual parameter list is a set of expressions and variables that are
passed to a subprogram. The program file indicates the file in which the called subprogram is located.

CALL s like & i in that it transfers program execution to a subprogram until the subprogram is
finished, then execution returns to the statement following ZFi |




2038 Saoon 120 Sooprograms and User-Defined Functions

L statements can invoke the same subprogram so long as
E statement’s formal parameter list item for item, type for

Actual Parameters. Many different =
their actual parameter lists match the =

type.

The following illustration show the correspondence between a ZFi.L and a %iiE statement.

L AL E Y — The .L statement invokes the
. f j subprogram and passes information to it.
|
rrespond 1y -
Types Pl
v

Returns execution to the statement after

In this illustration, the formal parameters = and T are numeric variables and /¥ is a string variable.
Any AL L statement that calls ZUEFREDZ 1 must have numeric values or expressions as its first two

parameters and a string value or expression as its last parameter.

Types of Actual Parameters. In some applications, a program needs information passed back to it
from a subprogram. This can be accomplished by passing a variable as a parameter to a subprogram
which, in turn, alters the value of that variable.

A THi.L statement can pass three forms of parameters to a subprogram:

» Value parameters, which can’t be changed by a subprogram. In the actual parameter list, these are
variables that are individually enclosed in parentheses, and numeric or string expressions.

» Reference parameters, which can be changed by a subprogram so that values can be passed back to
the calling program or subprogram. In the actual parameter list, these are variable names which
aren’t enclosed in parentheses. Reference parameters can be variables only. Also, arrays can be
reference parameters only.

» Channel numbers, which are numbers associated with data files. A special type of value parameter,
they are preceded by a # in a formal parameter list. (The use of data files is described in section
14, “Storing and Retrieving Data.”)
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Example: A program calls a subprogram that computes the octal equivalent of a decimal number. The

program passes value parameter 7, which contains the decimal number, and a reference parameter %,
which is assigned an octal equivalent by the subprogram.

QOTARLOA,

octal equivalent

When

5
1
|

i

s

T contains the decimal number; it is a value
parameter.

£# is the reference parameter; it contains the
octal representation when the subprogram is com-
pleted.

f contains the value passed in 7.
Changes to =% result in equal changes to

The subprogram assigns the octal representation
to B#. Since £# is the corresponding reference
parameter, it is also assigned the octal representa-
tion.

i is executed, the values of the value parameters are assigned to the corresponding formal

parameters in the ZLE statement. Reference parameters become linked with their corresponding for-
mal parameters in such a way that changes to the formal parameters result in equivalent changes to
the reference parameters. In this way values are passed back to the calling program or subprogram.
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All variables declared within a subprogram are local to that subprogram. That is, they are not shared by
the calling program. This means that a variable used in a subprogram can have the same name as one
in the calling program, yet the HP-71 treats them as different variables. Also, a reference parameter
need not have the same variable name as its corresponding formal parameter. The subprogram operates
within its own local environment. (Local environments are described below under “Subprogram
Environments.”)

Parameters can be any type of variable—they can be simple numeric, array, string, or string array
variables. Value parameters can be numeric or string expressions, but the expressions can’t contain any
references to user-defined functions. Reference parameters must be variables.

Channel numbers, which are associated with data files, can also be passed as actual parameters to a
subprogram. A channel number in a subprogram’s formal parameter list becomes associated with the
same file as the corresponding actual parameter.

If a subprogram opens a data file using a channel number that is not in the formal parameter list, that
channel number is local to the subprogram, and its data file will be closed when the subprogram ends.
If a subprogram doesn’t have a formal parameter list, any channel number it uses is global. The chan-
nel number’s corresponding data file remains open after the subprogram ends. (For more information
about channel numbers, refer to “Data Files,” page 247.)

Examples:

Al The first parameter is a value parameter. The sec-

ond, #1, is a reference parameter.

FLo0E All parameters are value parameters.

An Example Subprogram. Now that some of the elements of a subprogram have been described,
let’s look at a complete subprogram to see how it works.

Example: The Fibonacci series is a mathematical series in which each term is the sum of the two
preceding terms. The values of the first and second terms in the series are defined as 1. The third term
is the sum of these two, 2. The fourth term is the sum of the second and third, 1 + 2 = 3, and so on.

The following program, F I EJiMALC, uses a subprogram to compute the nth term of the Fibonacci series
for 0 <n<#61. It prompts you to enter a value from the keyboard, calls a subprogram to determine the
corresponding Fibonacci number, and displays the result. The values returned are exact (no round-off
errors).

To key in this example program, type ELIT FIBOHAL and enter the following program
lines.
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10 DESTROY N, A

20 INPUT “TERM? ";N

30 CALL FIBO (N,A)

40 DISP “TERM ";N;* IS ;A

50 SuUB FIBO(B,C) E corresponds to i, and  corresponds to f in
line 30 above.
60 IF FP(B) OR B<?1 OR B>?60 THEN C=0 Checks for an input error.
©@ GOTO 160

70IFB=10RB=2THENC=1 @ GOTO 160  Assigns 1 to C for the simple cases. Since Fi is a
reference parameter, it is assigned the value of ..

80 X=1

90 Y=1 ¥ and ¥ are two consecutive terms.

100 FOR I1=3 TO B Finds the value of the Eth (tith) term.

110 Z=X

120 X=X+Y ¥ assumes the value of the next term and %
assumes the value of *.

130 Y=Z 7 is a temporary variable to store .

140 NEXT |

150 C=X ¥ contains the value of the Eth term.

160 END SuB

: t is the name of the subprogram. The number input from the keyboard, wh1ch must be an integer
greater than 0 (the program returns 0 for an improper input), is assigned to ™, which is then passed as
a reference parameter to the subprogram. The subprogram assigns the #th term of the series to the
reference parameter, .

To use the program, press and at the prompt enter an integer, n, then press [ENDLINE]. The
program will compute and display the value of the nth term in the Fibonacci series.

Input/Result

RUN Executes F
file).

(assuming it’s the current

Prompts you for the number of a term in the
series.
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£ Selects the 6th term.

& IE 2 Displays the value of the 6th term.

Calling a Subprogram In Another File. You can call a subprogram in another file by specifying the
file in the Hi.L statement.

Examples:
Calls F 1

1 in the file

Calls ZATE 1 in the file I

The HP-71 can locate a subprogram in another file even if you don’t specify the file. Therefore, it isn’t
necessary to include a reference to the subprogram’s file in the Fi.i. statement unless another
subprogram of the same name resides in memory.

You can also call a program as a subprogram, but you can’t pass it any parameters.

- simpifiec yntax e e e et o i1 it
[ . [file name]

When calling a program, the HP-71 first searches the files in memory for a subprogram by the speci-
fied name. If a subprogram isn’t found, then the HP-71 searches for a program file by that name and
executes it as a subprogram.

Examples:

Calls the current file as a subprogram.

Calls #IRZFEED. The computer first searches
for a subprogram by this name. If it doesn’t find
one, it searches for a program and executes it.

Subprogram Environments

When you perform operations from the keyboard, you have access to variables, flags, files, the Com-
mand Stack, and other HP-71 operating features. A program also has access to these features. Some of
these features are available to all programs and subprograms. Other features are available only to the
program or subprogram in which they are defined. These features collectively form an environment for
a program or subprogram.
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Those features that are always accessible to any program or subprogram comprise the global environ-
ment. Those features that are defined or declared within a program or subprogram comprise the local
environment for that program or subprogram. From the keyboard, you have access to the global envi-
ronment and, at any time, one local environment.

When you execute FilH, the program uses the same local environment as that used by the keyboard.
This environment is the main environment. It can be considered the default local environment for the
computer.

The following illustration shows the relationship between the main environment and the global envi-
ronment. A running program has access to the elements listed under Main Environment plus the
elements listed under Global Environment.

Main and Global Environments

Global Environment Main Environment
file names variables
Command Stack arrays
flags user-defined functions
trap values channel numbers
timers statement labels
subroutines
FOR ... HESET loops

Saved Environments. When a subprogram is called (either by a program or from the keyboard), the
main environment is saved and a new local environment is created for the subprogram. The
subprogram has access to the elements of its local environment plus the elements of the global environ-
ment. It doesn’t have access to the saved environment. The new local environment exists as long as its

corresponding subprogram is in effect. When the subprogram ends, the local environment is erased and
the main environment is restored.

When a local environment is active, it is the active environment. If a subprogram becomes suspended,

only the features of its local environment plus the global environment can be accessed from the
keyboard.
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Program and Subprogram Environments

Global Environment Main Environment
(saved)
file names variables
Command Stack arrays
flags user-defined functions
trap values channel numbers
timers statement labels
subroutines
FOR ...HE=®T loops

Subprogram
Environment
(active)

variables

arrays |
user-defined functions |
channel numbers
statement labels
subroutines
FOR...HEXT loops

Elements that are within a local environment can’t be accessed by another environment. For example, a
user-defined function that is in a subprogram can’t be used by a main program or another subprogram.
But features that are part of the global environment can be accessed by any environment.

A program can call a subprogram, a subprogram can call another subprogram, and that subprogram can
call even another subprogram. There is no predefined limit to the number of levels of subprogram calls
that can occur. But each call results in an environment being saved and another one being created,
using up more of main RAM. Thus, the amount of main RAM limits the number of levels of
subprogram calls.

Restoring Environments. When a subprogram ends, execution returns to the calling subprogram or
program. Also, the subprogram’s environment is erased and the calling environment, the environment
of the calling program or subprogram, is restored.

For example, a program, PR i, calls a subprogram, & i. The local environment for FRIG ]
(the main environment) is saved and the computer creates a new environment for =! z1. This
subprogram calls another subprogram, ZUEFREOZZ. The environment for = B 1 is saved and
one is created for ZiiBFROGE.
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Program and Subprogram Environments

Global Environment

Main Environment
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(saved)
file names variables
Command Stack arrays
flags user-defined functions
trap values channel numbers
timers statement labels
subroutines
SiigF 5

Environment
(saved)

variables

arrays

user-defined functions

channel numbers

statement labels

subroutines

FORE .. VHEXT loops

SUBFROGE

Environment
(active)

variables

arrays

user-defined functions
channel numbers
statement labels
subroutines

FORE ... HEXT loops

is running, its environment is the active environment. Its calling environment is
: 1, and the calling environment of = i is the main environment. Whenever
program execution is suspended, the environment that is active at that time is the one that can be
accessed from the keyboard. To access a saved environment, you must end one or more subprograms
until the environment you want becomes the active environment. You can do this from the keyboard
using
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Ending a Subprogram Environment. When EHD or EHO SUE is executed within a subprogram,
the subprogram ends and execution returns to the calhng program or subprogram. The calling environ-
ment is restored as the active environment.

More specifically, when either EHI or EHO ZilE is executed from within a subprogram, the HP-71
does the following:

» Returns execution to the calling program or subprogram.

« Closes all files associated with local channels.

» Clears memory associated with the subprogram’s local environment.

ik condition set in the subprogram.

&

Clears any OH EF

*

Restores any {1+ = condition set in the calling environment.

Restores the [ TF pointer.

Alternatively, you can end a program and clear the active and all saved environments using D ALL
This statement ends program execution, but does not affect the variables declared within the main
environment.

If you execute EHI or EMI ZIUUE from the keyboard while a program is suspended during a
subprogram, the statement following the CHi L statement that invoked the subprogram becomes the
suspend statement.

Recursive Subprograms

What Is Recursion? A subprogram can call other subprograms the same way a main program can call
a subprogram. A subprogram can also call itself as a subprogram. A subprogram that calls itself is a
recursive subprogram. Each time a recursive subprogram calls itself, the HP-71 creates a new local
environment, as it does for any other subprogram (as illustrated below).
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Program and Subprogram Environments

Global Environment Main Environment
(saved)
file names variables
Command Stack arrays
flags user-defined functions
trap values channel numbers
timers statement labels

subroutines
FOR HEHT loops

Environment
(saved)

variables
arrays
user-defined functions
channel numbers
statement labels
subroutines
FORE .. .HEST loops

Environment
‘ (active) j
~ variables j
[ arrays
user-defined functions
channel numbers
. statement labels

" subroutines
CFOE L.

loops

Recursive subprogram calls are useful in sorting and searching operations. Typically, recursive
subprograms are used for more advanced programming applications; however, some smaller programs
can be simplified if recursion is used. For example, instead of using the iterative algorithm in the
Fibonacci program above, you could simply define the value of the nth term of the Fibonacci series as
the value of the (n — 1)th plus the value of the (n — 2)th terms. The subprogram could then pass n — 1
and n — 2 as parameters to itself to determine their values.
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Example: The following Fibonacci program, which is a revision of the previous one, uses a recursive

subprogram.

QHALE [(ENDLINE].)

10 DESTROY N,A

20 INPUT “TERM? ;N

30 CALL FIBO(N,A)

40 DISP “TERM ";N;* IS ;A
50 SUB FIBO(B,C)

60 IF FP(B) OR B<?1 OR B>>?60 THEN C=0
@ GOTO 110

70IF B=10OR B=2 THEN C=1 @ GOTO 110
80 CALL FIBO(B-1,S)

90 CALL FIBO(B—2,T)

Key in this program and run it as you would the previous program. (Type

Returns 0 if an input error is detected.

Returns 1 for the simple cases.
Finds the value of (E — 1)th term and assigns it
to .

Finds the value of (E — 2)th term and assigns it
to T.

100 C=8S+T
110 END SUB

Assigns the value of the Eth term, = + T, to L.

The difference between this algorithm and the iterative algorithm in the previous example is that the
iterative approach started with the value for the simplest term and worked up to the nth term while the
recursive algorithm starts with the nth term and works its way to the simple term.

Example: Execute the recursive Fibonacci program.

Input/Result

Executes the recursive Fibonacci program.

Prompts for an integer.

5 Finds the value of the fifth term.

s 5 Displays the fifth term.

Using the recursive algorithm, the subprogram determines the value of a given term by successively
calling itself for each preceding term. To avoid calling itself endlessly, the subprogram returns a dis-
crete value for the first and second terms. For any other term the subprogram calls itself until it
returns the value of the second or first term. The different levels of subprogram calls end after comput-
ing the values for their respective terms.



Section 12: Subprograms and User-Defined Functinns 217

The subprogram found the value of a term by recursively finding the value of the two preceding terms,
as shown by the following illustration:

The illustration shows the different levels of subprogram calls necessary to determine the value of the
fifth term in the Fibonacci sequence. Different levels of the subprogram are called until it returns a
value for a simple case. Then, the pending subprogram calls are evaluated in turn up to the first level.
Using numbers in place of subprogram calls, the diagram becomes:

¥ T
3 + 2
f \ /&«
2+ 1 1+ 1
y \
1 + 1

You may have also noticed that the recursive algorithm ran much slower than the iterative one. That is
because in this case, the recursive algorithm computes many of the intermediate values more than once,
thus requiring more time than the iterative algorithm to reach the same solution.
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For many programming problems, the iterative algorithm is the more efficient solution, but this is not
always the case. Recursive subprograms can be much easier to write and might run faster. However,
recursive subprograms use a larger amount of memory to store all the variables for each call of the
subprogram. The above example, while not demonstrating the efficiency of recursion, simply illustrates
how to write a recursive subprogram.

User- efined Functions

The HP-71 has a sizable set of built-in functions. Although they will meet many of your programming
needs, you might at times find it necessary to create your own functions. The HP-71 enables you to
create user-defined functions and use them as you use the computer’s built-in functions.

A user-defined function can appear anywhere in a program or subprogram. But it can only be used by
the program or subprogram in which it’s defined. If the computer encounters a user-defined function
definition when executing a sequence of statements, it skips over the definition. A function can be

executed only when it is referenced in a numeric or string expression, either in a program or from the
keyboard.

Forms of a User-Defined Function (DEF FH, EHD

.
L

Functions that you create can be simple or very complex. On the HP-71 you can create simple func-

tions using a single statement, or more complex functions which require more than one statement to
define.

Single-Statement Functions. Single-statement functions begin with the DEF FH keywords and in-
clude an expression that assigns a value to the function.

e SIMDIE 39 NEAKR oo - e

l

| [IEF  FH function name [« formal parameter list:]= expression

L . . S
A function name is a single letter, or a letter and a digit, for a numeric function. For a string function, a
# must follow the letter or letter-digit combination. The variables appearing in the formal parameter
list are variable names which can be the same as variable names in any other environment. The formal
parameters can be used in the expression to assign a value to the function.

A EF FH statement can contain up to 14 parameters in its formal parameter list. These formal
parameters can be simple numeric or string variables only.

Examples:
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Multistatement Functions. A multistatement function is delimited by a beginning and an end
statement.

e SIMPEHEG 537 LK s e e

ODEF Ft function name [« formal parameter list ]

A multistatement, user-defined function has the following general form:
Computer

:;'XMUSéum :

LEF FhHxiformal parameter list: A beginning line.

Program lines.
FHx = expression An assignment statement.

Program lines.

EMD} DOEF An ending statement.
Examples:
100 DEF FNT(A,B) Defines a function named FHT.
110 A=A+B
120 B=A+B
130 FNT=A+B Assigns a value to the function.
140 END DEF Ends the function.
100 DEF FNA$(R$,T$,U$) Defines a function named FH
110 FOR | = 1 TO LEN(R$) Assigns a value to FHE$.
120 U$[II+11=R$[11] & US[LI
130 NEXT |

140 FNA$ = U$
150 END DEF Ends the function.
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Referencing a User-Defined Function

When you use a function in an expression, you are referencing it. To reference a user-defined function,
include it in an expression as you would one of the HP-71 functions. You can reference a user-defined
function from the keyboard only if it is defined in the current file. (The program in the current file
need not be in a suspended state.)

Examples:

The parameters in the function reference are similar to the actual parameters in a subprogram call.
They must match the function’s formal parameters in the order in which they are listed, type for type,
numeric or string. Numeric or string expressions can be used as actual parameters and, unlike the
actual parameters in the CRLL statement, the expressions can contain references to user-defined func-
tions. All actual parameters are passed as value parameters. A user-defined function doesn’t return
values through the actual parameters.

Environment of a User-Defined Function

User-defined functions are accessible only to the program unit in which they are defined. That is, a
main program or a subprogram can’t reference functions which are defined in another program or
subprogram.

A user-defined function can access the variables and channel numbers of the environment in which it is
defined. The exception to this is that variables declared in the function’s formal parameter list are local
to that function. Because of this, a user-defined function can’t access a variable of the local environ-
ment in which it’s defined if it has a variable of the same name in its formal parameter list.

The following illustration shows that a user-defined function has its own environment consisting of its
formal parameters, subroutines, and FIFE ... HEXT loops. The elements of the user-defined function’s
environment aren’t accessible to the program or subprogram, but the elements of the program’s or
subprogram’s local environment, as well as the elements of the global environment, are accessible to
the user-defined function.
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Global Environment

Local Environment
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file names variables
Command Stack arrays

flags channel numbers
trap values statement labels

timers subroutines

User-Defined
Function
Environment

formal parameters
subroutines

T loops

Normally, a multistatement, user-defined function ends with E+D DEF or alternatively, with
When either of these statements ends a user-defined function, the computer:

¢ Returns execution to the calling expression.

¢ Clears the memory associated with the function’s environment.

A user-defined function also ends when : or the end of a file is encountered.

When debugging a user-defined function, a programmer often includes a & %E in the function defini-
tion then references the function from the keyboard. The function becomes suspended when it executes
the ! -, enabling the programmer to view the values variables, flags, and other aspects of the local
and global environments. To continue executing the function, the user presses [f}[CONT]. If a function
is referenced in a keyboard expression and then suspended, only the function will be completed when
execution resumes; the portion of the expression to the right of the function reference isn’t evaluated. If
you end a suspended function that was referenced from the keyboard, it does not return a value.

If you end a suspended function that was referenced from a program and a value was not assigned to
the function, the function returns to the expression a value of zero if it is a numeric function or a null
string if it is a string function.
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Recursive User-Defined Functions

Like subprograms, user-defined functions can be recursive. For example, the Fibonacci program can be
written using a recursive, user-defined function.

Example: Key in the following program and execute it as you did the other Fibonacci programs.

The main part of the program is line 50 in the user-defined function, FNF. In this function, a discrete
value is returned for the simplest cases (inputs of 1 or 2), while the function calls itself recursively for
inputs greater than 2. Line 50 simply states that the value of the function is 1 if the input is 1 or 2. If
the input is greater than 2, the value of the function is the sum of the Fibonacci values for the two
preceding terms in the series.

Line 40 of the program tests for inputs that are either less than 1 or noninteger. If such an input is
detected, the function displays a message then ends without being assigned a value. When a numeric
function ends without being assigned a value, it returns a value of 0.

10 INPUT “TERM? ”;N Prompts you to enter a term.

20 DISP “TERM ";N;“ IS ";FNF(N) Invokes the user-defined function and displays its
value.

30 DEF FNF(B) Defines the beginning of the user-defined
function.

40 IF FP(B) OR B<?1 OR B>760 THEN 60 Checks for an input error. Since the line that

assigns a value to the function is skipped, the
function returns 0.

50 IF B=1 OR B=2 THEN FNF=1 ELSE Assigns a value to the function.
FNF=FNF(B-1) + FNF(B-2)
60 END DEF Ends the function definition.

The algorithm for this program is similar to that used earlier when a subprogram was called
recursively; however, this function is shorter and easier to follow.
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Overview

When you write BASIC programs, you might need to control how information is displayed or printed.
You can use a few simple techniques or, if you are an advanced user, some advanced techniques. This
section describes printer and display formatting on the simple to the advanced levels. More specifically
this section covers:

o Sending information to a display and a printer.

o Encoding information to be displayed or printed with formatting instructions.

¢ Using format strings and & statements to format output.

¢ Controlling the line width of the display and printer.

o Controlling the end-of-line sequence used by the display and printer.

e Controlling the display and the printer using control codes and escape sequences.

e How to create and use protected fields in the display.

224
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Simpie Formatting

Displaying and Printing Information (ii]

You can use the 1i%F and FRIHT statements to display information on the HP-71. If you have a
printer connected, the 7= 1T statement sends information to it. Information that is displayed or
printed is collectively referred to as output. Also, output can mean to send information to the display or

a printer.

)

The dispiay list and print list are of the same format and each contains a list of items to be output. List
items can be:

e Variables and array elements.
» Numeric expressions.
* String expressions.

The items in either list are evaluated and displayed on the same line (if possible) according to the order
in which they are listed.

Examples:
CiE;

LEiME

ces

Numbers which are displayed using DIZF or FEINT are formatted according to the current display
format. (Numeric display formats are described under “Number Formatting,” page 54.)
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Implied [

In most cases, the display I/st does not need to be preceded by [i
is equivalent to typing T
For example, the program line

For example, typing ¥
£ [END LINE]. This can save you keystrokes when keying in a program.

IF ... THEH...ELZE
statement. Slnce an 1mp11ed G070 can be used in thls case (refer to “Condltlonal Branchmg, page
187) the computer interprets a string expression following T =L ZE as a label to which execu-
tion should branch. Therefore, you must key in 0TI Z& after THEH or EL.SE when you want it executed

in a conditional execution statement.

You should be careful when entering an expression from the keyboard in such a way that it can be
interpreted as a program line. If a line keyed into the display begins with a number, the computer trys
to evaluate it as an expression. If the computer is unsuccessful, it then tries to evaluate the information
as a program line. For example, 1 E 1 is evaluated as 1% while 1 £ 1 is interpreted as the program line

Spacing Output (7 AE)

Spacing between items in a display list or print list can be controlled by the punctuation used between
items in the list and by -

.column number :

operates much like a tab key on a typewriter. It simply spaces over to a specified column before
displaying or printing information. For example, THE 15 moves the cursor to column 15 before
writing the next piece of information.

If the column number supplied to THE is greater than the current &1 LTH setting, the
HP-71 repeatedly subtracts the current width from the column number untll the column number is less
than the width. For example, if the current i1 setting is 96 (default),

is interpreted by the computer as
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Example:

Displays the first item, tabs to column 8, then
displays the second item.

Spacing can also be controlled by including punctuation between items in the display list or print list.
The following punctuation marks perform the indicated spacing:

e Semicolon (;)  Allows no spaces between items.

e Comma (,) Fills the remainder of the display zone (described below) with spaces.

A display zone is a 21-character portion of a display line. The display can accommodate a partial
display zone when its width won’t allow a complete one. Thus, the display with its default width of 96
characters has five display zones—four of 21 characters and one of 12 characters. If two items are
separated in a display list or print list by a comma, the first is printed, and if it doesn’t fill its display
zone, the computer fills the rest of the zone with spaces before displaying or printing the next item.

Examples:

Displays the two items with no spacing.

gV "OEF " [ENDLINE

(i Displays the first item beginning at column 1 and
the second item beginning at column 22.

OEF Scrolls to the left to display the second item.
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Advar ed Formatting

Using the comma and semicolon as described, you can format output adequately for many applications.
However, there are some applications for which you won’t be able to control the lengths of strings or
the magnitudes of numbers to be printed. These uncertainties can make it difficult to print or display
information in a consistent format.

The HP-71 enables you to precisely control the manner in which information is displayed or printed.
Detailed formats can be specified using format strings (described below).

Example: The following two programs illustrate how formatted output allows you to round values to a
specified number of decimal places and to position numbers and text for greater readability.

Formatting with commas, semicolons, and THE:

10 OPTION BASE 1

20 DESTROY A1,B1,1,A,B

30 FOR I=1 TO 4

40 READ A()),B(l)

50 DISP A(l);TAB(25);B(l)

60 A1=A1+A(l) @ B1=B1+B()

70 NEXT |

10 0] F<] S —— L3 7Y [p)) Eo—— ’

90 DISP “TOTAL=":A1;TAB(25);"TOTAL=";B1

100 DATA 5.8052,7,.3737,8.6,4.322,9,679.4646,.8

Output:




Formatting with I 5F iG and I# F (described below):

Lid
st

10 OPTION BASE 1

20 DESTROY A1,B1,1,A,B

30 FOR |=1 TO 4

40 READ A(l),B(l)

50 DISP USING 100; A(}),B(l)

60 A1=A1+A(l) @ B1=B1+B()

70 NEXT |

80 DISP USING 110;"TOTAL=",A1,“TOTAL=",B1
90 DATA 5.8052,7,.3737,8.6,4.322,9,679.4646,.8
100 IMAGE 10X,4D.DD,10X,4D.DD

110 IMAGE 3X,14°—" 3X, 14“—"/2(3X,7A,4D.DD)

Cq‘hpiﬁer
i,_‘,M’uséuhL

Output:

What is a Format String?

A format string is a string of characters which represents an output format. A format string consists of
one or more field specifiers that are separated by delimiters, which are usually commas. Each data item
is formatted by a field specifier. Field specifiers are constructed of characters called image symbols that
define what information appears in each character position, and multipliers that specify how many
times an image symbol is repeated. Multipliers can also specify how many times a field specifier (or
group of field specifiers) is repeated.

Field Specifier

U ——

Format String
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A format string can be a string expression:

¢ Included in a

quoted string included in an I - statement and referenced by

I RIEN

Image symbols are listed and described in the HP-71 Reference Manual under |
dictionary.

E in the keyword

Using a Format String (I [MHGE

Format strings are used by D I3F USIHG and FEINT UZIHG to format output.

—- simplifiec syntax

— simplifie¢ syntax

WS IHG format string : print list
USIHG line number : print list

Each item in the display list or print list uses a field specifier in the format string. If there are more data
items than field specifiers, the format string is reused until all items in the display /ist or print fist have
been formatted. This is useful when, for instance, you want to display a dozen numeric values with the
same format; your format string can be a single numeric field specifier. Each field specifier must be able
to accommodate the type of its corresponding data item in the display list or print list. For example, a
numeric field specifier can correspond only to a numeric data item. If a numeric field specifier’s cor-
responding data item is a string, an error results.

As shown above, format strings can be included in DI SF UZIHG and FEIHT LIS THE statements or
assigned to a string variable. Also, formats can appear on a separate program line using the [MAGE
statement.
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simplitied syntax
l71€*!HI3E unquoted format string

Example: Using the information on format strings in the HP-71 Reference Manual (listed under the
keyword IMFAGE), build a format string for a list of items to be printed. The items to be output are
eight six-digit numbers representing the number of apples and prunes produced in four regions of the
northern Yukon, and two column headings. Print the column headings with four numbers under each

heading and eight spaces between columns.

10 OPTION BASE 1

20 PRINT USING 100; “Apples”,“Prunes’
30 FOR I=1 TO 4

40 READ A(l),B(l)

50 PRINT USING 110; A(l),B(l)

60 NEXT |

100 IMAGE 2(8X,6A)/

110 IMAGE 2(8X,6D)

120 DATA 14857,233649,122990,333125
130 DATA 759982,1243,233219,416627

Sets the base option to 1.
Prints the column headings.
Begins loop.

Assigns values from the (IR T# statement to the

array elements.

Prints the values.

End of loop.

Format string for the headings.
Format string for the values.

To determine which field specifiers to use in the format string, you need to first lay out the information
to determine the formats you want. For this example the desired output should appear as:

8 Blanks 8 Blanks

[ —
6 Digits 6 Digits



The format string for the heading requires eight spaces, six character positions, eight more spaces,
another six character positions, and an end-of-line symbol for a blank line. The symbol for a space is
*, the symbol for a character position is #, and the symbol for end-of-line is <. Using these characters
for the format, statement 100 becomes:

Each set of image symbols is called a field specifier. A field specifier defines how an item from the print
list is formatted, or defines the spacing between printed items. The eight X’s above specify a field of
eight blanks. The six A’s specify a field of six characters. Field specifiers are usually separated by
commas,

You can shorten the format string by using multipliers. A multiplier that precedes a field specifier
indicates that the specifier should be repeated that number of times. Thus the ! - statement above
becomes:

or more simply,

The format string for the numeric data requires eight blanks, six digits, eight more blanks, and another
six digits. The statement becomes:

L ar Cepp e Ddisrie v ano Grnnter

Line Width (i )

The and ¥ { statements set the maximum line length for information output to the
display and a printer, respectively.

i line length

line length
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The line iength can be a numeric expression that evaluates to a number between 0 and 96. These state-
ments don’t affect how many characters you can type in the display. They determine the line length of
information displayed by the following statements:

Example:

Input/Result

The HP-71 displays the first 10 characters.

The HP-71 displays the second 10 characters.

The HP-71 displays the last characters.

The HP-71’s display is the printer device if there isn’t a printer connected. With no printer connected,
information can be displayed by both ZI%F and FRIHT statements. In this case, if you execute

i, it will only affect the line length of information sent by F ! Slmllarly, if you execute
i, the line length that is set will only affect information displayed w1th




]
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Changing the End-Of-Line Sequence (-

)

When the HP-71 sends a line of information to a printer (or the display) using FFIHT, it sends a
following end-of-line sequence, which is a string of up to three characters that tells the printer what to
do after receiving the line. The default end-of-line sequence has two characters-—carriage return (CR)
and line feed (LF). This default sequence causes a printer to advance one line and position the print
head to the first column. On the HP-71, this default sequence causes a new line to be displayed.

You can change the end-of-line sequence to any characters you choose using the § E statement.

—— T R T e e o - s i o R e e e S AR e SR et S

i
i
i
i
i

The string is a string expression that evaluates to at most three characters.

Example:

Sets the end-of-line sequence to CR, LF, LF,
causing a double linefeed.

These two characters, DHE$ < »and CHE#(13> are two of 32 ASCII control characters. Control
characters are those ASCII characters (codes are 0 through 31) that are used by computers to control
peripheral devices.* Many devices respond differently to control characters, or do not respond at all.
Before using control characters, you should refer to the owner’s manual for the device you are using to
determine how it responds to these characters.

Cursor and Display Control

The HP-71 enables you to control the display using certain characters. If you aren’t an advanced user,
you might not need this information.

Control Characters and Escape Sequences. You can further control how the HP-71 displays in-
formation by sending it control characters and escape sequences. Athough some of the effects of control
characters and escape sequences can be accomplished with some of the HP-71 functions and state-
ments (such as i + and EHDL IHE), you can develop some advanced techniques for controlling the
display using these special characters.

* Character codes are listed under “HP-71 Character Set and Character Codes” on page 322 of the HP-71 Reference Manual.
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Control characters (which can be generated by special keystrokes, shown below) control how informa-
tion is displayed. These characters are commonly used by computer systems to control communications
between them. Control characters aren’t displayed. Rather, the HP-71 recognizes them as instructions.
To access these characters, you need to first press [J] and another key. The following table lists
the control characters the HP-71 recognizes, and the keystrokes required to access these characters.

Display Control Characters

ASCH
Character

. [O)(cTRL) Backspace (BS). Moves cursor Ieft one space.
i i none Linefeed (LF). Displays a new line without moving the cursor.

(g)(CTRL] [M] Carriage return (CR). Moves cursor to first column. The HP-71 at-
tempts to evaluate the display line as if you pressed [END LINE .

o {9)cTRL) (8]0 | Escape (ESC). Indicates the start of an escape sequence.

Keystrokes Description

An escape sequence is a string, beginning with the escape character (ASCII character code 27), that
represents one or more instructions for a device such as a display or a printer. (The escape character is
represented in this manual as ESC.) The HP-71’s display responds to several escape sequences. Escape
sequences that it doesn’t recognize are ignored. Escape characters can be generated in two ways:

1. As keystrokes which are executed directly from the keyboard.

2. As character strings which are executed when “displayed.”

The following table lists the escape sequences that control the display. To execute an escape sequence
directly from the keyboard, press (g](CTRL][9][{] then the keys shown in the table below to complete the
sequence. To store an escape sequence as a character string, use CHE# 27 1 to generate the escape
character and concatenate one of the characters represented by the keys in the table to complete the
sequence.
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HP-71 Escape Sequences

Escape keystrokes
or character : Description
followed by:
Moves the cursor to the right one space (same as [>)).
(D] Moves the cursor to the left one space (same as [<)).
Clears the display, including the BASIC prompt.
Moves the cursor to the first column, superimposing it on the BASIC prompt.
or Clears the display from the cursor position to the end of the line. (Accomplishes
the same thing as [f]J(-LINE].)
(0] Deletes the character under the cursor and shifts all characters to the right of the
cursor one position to the left (same as [f)[=CHAR].)
N] Sets Insert cursor (same as [f](i/R]).
(R] Sets Replace cursor (same as [fJ/R]).
€] Turns the cursor off.
9= Turns the cursor on.
mn i Sets the cursor to the column represented by the character code for an ASCII
i character m. The character code for n is used by video display devices for row
positioning. Although it has no effect on the HP-71 display, it must be present to
complete the escape sequence.

Example: Switch to the Insert cursor then back to the Replace cursor.

Input/Result
[@)(cTrL) (@) (V) Switches to the Insert cursor (flashing left arrow).
(9)(cTry) WL (R] Switches to the Replace cursor (flashing

rectangie).
Positioning the Cursor. To set the cursor to a particular column, press

[9){eTRO) [9)(0) (S]]

then key in the character whose character code represents the number of the column which you want to
move the cursor to. (This sequence is referred to in this manual as the ESC% instruction.)
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Example: Move the cursor to column 65. Museum

Input/Result
(9)(eTrL] (9]0 (9](%] Positions the cursor at column 65.

The character code for an uppercase A is 65.* Therefore the cursor moves to column 65. (This sequence
requires a second character after the % because it is used by other devices to specify a row to move the
cursor to. Remember that although the HP-71 doesn’t use the second parameter for its display, it
requires you to include it.) If a multi-line display device is used, this instruction causes the cursor to go
to the specified row and column.

Rather than using the keystrokes to execute escape sequences, you can store those sequences in char-
acter strings and use them under program control (or assign a sequence to a key).

Example: Assign an ESC% instruction to the variable ## so that when executed it moves the cursor
to column 11 before displaying information.

Input/Result

Assigns an ESC% instruction to !

Evaluates the display line.

Digplays HF 7 1 beginning at column 11.

Creating Protected Fields. A particular use of the ESC< (cursor off) and ESC> (cursor on)
instructions in programs is to write information in the display so that it can’t be overwritten. Portions
of the display that can’t be overwritten are called protected fields. Information is placed in a protected
field when it is written to the display while the cursor is off. Information written to the display while
the cursor is on can be overwritten.

Executing ESC< turns the cursor off so that information written to the display is protected from
being overwritten. (ESC> turns the cursor back on.) Information in a protected field can be erased by
pressing [ON] or [END LINE ], but it can’t be written over and the cursor can’t be set to any character in
the protected field (except by using the ESC% instruction). (Protected fields created using the i1 i~
+ statement, described in section 7, can’t be overwritten in any way.) Also, the HP-71 can’t read
information that is in a protected field.

* HP-71 characters and their corresponding character codes are listed on page 322 in the HP-7] Reference Manual.
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Example: The following program prompts a user to input a hyphenated identification number. Using
the ESC < (cursor off) and ESC> (cursor on) instructions, the prompt appears as:

When the user enters the number, the cursor automatically skips over the hyphens. (The computer
recognizes the hyphenated number as one number without any punctuation.) The following program
displays the input prompt in a protected field:

10 DIM P$[40],F$[2],N$[2],51 Dimensions four variables.

20 F$~CHR$(27)&" <” " Assigns the ESC< instruction to F#.

30 N$=CHR$(27)&">" Assigns the ESC> instruction to ii%.

40 H$=F$&“—"&N$ Assigns a write-protected hyphen to Hi#.

50 P$=" "&H$&“ "&H$&" "&F$&*.” Assigns the default string to ¥#. It contains three
spaces, a hyphen, two spaces, a hyphen, and 4
spaces.

60 INPUT “ID?”,P$;S1 Prompts the user to enter an identification

number. (IHFUT is described under “Entering
One or More Ttems,” page 241.)
In this routine,
* ©#% contains the escape sequence which turns the cursor off.
» ¥ contains the sequence which turns the cursor on.
+ H#¥ contains a write-protected hyphen.
¢ P#% contains the default string for the THFIUIT statement.
The information to be displayed in a protected field is preceded by F# to turn the cursor off. The

spaces (which are to be written over) are preceded by H# to turn the cursor on. The IHFIIT statement
in line 60 displays the input prompt and waits for a numeric input.

To use the routine, key it into a new program file (refer to page 143 if you have forgotten how to do
this), and execute it.



Input/Result
=ZTO
RUN
ibrg - - ,
G445

A protected field can be created on either side of the display using the i I}
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Sets the numeric display format to standard
format.

Prompts you for a number. Notice the cursor just
to the right of the question mark.

Notice how the cursor skipped over the hyphen.

The program accepts the input.

Checks the value you just entered.

The hyphens weren’t read as part of the input.

i statement.

Example: Create a display window enclosed by HF on the left and 73i on the right.

Input/Result

THE" ) TRECZ1 0 "F1I"EHIMNDONE,

2

HE

HE B

Displays HF and 71.

Places the BASIC prompt at column 3 of the dis-
play. The HF and 7 i now reside in protected
fields.
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Computer programs operate on data. Programs can obtain data from different sources. These sources
are:

~ The keyboard. A user can key data into the computer when prompted to by a program.

240
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« A program. A program can contain data stored within its lines.

« A file. Information can be stored in data files.
This section describes how the HP-71 gets information from these sources. More specifically, this sec-
tion describes:

« How a program accepts data items from the keyboard.

» How to store and retrieve data in a program.

» How to create data files, how to store data in them, and how to retrieve that data.

Entering One or More Iltems ( E

{T statement a program can assign values entered from the keyboard to variables. The
" statement prompts the user to enter information from the keyboard, then assigns that in-
formatlon to specified variables.

Usmg the

iT [prompt message [. default string }:] input list |

The I7 statement contains four parts—the IHFUT keyword followed by a prompt message, a
default strmg, and the input list. The prompt message and the default string are optional, but there must
be an input fist.

The prompt message must be a quoted string. The default string can be any valid string expression. The
input list is a list of one or more variable names (numeric, array elements, string, or substring) separated
by commas.

The following diagram illustrates the components of an I :#i!T statement.
Default Input

Prompt Message Stnng ~ List

Keying in Values. When the computer executes 1 HFLIT, it expects the user to key in some data. If
you are to key in more than one item of data, items must be separated by commas. The order in which
variables appear in the input list is the order in which the computer expects information to be keyed in.
For example, if the input list contains a string variable and a numeric variable, you must key in either a
string expression or an unquoted string (you aren’t required to enclose string information in quotes in
response to an prompt), then either a numeric value or a numeric expression.
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Example: The following IH I statement requires the user to key in a numeric value, a comma,
another numeric value, another comma, and either an unquoted string or string expression:

Input/Result
T B Instructs the HP-71 to prompt for some values.
The HP-71 will accept two numeric values and a
string.

[

The HP-71 prompts you for the data.

: You key in two values and a string (the string
need not be quoted).

If you had keyed in, for example,

the computer would have generated an error since it tried to input the string
which is a numeric variable.

into the variable H,

If you had keyed in

5

the computer would not have generated an error. The reason is that the 4% can be assigned to either a
string variable or a numeric variable. Since, in this example, the 4 5S¢ is assigned to a string variable, it
is treated as a string and not a number.

Keying in Expressions. In response to an IHFLIT prompt, one can also enter numeric or string
expressions. However, each expression must evaluate to the same data type as the corresponding

variables in the 1! variable list. For example:

Input/Result

4

Instructs the computer to prompt for two numeric
values and a string.

T B Prompts for the information.

2. T% [END LINE You key in two numeric expressions and a string
expression.
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Input Prompts. If you use an IHFLUT statement with only an input /ist, you will see the % prompt in
the display when the statement is executed. However, you can write your own special prompt to be
displayed instead of +. After typing the I 7T keyword, type in a prompt message (it can be a quoted
string only), then a semicolon and the input list.

For example, if you want to prompt with E

#, the

T statement would be:

1

When the 1HFUT statement is executed, the computer displays the prompt message with the cursor to
the right of it. The prompt message cannot be overwritten (except by using special escape sequences,
described in section 13) when the user responds to it.

Example:

Input/Result

Instructs the computer to prompt for data.

ENTER #B Displays the prompt message.

) Enters a value.

Default Strings. In some applications you might want an input variable to assume a default value
when a user doesn’t key one in. You can specify a default string in an 1 HFUT statement to supply values
to variables when a user doesn’t key them in. A default string is often used when a programmer antici-
pates a common response to an input prompt.

A default string appears in the THFLT statement as a string expression following the prompt message.

It is separated from the prompt message by a comma, and is separated from the variable list by a
semicolon.

Example:
Input/Result
IMFUT "EHMTER #","45" H Prompts for an input.
EHTER #45 Cursor is set to the first character of the default
string.
The input variable, H, is assigned the value of the

default string.
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Alternatively, you can edit the default string rather than merely pressing (ENDLINE]. You can key in
your own response and even use the command stack to locate and enter a previous expression.
Input Conditions. While the HP-71 displays a prompt, the following conditions are active:

» The Command Stack is active, enabling you to use Command Stack lines for input.

» The and [9)[ERRM] keys are active, enabling you to view key assignments and the last error
message.

e Pressing (ATTN] clears the input line. Pressing (ATTN ] again suspends program execution.

e Pressing continues program execution without changing the values of the variables in the
input list.

¢ Pressing [RUN], [f](SST], or [f][CALC] has the same effect as pressing [END LINE].

» You can type ahead of anticipated input prompts. The keystrokes will be stored in the keyboard
buffer then accepted as input when the prompt appears. The keyboard buffer holds up to 15 shifted
and unshifted keystrokes.

¢ An

¢ If an i

# condition that expires won’t cause a branch until the input is completed.

condition is active, a branch will occur for an input error.

. If the wrong type of item is keyed in, the HP-71 reprompts for the correct type of data if an
E condition isn’t in effect. If the HP-71 encounters an error condition when evaluating
1nput items, it suspends the program and displays an error message. If it encounters a warning
condition, it substitutes a default value and continues to execute the program.

Entering a Display Line (.. i)

The 1t 7 statement is similar to the I
formation in the display to a single string variable.

statement, except that L T assigns the in-

e S, U S
[prompt message [. default string]: ] input variable

i
I
e i R rr— e e [—— P . S D

I statement can have a user-specified prompt message and default string in the same way
T, but its variable list contains only one variable name, the input variable. i I HF LT assigns the
entlre 1nput to the specified input variable, which must be a string variable. Thus commas, which nor-
mally separate items in the input list, can be accepted as part of the input.
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Example:

g Co_mpdiér

Input/Result +Museum,

LIHFUT “"TE=T:®: H¥ [ENDLINE

EXT B Prompts for an input line.

Key in f

Displays line just entered.

I for the input line.

Shows that the commas were accepted as part of
the input string.

Prograr: Dats

Often a program requires data which should not change each time the program is executed. Rather
than require a user to key in the data, it can be stored directly in program lines.

Storing Data In a Program (i}

You can store data in a program using D TH.

fraryide

1TH data items

B

The data items are numeric expressions, string expressions, and unquoted strings. They can appear in
any order, but as in an input list, they must be separated by commas. A [ 7 A statement isn’t executed
by a program. It simply holds data.

Examples:

statement in a program or a subprogram can’t be used by another program or subprogram.
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$

1i&

Retrieving Program Data (RER})

A program accesses items in OATH statements by assigning them to variables using the FEALD state-
ment.

sl LOUUE st s e s s s 7 b et e e nens s e i, e i i o

The HP-71 maintains a data pointer which points to the next item in a I ;
When a i statement assigns a data item to a variable, the data pointer is advanced one item.
iTH state-
statement.

When the HP-71 executes a program, the data pointer points to the first item in the first

ment. Successive FEE R operations advance the pointer to successive items in the I

When the last item in a | A

statement is read, the data pointer jumps to the first item in the next

successive A statements When the last item in the last A T# statement in a program or
subprogram is read, a subsequent FERD causes an error. It might be helpful to think of the IATH
statements in a local environment collectively as a large table of data items. (Local environments are
described in section 12, “Subprograms and User-Defined Functions.”)

Resetting the Data Pointer (F

You can reset the data pointer within a local environment to the first data item in a [IF
using !

& statement

[statement identifier] |

Sets the data pointer to the first data item of the
first AT~ statement in the program or

subprogram.

Sets the data pointer to the first data item of the
& statement on line 1000.

Sets the data pointer to the first data item of the
ORTH statement on the line identified by the la-
bel, &
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: TORE can set the data pointer only within a local environment. If a ZFRTH statement isn’t on a
line specified by REZTORE, then the HP-71 searches through the higher-numbered lines for a GHT#
statement and restores the pointer to the first item in the G#T# statement. If a [i7i T statement isn’t
found, the FESTORE statement isn’t executed and program execution continues.

Dats -t =

Many programs generate large amounts of data. This data needs to be stored in a logical format so that
it can be easily retrieved, added to, changed, or sent to other computers. The HP-71 enables you to do
this using data files.

Types of Data Files

The HP-71 enables you to create three types of data files:
+ DATA files, which can contain numeric and string data.

« TEXT files, which are formatted to be read by other Hewlett-Packard computers, such as the
HP-75.

» SDATA files, which have the same format as data files created by the HP-41 Handheld Computer.
Although the formats of these files are different, many of the operations on them are similar. There-
fore, data file operations will be described in general and differences in operations among file types will
be noted.

There are several operations involving data files:

= Creating a file.

» Opening a file.

+ Closing a file.

+ Storing information in a file.

» Retrieving information from a file.
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Creating a Data File (i:

You can create a data file using LFERTE.

[___, simpliiies | Lrtax e o e e
i . file type file name [ : device]

e e s eem i e —on]

The file type must be DATA, SDATA, or TEXT. The file name can be any valid file name and the device
can be main RAM (default) or an independent RAM.

You can optionally specify file size, and for DATA files, the record size. (Specifying the record size and
file size is described under “File Records,” page 256.) When you store information sequentially in a
data file located in HP-71 memory, the size of the file expands to accommodate the information. There-
fore, specifying file size is not necessary when creating data files in memory for sequential operations.

When creating a data file that you will access randomly, you must specify file size. The file size will not
expand when you store data randomly; the records you specify in random access operations must al-
ready exist. (When creating a data file on a mass storage device, you must specify the record size and
file size. Using data files located in mass storage devices is described in the HP 824014 HP-IL Interface
Owner’s Manual.)

Examples:

Creates a DATA file named 7
Creates a TEXT file named i
Creates an SDATA file named i

Opening a Data File (i

To access a data file, you must first open it using ¥

l———— SiMpitts $ias ——— B

|
\

'+ data file

This statement assigns a symbohc channel number to the specified data file, opening the file. A channel
is a memory area created by Az ;M # that contains file control information to facilitate the flow of
data between the keyboard or a program and the file with which the channel is associated. A channel
number must be in the range 1 through 255 and can be assigned to only one file. You can assign up to
64 channel numbers at a time, but each file can be associated with at most one channel at a time.

If the file you specify can’t be found in memory and no device was specified, the HP-71 creates a DATA
file in main RAM and assigns the specified channel number to it.



Examples:

Opens the file
nel 1 to it.

aE Opens the file indicated by
nel 221 to it.

Opens the file
nel indicated by

in port 4 and assigns chan-

and assigns chan-

and assigns the chan-

Closing a Data File

You should always close a file when you finish using it. Closing a file releases the memory (34 bytes)
associated with a channel. All data files opened by a program or a subprogram are automatically closed
when that program or subprogram executes & . When you close a file, you are simply
breaking the association between a channel and a file.

Data files are closed by the
following:

% statement when the file name in the statement is one of the

Examples:

Accessing Data Files

You can store and retrieve data from a data file either sequentially or randomly. When you store data
sequentially, the HP-71 places items in the file one after another. Items are kept in the file in the order
that you store them. Therefore, they can be read from the file in the same order. When storing data
randomly, items are stored in an arbitrary order. The order in which they exist in the file is not nec-
essarily the order in which they were stored. When you store data items randomly, you specify where in
the file you want them stored.

The HP-71 uses a mechanism called a file pointer to keep track of where the next data item will be
stored or retrieved in a file. When you store data or retrieve data sequentially, the HP-71 automatically
moves the file pointer. When you store and retrieve data randomly, you specify the position of the file
pointer.
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If you have never used data files before, you might want to read “Storing and Retrieving Data Sequen-
tially” before you read “Storing and Retrieving Data Randomly.” For beginners it is usually easier to
learn how to store and retrieve data sequentially before learning how to store and retrieve data ran-
domly. This is because sequential file access doesn’t require you to keep track of the file pointer—the
HP-71 automatically does this for you. You only need to remember to reset the file pointer to the
beginning of the file after storing all your data. (This will be descibed shortly.)

Storing and Retrieving Data Sequentially

A list of checks written, or an array consisting of temperature measurements, are examples of items
arranged in a sequence. If you are going to store data items in a sequence and then recall them in the
same order, you need to use sequential file access.

Sequential file access has the following advantages:
o It is simpler to use than random data access.
e The computer automatically keeps track of the file pointer.

* You can store a list of items in a data file regardless of the file’s record size.

Data items are stored in a file using FEIt7T #. To remember this, think of ¥
information on a file. Data items are retrieved, or “read,” from a file using i

Once a file has been created and opened, you can store information in it sequentially using

# as “printing”

Storing Data Sequentially (:

simplified syntax
{i iT # channel number : data item list

The data jtem list is a list of one or more data items separated by commas. Data items can be numeric
and string expressions or arrays. (Although you can retrieve numeric and string data from an SDATA
file, you can store only numeric data in such a file.) Data items are stored in the order in which they
appear in the list.

Note: When you store numeric information in a DATA file, the file's record size must be at least
eight bytes. If you attempt to store numeric data in a file with a record size smaller than eight
bytes, an error results.



Section 14: Storing and Retrieving Data 251

Example: The following program turns the HP-71 into a checkbook register. It sequentially stores the
amount of a check and who it was paid to in a DATA file. The program prompts you for information
about each check written and then stores that information. (Another example will use the data file
created by this program, so you might want to save the data file.) The program stores information for
as many checks as you want. When you don’t want to enter any further information, type (i & in
response to the prompt and the program will end. Key in the following program (ﬁrst type

EQIT ik [ENDLINE]) and execute it.
10 CREATE DATA CHECKS Creates the DATA file
20 ASSIGN #1 TO CHECKS Opens the file by associating it with channel 1.

30 DESTROY N$,A

40 INPUT “PAID TO,AMT:":N$,A
50 IF N$="DONE” THEN ‘DONE’
60 PRINT #1;N$,A

70 GOTO 30

80 ‘DONE’: PRINT #1;N$

90 ASSIGN #1 TO *

Input/Result

RUMH CHECKE

FAID TO,AMT: &

ABEC WIRIMG, 1856 .75 (ENDLINE]

'''' OMPUGRETIL 1%, 35 (END LINE]

Ensures that N$ and A are unused.

Prompts for checkbook information.

Ends program if you type
Stores checkbook information.

Prompts for another input.

Stores [I! to mark the last entry.

Closes the file by dissociating it from channel 1.
Executes the CHEDE program.

Prompts you to enter who you wrote a check to
and the amount of the check.

You enter paid to and amount.

Prompts you for another check.



5] You signal the computer that you don’t want to
enter any further checkbook information.

In the example above, you can see that you can store a mix of data types in the same file. The program
stored each piece of check information after the preceding one, keeping them in the order in which
they were stored.

The File Pointer and Sequential Access

The HP-71 uses the file pointer to point to where the next data item will be stored or read in a data
file. After the HP-71 stores an item, it moves the file pointer to the place in the file where it will store
the next piece of information. Similarly, the HP-71 moves the file pointer to the next data item after
retrieving data from a file.

When a file is opened, the HP-71 places the file pointer at the beginning of the file. When you store
data sequentially, the computer places the items in the file in the order in which they appear in the data
item list. When the entire list has been stored, the pointer remains at the end of the recorded data, and
the end-of-file marker is written after the position of the last item. The HP-71 always writes an end-of-
file marker after the last data item when data is stored sequentially.

End-of-File Marker

¥

Data

. item item ... item item
File

4

File Pointer
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Execution of a subsequent FFI#HT 4% statement on the same file records data items after the pre-
viously recorded data and moves the end-of-file marker to the end of the newly recorded data. The file
size automatically expands, if necessary, to accommodate the new data.

HE:
-+
!
o~
}
-
+
"

End-of-File Marker

Data

File item item ... item item item item ... item

T 4

i

File Pointer

The pointer continues to move sequentially through the file as items are added. The sequence contin-
ues until the file is closed or the pointer is relocated using FE : i (described below under “Re-
calling Data Sequentially”).

Note: When storing data sequentially, you should always store all your information in a file betore
relocating the file pointer or closing the file. The movement of the file pointer and end-of-file
marker influence the way in which sequential files are updated. If you close a file then reopen it, or
position the file pomter to the beginning of the file using BES , then store information in
the file using F iT  #, the new data will overwrite the old data and all of the old data will be
lost. Also, since the computer places and end-of-file marker after a sequential ¥ #, any
previously stored data now beyond the end-of-file marker will also be lost.

The following diagram illustrates how the information from the above example is stored in the data
file. The position of the file pointer is shown before the file is closed.

DATA File For the

Program
End-Of-File Marker

156 .75 | COH

File Pointer
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Recalling Data Sequentially (RE T

Sequential data is recalled in the order in which it is stored. If you store information in a data file and
don’t close it, then you will need to move the file pomter to the beginning of the file before you retrieve
information from it. You can do this using '

simplified yntax
( # channel number

Examples:

Moves the file pointer to the beginning of the file
associated with channel 14.

Moves the file pointer to the beginning of the file
associated with the channel indicated by the
expression H +E.

If a file has just been opened, the file pointer is positioned at the beginning of the file. In this case, you
don’t need to use FESTIREE # before reading information from the file.

Information is recalled from a data file and assigned to one or more variables using F
simplifiec! syntax
l— % channel number : variables

In this statement, channel number is a valid channel number and variables is a list of one or more
variables or arrays, separated by commas, that will be assigned values from items in the data file asso-
ciated with the channel number.

This statement retrieves a data item for each variable listed. Each data item must match the type of
the variable, either numeric or string, it is assigned to. Successively executing : # reads
successive data items from the file, assigning them to variables. (The contents of the file aren’t affected
by this statement.)

# results in an error.

Attempting to retrieve information beyond the end-of-file marker using }

Example: The following program retrieves the checkbook information from the data file CTHECE (cre-
ated in the example on page 251) and displays it one line at a time. To display the check information,
key in the program and execute it (first type EDIT GETCHECH [ENDLINE]).
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10 DESTROY N$,A,S Ensures that N$, A, and S are clear.

20 ASSIGN #1 TO CHECKS Opens the DATA file.

30 READ # 1;N$ Reads a paid to name.

40 {F N$="DONE" THEN DONE Tests for the last entry.

50 READ # 1;A Reads a check value.

60 DISP USING 100;N$,A Displays paid to and amount.

70 S=S+A Accumulates check totals.

80 GOTO 30 Loops back and reads another check.

90 DONE: DISP USING 110; S Displays the total.

100 IMAGE 12A,X,“$",5D.DD Specifies the image format for displaying
checkbook information.

110 IMAGE “TOTAL=",7X,“$",5D.DD Specifies the image format for displaying total.

120 ASSIGN # 1 TO * Closes the data file.

Input/Result

. Executes !

Reads checks from the data file |
displays them.

= and

Computes and displays the total.

Numeric data in a file need not agree in precision (i i, I i) with the variables to
which they are assigned. Numbers retrieved from data ﬁles are converted to the precision of the
variables to which they are assigned. If a RERD  # variable has a lower precision than the data item
being read, the data item is rounded to the precision of the variable. If a ¥ % variable has a higher
precision, then its magnitude is not changed, but is simply considered a value of the higher precision.
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Storin  and Hetrieving Data Randomiy

Random access enables you to print to, read from, or update a portion of a data file by accessing its
individual records in any order. Storing and retrieving data randomly is a bit more complex than
sequential operations. If your applications require only sequential access, you don’t need to read this
information on random access of files.

The advantages of using random file access are:

* You can move the file pointer to any record. This enables you to store and retrieve data in any
order.

» An end-of-file marker is not placed in the file after you store a data item in it.

There are two restrictions that apply to random access of data files:

* You can store and retrieve data from only one record at a time from a DATA file. (But you can store
more than one data item in a record.)

* You can’t randomly store information in a TEXT file.

File Records

Each data file is divided into smaller units called records. Using random operations, you can store one
or more data items in a single, specified record within a DATA file. (In sequential access, data items are
stored in a DATA file without regard to record boundaries. It is important to keep track of DATA file
records only when you are using random access.)

You can store only one data item in an SDATA record. (Remember, you can store only numeric data in
this type of file.) However, unlike DATA files, you can store and retrieve information from more than
one SDATA record with a single FRIMT # statement.

You can retrieve information from a TEXT file using random access or sequential access, but you can
store information in a TEXT file using sequential access only. The size of a TEXT file record is deter-
mined by the computer at the time a data item is stored. Each record is just large enough to contain
the data item it holds.
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The following table shows the operations that can be performed on each type of data file (indicated by
an x):

Allowed Data File Operations

Operation DATA | SDATA | TEXT
- Random FRIMT # X
. Random READ # X X

| Single Record Access
i More Than One Item Per Record

L

X > X X

The record sizes for the different data files are shown in the following table:

Data File Record Sizes

File Type Record Size ;
DATA 256 bytes (default). Can be set by user.
| SDATA 8 bytes (fixed). :
' TEXT Set by the computer to the size of the |
"g data item it contains. g

When you create a DATA file, you can specify the record size and the number of records in the file.

simplified syniax
I»!:: FERTE file type file name [: device][. file size[. record length]]

In this statement, file size refers to the number of records for DATA and SDATA files, and the number
of bytes for TEXT files. The record length refers to the number of bytes per record, which you can
specify for DATA files only. When you create an SDATA file, you can specify the number of records in
the file, but the record size you specify is ignored. (The record size is fixed at eight bytes.) The com-
puter ignores the record size you might specify for a TEXT file.

The DATA file is the most versatile file for random access operations. You can specify its file size and
record length, and can store any type of data in it.
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If you want to move the file pointer to a specific record in a data file, execute 5 E

e e & i s et s omaeie s e e

Moves file pointer to the beginning of record 25.

The ability to move the file pointer is useful when you want to store or retrieve data beginning at a
specific record. To do this, you can simply position the pointer to the desired record using

- =

#, then read from or store to that file. Using ZFEE # to position the file pointer is
necessary if you want to store or retrieve data sequentially beginning at a specified record.* But for
random storing and retrieving operations, it is not necessary to first position the file pointer using

When you don'’t specify a record number the computer sets the file pointer to the first record (0).

You can store information in a specific record by specifying a record number in the ¥
ment. (This is allowed for DATA and SDATA files only.)

Storing Data Randomly (F

sime TEE e e s s e e et e s e PR AR A A i TSI 3 RS 815 A i A8 8 R i

. channel number, record number; data item Jist |

Ne:i2 When you store numeric information in a DATA file, the file’s record size must be at least
eight bytes. If you attempt to store numeric data in a file with smaller records, an error results.

Examples:

Stores A$ in record 0.
Stores a string in the record indicated by A + B.

The following example illustrates the movement of the file pointer as a result of random storage oper-
ations. This example uses a DATA file, which is created with a record length of eight bytes.

* Sequentially stored data items are often stored in consecutive records when there is not enough room in a single record to
contain them. For example, part of a string can lie in one record and be continued in the next record. You should keep this in
mind when moving the file pointer so that data in a file doesn’t become inadvertently altered or lost.
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Example: Create a DATA file and into it store numeric information relating to the number of foggy
days recorded by a freighter during four crossings of the Pacific Ocean.

Input/Result
CEEATE DATA FOGORTH, S, S
1 TG FOGODRTH
1 2 3 4 —l
FRIMT # 1
1 R
L 6 10 J
0 1 2 3 4
A
File Pointer
L 5 3 6 0 _'
0 1 4
4
File Pointer
B4 rFOGY
L 5 3 6 10 FOG ]
0 1 2 3 4

A

File Pointer

Creates a DATA file with five 8-byte records.
Opens the file F TH.

The file is empty, having just been created.

Stores & in record 2.

Stores 1 & in record 3.

The file pointer moves to the beginning of record
4.

Stores two more data items. Unlike a sequential
store, the computer doesn’t place an end-of-file
marker in the file following a random store.

The file pointer is positioned after the last item
stored.

Stores the string * in record 4.

The file pointer moves to record 4 where the
string F{% is written.
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After the last operation, the file pointer is positioned inside record 4. If you now attempt to do a
random store, you could not fill the remainder of record 4, you could only overwrite the information in
it. However, you can fill the remainder of the record by storing sequential information. This is because
a sequential store operation places information in the file starting from the current position of the file
pointer. But, except for highly specialized applications, you should avoid mixing random and sequential
operations.

Recalling Data Randomly (& 1)

In the same way that you specify a record number for storing data, you specify the record from which
you want to retrieve information. A random read operation can retrieve information from one record
only.

l-_ Simpiiie: TIEK e e e

[— # channel number . record number ; variables

You can store and retrieve more than one item in a record in a DATA file. All items to be stored in a
single record must be listed together in the FRINT # statement. Storing several items in a single
record is useful when you store different items in sets and retrieve them with a single REAR # state-
ment. For example, if you wrote a program to store a list of telephone numbers, the first name, last
name, and phone number can be stored as separate items in a single record, provided the record size
can accommodate the information. The three items can then be retrieved with a single statement such

i

Retrieves two items from record 5.

Retrieves a string from the record indicated by
EHE-1

Attempting to read past the end of the file or past a record boundary generates an error.

A record in a TEXT or SDATA file can contain only one item. But, unlike reading information from a
DATA file, you can read data from more than one TEXT or SDATA record at a time.
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An entire numeric or string array can be stored in a data file using a single ¥ % statement. You
can use parentheses as shown below to indicate an array in the data item list. You don’t need to specify
the dimensions of an array (arrays are one- or two-dimensional) when you store it in a data file. The
HP-71 automatically accommodates an array of any dimension, provided there is enough RAM to store
all its elements.

Examples:

Stores the one-dimensional array, # in the data
file associated with channel 4.

e
fo
]

Comptﬁer
‘_{;Muséurm :

Stores the two-dimensional array, 7+ in the data
file associated with channel 2. (The comma be-
tween the parentheses is required when indicating
a two-dimensional array.)

Stores the array £ in the data file associated with
channel 1. The array’s dimensions don’t have to
be indicated.

An array is stored as a sequence of data items. Nothing in the file indicates that the data items form an
array. To avoid confusion, it is often best to dedicate a single data file to an array, then store the array
sequentially with a single #& I#7 # statement and retrieve it with a single ¢ # statement. How-
ever, there are some applications in Wthh you might wish to recall a sequence of array elements in an
order different than they were stored.

When you store an array, the first element in the first row becomes the first data item in the file. Each
element in the row is stored in order. Elements are stored row by row.

For example, the following matrix is stored in a data file (assuming the file has been associated with
channel 1) in the sequence A(1,1), A(1,2), A(1,3)...A(3,4), as shown:

1 2 3 ¢
A)=1|5 6 7 8
9 10 11 12

Fle=1112(314{(5161}7 (819 [10]11{12
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Since array elements are stored linearly, they may be retrieved with or without an array format. For the
array in the example above, the following statements could access those array elements (assuming the
file is assigned to channel 1 and the base option is 1):

Assigns the file’s data to the array &, which has
# 1 Bi,: three rows and four columns. This array is identi-
cal to A in the example above.

Assigns the file’s data to the array i, which has
# 01 Co,: four rows and three columns.

1 2 3
4 5 6
C() =
7 8 9
10 11 12
Assigns the file data to the array T 1, which has
# 1 Tid,. s two rows and six columns.

1 23 4 5 6
7 8 9 10 11 12

T1 =

Assigns the file data to the array i, which has
# 1 ®Ol twelve elements.

x)={1|2|3|4|5(6|7 (8|9 |10[11(12

Alternatively, the values in the data file can be read into a list of simple variables, or a subset of them
could be read into a smaller array.

Assigns the first six items in the file to the
CHL variables &1, &, ¥, 3, ¥, and I.

D =1E=92F=30=4H=51=56
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Passing Channe{ Numbers te a Subprogram

Often when peforming the same set of operations on more than one data file, it is convenient to write a
subprogram which will perform those operations. For such a subprogram, all the calling program needs
to do is open each data file using FZZ I G #, then pass the symbolic channel number as a parameter
to a subprogram which performs some operations on the file.

Data file channel numbers are passed as parameters to subprograms somewhat differently than
variables or constants. A channel number in a subprogram’s formal parameter list must be an integer
constant from 1 to 255 and preceded by a "#" symbol. For example,

LO#SD

declares channel 5 as a local channel number. This channel number will point to the same file as the
corresponding channel number in the CHLL statement’s actual parameter list. (Subprograms, param-
eter passing, local environments, and calling environments are described in section 12, “Subprograms
and User-Defined Functions.”)

The channel number in the actual parameter list can be a numeric expression—however, it must be
preceded by a # character.

Examples: The following {:Ri L statements pass a channel number to the =

statement above:

The second I:iL L statement above passes channel 8 to +H&E 1. The data file which is associated with
channel 8 in the calling program becomes associated with channel 5 in the subprogram. All operations
performed on channel 5 in the subprogram are performed on the file associated with channel 8 in the
calling program. If the calling program also has a channel 5, it is unaffected by the channel numbers
used in the subprogram. Like variable names, a subprogram can duplicate the channel numbers used in
a main program or another subprogram.

If no channel numbers appear in the subprogram’s formal parameter list, then channel numbers estab-
lished by the subprogram are local to that subprogram. If a subprogram doesn’t have a formal param-
eter list, then any channel numbers it uses are those of the calling program or subprogram.



The following table summarizes the extent to which a subprogram shares channel numbers with a
calling environment.

Scope of Channel Numbers

Form of E statement Scope

statement with no formal parameter list. Channel numbers are those of the calling program.

statement with a formal parameter list . Channel numbers are local to the subprogram.
that has no channel number.

2 statement with parameter list that in- Channel numbers are local to the subprogram. Channel :
cludes channel numbers. numbers in the formal parameter list become asso- |

ciated with the same files as the corresponding chan-
nel numbers in a ZHLL statement’'s actual parameter !
list. !
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)

Each HP-71 has a serial number stamped on its underside. You should keep a record of this number. If
your HP-71 is lost or stolen, the serial number can be useful for tracing and recovery, as well as for
insurance claims. Hewlett-Packard does not maintain a record of individual owners’ names and com-
puter serial numbers.

Seriai Number and Operating System Version ('

The function returns a nine-character string* that indicates which version of the operating
system your computer is using. Type : to determine the operating system version of
your unit. This information is helpful when corresponding with Hewlett-Packard concerning technical
assistance.

Environmental Limits
In order to maintain product reliability, you should observe the following temperature and humidity
limits of the HP-71.
o Operating Temperature: 0° to 45°C (32° to 113°F).
¢ Storage Temperature: —40° to 55°C (—40° to 131°F).
¢ Operating and Storage Humidity: 0 to 95 percent relative humidity.
Your computer should not be operated or stored outside of the specified range. Operating or storing the

computer outside the ranges can decrease its reliability. Maximum reliablity is obtained at normal
room temperatures.

Operating Precautions

Certain electronic circuits in the HP-71 function continuously. Improper operation can either disrupt

performance in unexpected ways or damage the electronics. Disruption or damage can be caused by:
¢ Removing the batteries while the ac adapter is not plugged in (may cause loss of memory contents).

e Removing plug-in modules while the HP-71 is turned on.

Allowing electrostatic discharge to reach the HP-71.

Placing the HP-71 in strong magnetic fields.

Connecting the HP-71 to equipment that is not supported by Hewlett-Packard for use with the
HP-71.

* If one or more extension ROMs are installed, this string may be longer than nine characters.
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Observe the precautions listed below.

CAUTION

-

Hold or touch the computer while preparing to install batteries or a plug-in module to neutralize any
electrostatic charge. This is particularly important for the HP-IL module and card reader ports.

» Do not place fingers, tools, or other foreign objects into any of the plug-in ports.

&

Turn off the unit before installing or removing batteries, unless the ac adapter is plugged in.
= Turn off the unit before installing or removing a plug-in module.

Cock topay

The system clock is regulated by a quartz crystal accurate to within 3 minutes per month for worst-case
operating temperatures. A more typical accuracy is 1% minutes per month. The adjustment procedure
makes possible accuracies of better than 15 seconds per month. The accuracy of the clock crystal is
affected by temperature, physical shock, humidity, and aging. Optimum accuracy is maintained at
25°C + 5° (77°F + 9°). When an extreme change in environmental conditions occurs, the clock may
require readjustment, as described in section 5, page 94.

. AR BOE 0 P s g b e e A RIS S¥E g
TR S SR I ING L AR EE R S A L S R L e E g 1

The HP-71 BASIC language interpreter conforms to the American National Standards Institute
(ANSI) definition for Minimal BASIC, except as indicated below. Conformance to the standard was
verified by the application of the National Bureau of Standards (NBS) test suite to the HP-71
interpreter. This test suite is available as NBS Special Publications 500-70/1 and 500-70/2 from the
National Bureau of Standards, U.S. Department of Commerce, Washington, D.C., 20234.

HP-71 Extensions to Minimal BASIC

The HP-71 extends Minimal BASIC on the following items (numbers in parentheses refer to the pro-
gram number in the test suite):

Variables and strings are initialized to zero and null string, respectively; reference to them before
assignment returns default values of 0 for numeric variables and ** (null string) for string
variables. (#23)

The character set has been expanded to include any of ASCII code 0 through 255 (decimal) as valid
character responses. (#93.1, #102, #112)
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o The HP-71 accepts double and single quotes as input characters in an unquoted string if they are
not the first character in the response. (#109)

® On program input, the HP-71 accepts blanks at the beginning of a line, and accepts a lack of
blanks between keywords. After a line has been entered, the interpreter removes extraneous blanks
and inserts blanks where required for readability. (#187, #190, #191)

=T is optional. (#185)
{1 statement at the physical end of a BASIC file, so the

statement in a program if flow will naturally go to the last line. In
""" { statement in a BASIC program. (#3, #4)

¢ In an assignment statement, the keyword !

¢ The interpreter provides an invisible E
user need not supply an b

+ User-defined functions are not restricted to having lower line numbers than the line where they are
referenced. (#157, #159, #162)

@ The HP-71 permits null data items in [

" statements. (#105)

iiT statements allow expressions instead of just constants. (#112)

and I

* The system will not generate an error if the program ends before a ¥ii% statement has found a

matching . (#50)

HP-71 Deviations From Minimal BASIC

The HP-71 does not comply with Minimal BASIC on the following items:
+ The HP-71 assigns the

~ variables from left to right during the initial entry into the loop.

Example: The following loop is executed once by the HP-71 (ANSI requires it to be executed six
times):

150 J= -2
160 FOR J=9 TO J STEP J
170 NEXT J

ANSI requires that the limit and step be evaluated once upon entering the loop. The HP-71 does this,
but after setting the initial value. (#48)

s The HP 71 Tesponse to input errors and the ANSI requirements are tabulated below. (For
0E i} responses, refer to the keyword dictionary entry for ¥ T in the HP-71

£

Reference Manual ”)
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Responses to Input Errors—HP-71 Versus ANSI

HP-71 ANSI
Input DEFALLT 0OH OEFRULT OFF
Numeric underflow. Warning: system supplies | Error: user must No warning or error.
zero. reenter value. System supplies zero.
Numeric overflow. Warning: system supplies | Error: user must Error: user must
its largest signed value. reenter value. reenter value.
String overflow. Trappable; otherwise fatal. Allows reenter.
Variable assignment error. | Checked after each item verified. Checked after all
items verified.
Execution error. Trappable; otherwise fatal. User must reenter
input line.

e If a Minimal BASIC program contains the following statement:
THFUT T, ACT>,
and the user response is:
1.2, ' abo!
then the '@k is invalid input and ANSI requires that I and R I* not be assigned until all

input is correct. The HP-71 will request the user to reinput his data, but I and A* I will have
the current values of 1 and 2 respectively. If the user now inputs =, Z, < then A7 12 has the

(#108.3)

e Minimal BASIC requires @.- to provide a warning and to return an overflow value. The HP-71
gives an error for &. 8. (#28)

e A Minimal BASIC program assumes 2FTI0OH ERSE @ unless OFTIOH EBASE 1 is executed
as a program statement before any array is declared. An HP-71 program assumes the
OFTIOH EASE setting already in continuous memory when the program starts. To avoid uncer-
tain program performance, an HP-71 program using arrays should include an OFTIOH EASE
statement (page 68). (#56)

e A Minimal BASIC program assumes radians setting unless DEZREES is executed as a program
statement. An HP-71 program assumes the angular setting already in continuous memory when
the program starts. To avoid uncertain program performance, an HP-71 program requiring an an-
gular setting should include either a RADIANS or a DEGREES statement (page 50). (#120)
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s A Minimal BASIC program uses the same random number sequence each time it’s run, unless a
FRHOOMIZE statement is executed as a program statement. An HP-71 program uses a different
random number sequence each time it’s run. However, an HP-71 program will use the same random
number sequence each time it’s run when a RRHOOMIZE numeric expression statement (page 52)
is executed as a program statement. The result of the numeric expression determines what random
number sequence is used each time the program runs. (#130)

e A Minimal BASIC program declares variables as specified by the program’s ' statement
whether or not program control flows through that [ IH statement. The HP-71 requires program
control to flow through a program’s 011 statement, otherwise that statement’s variable declara-
tions will not occur. (#62)

Power Supply information

Power Consumption

The HP-71 consumes the least power when the display is turned off (after &FF, &5 E, [fJ[OFF], or the
10-minute timeout period elapses). More power is consumed while the HP-71 is turned on, and more
yet while a program is running or the beeper is sounding.

While the HP-71 is turned off, it draws a current of about 0.03 mA. While the HP-71 is on, but not
running, it draws 0.75 mA of current. With a typical program running or the beeper sounding, the
computer draws 10 mA. New batteries will operate an HP-71 equipped with four memory modules for
at least 60 hours of continuous operation (running typical programs) at room temperature (approxi-
mately 25°C or 77°F) before the BAT (low battery) annunciator first turns on. If a card reader or HP-IL
interface is installed, battery life is shortened by an amount determined by module use.

Turn the HP-71 off before connecting the unit to a power outlet. This will prevent unexpected voltage
“spikes” from disturbing the contents of memory. When connected to a power outlet, the HP-71 uses
the batteries as a backup power supply and normally doesn’t draw any power from them. You won’t
damage the HP-71 by using the computer without batteries, but you may lose everything in memory
should there be a power outage or an intermittent connection to the voltage source.

Low-Battery Safeguards

The HP-71 has low-power safeguards to protect the contents of memory. After the first indication of
low power, replace the batteries as soon as you can.

e When the battery voltage drops below the minimum operating level, the BAT annunciator will turn
on. This indicates that the computer can run a program for 5 minutes to 2 hours more, depending
on the condition of the batteries.

» The computer will continue to operate after the BAT annunciator comes on. Continued operation,
however, may result in a memory reset if the batteries run too low.
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» The card reader may not function properly in a low-battery condition. Although card reader oper-

ations might not be aborted, the HP-71 will display the message

WMEH: Low Batterwy

if card reader operations are performed during a low-battery condition.

Replacing the Batteries

The HP-71 uses four size AAA alkaline batteries. When you remove the batteries, you have at least 30
seconds to replace them before the contents of the computer’s memory are lost. If you have an ac
adapter connected to the HP-71, you do not have to worry about possible memory loss when changing
the batteries. If you are going to change the batteries without the ac adapter being connected, you may
first want to copy your files onto magnetic cards or a mass storage medium to prevent them from being
lost should a memory loss occur.

To

install batteries in the HP-71:

1. Turn off the HP-71. Press or type TFF [(ENDLINE].

. Turn the computer upside down and set it on a soft, flat

. Using your thumb press down on the battery compartment

surface.

door (the door to the center compartment), and slide it toward
the rear of the computer. When you press down on the
compartment door, the catch will snap as it unlatches from the
computer.

. Remove the four batteries, and insert four fresh ones, being careful to align them according to the

indicators in the compartment.

. Lay the compartment door in position and slide it toward the front of computer until the catch

snaps.

General Cleaning Information

The HP-71 can be cleaned with a soft cloth dampened either in clean water or in water containing a
mild detergent. Don’t use an excessively wet cloth or allow water inside the computer. Avoid abrasive
cleaners, especially on the display window.



piv-»\::, n
L1 R4 5 R

Your HP-71 has four external ports for RAM and ROM modules, one port for a card reader module,
and one port for an HP-IL interface. Before shipping, each of these ports is fitted with a removable,
blank module to protect the underlying circuits. These ports should be kept covered when not in use to
prevent foreign matter from entering the HP-71.

Instructions for installing and using optional memory modules, preprogrammed modules, and the
HP-IL module are included with each of those modules. Instructions for the card reader module are
located in Appendix C in this manual, page 284.

Vet o v s Emaranon
If you suspect that your HP-71 is not operating properly and may require service, you can do the
following self-test in the specified order:
1. Turn the computer off. (Press [f](OFF] or execute [IFF.)
. Plug an ac adapter into a power outlet then connect it to the computer.

2
3. Turn the computer back on. (Press [ON].)
4

. Execute the FI function. Type F I [ENDLINE]. The result = 252 should be displayed,
which indicates that approximately 60% or more of the computer § circuits are operating properly.

5. If the computer repeatedly fails to perform a particular operatlon, such as copymg a file to a mag-
netic card, or repeatedly displays an error message, such as £ = =, then carefully

reread the instructions in this manual regarding that operatlon you may be specifying the oper-
ation improperly.

6. If the computer still does not operate properly, press and simultaneously , then press
to execute a level one initialization. The display should now display the Replace cursor
(BASIC mode) or Insert cursor (CALC mode).

7. Press [ON] [7] (simultaneously) then (2] [END LINE], to execute a level 2 1n1t1allzatlon (It DoE)
The computer will do a self-test of its circuitry. The computer will display & if 1 asit

begins to test the circuits. When the first portion of the test verifies the proper operation of the
circuits, the computer will display

EOom TEST 16

indicating that it is continuing the test. When the test is completed, the computer will display
EOM TEST 16 20 ZIG 4G

if the test revealed no faulty circuits. If faulty circuits are detected, at least one of the numbers will
be followed by a B instead of a G. Thus,

TEST 10 2R 30 405G,
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would indicate that the computer has a faulty ROM. If your computer indicates a faulty ROM
after an THIT: Z test, it requires service.

8. If the display remains blank when is pressed, or if characters remain “frozen” in the display,
then reset the memory:

Unplug the ac adapter.

Remove all modules.

Remove the batteries.

Press and hold down for about 30 seconds to discharge the circuits.

Install batteries or connect the ac adapter, then press to turn the computer on. The
message fl=mat gy Lo=t should now be in the display. Pressing any key should display the
BASIC prompt and Replace cursor.

e e T

If you cannot determine the cause of difficulty, write or telephone Hewlett-Packard at an address or
phone number listed under Service, starting on page 276.

Limitec One-Year Warranty

What We Will Do

The HP-T1 (except the batteries and damage caused by the batteries) is warranted by Hewlett-Packard
against defects in materials and workmanship affecting electronic and mechanical performance for one
year from the date of original purchase. If you sell your unit or give it as a gift, the warranty is trans-
ferred to the new owner and remains in effect for the original one-year period. During the warranty
period, we will repair or, at our option, replace at no charge a product that proves to be defective,
provided you return the product, shipping prepaid, to a Hewlett-Packard service center.

What Is Not Covered

The batteries or damage caused by the batteries are not covered by this warranty. However, certain battery
manufacturers may arrange for the repair of the HP-71 if it is damaged by the batteries. Contact the
battery manufacturer first if your HP-71 has been damaged by the batteries.

This warranty does not apply if the product has been damaged by accident or misuse or as the result of
service or modification by other than an authorized Hewlett-Packard service center.

No other express warranty is given. The repair or replacement of a product is your exclusive remedy.
ANY OTHER IMPLIED WARRANTY OF MERCHANTABILITY OR FITNESS IS LIMITED
TO THE ONE-YEAR DURATION OF THIS WRITTEN WARRANTY. Some states, provinces,
or countries do not allow limitations on how long an implied warranty lasts, so the above limitation
may not apply to you. IN NO EVENT SHALL HEWLETT-PACKARD COMPANY BE LIABLE
FOR CONSEQUENTIAL DAMAGES. Some states, provinces, or countries do not allow the exclu-
sion or limitation of incidental or consequential damages, so the above limitation or exclusion may not
apply to you.
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This warranty gives you specific legal rights, and you may also have other rights which vary from state
to state, province to province, or country to country.

Warranty for Consumer Transactions in the United Kingdom

This warranty shall not apply to consumer transactions and shall not affect the statutory rights of a
consumer. In relation to such transactions, the rights and obligations of Seller and Buyer shall be
determined by statute.

Obligation to Make Changes

Products are sold on the basis of specifications applicable at the time of manufacture. Hewlett-Packard
shall have no obligation to modify or update products once sold.

Warranty Information
If you have any questions concerning this warranty, please contact an authorized Hewlett-Packard

dealer or a Hewlett-Packard sales and service office. Should you be unable to contact them, please
contact Hewlett-Packard at one of the three locations listed below.

Nate: Do not send units for repair to any of the three addresses listed below. Repair center ad-
dresses are listed under the next topic.

s In the United States:

Hewlett-Packard Company
Personal Computer Division
Customer Support
11000 Wolfe Road
Cupertino, CA 95014
Toll-Free Number: (800) FOR-HPPC (800 367-4772)

“Computer
“Museéum:

« In Europe:

Hewlett-Packard S.A.
150, route du Nant-d’Avril
P.O. Box CH-1217 Meyrin 2
Geneva
Switzerland
Telephone: (022) 83 81 11



. In other countries:

Hewlett-Packard Intercontinental
3495 Deer Creek Rd.
Palo Alto, California 94304
U.S.A.
Telephone: (415) 857-1501

o
o, Bf T
it LS

Hewlett-Packard maintains service centers in most major countries throughout the world. You may
have your unit repaired at a Hewlett-Packard service center any time it needs service, whether the unit
is under warranty or not. There is a charge for repairs after the one-year warranty period.

Hewlett-Packard products are normally repaired and reshipped within five (5) working days of receipt
at any service center. This is an average time and could vary depending upon the time of year and the
work load at the service center. The total time you are without your unit will depend largely on the

shipping time.
Obtaining Repair Service in the United States

The Hewlett-Packard United States Service Center for battery-powered computational products is lo-
cated in Corvallis, Oregon:

Hewlett-Packard Company
Service Department
P.O. Box 999
Corvallis, Oregon 97339, U.S.A.

or

1030 N.E. Circle Blvd.
Corvallis, Oregon 97330, U.S.A,

Telephone: (5603) 757-2000

Obtaining Repair Service in Europe

Service centers are maintained at the following locations. For countries not listed, contact the dealer
where you purchased your unit.

AUSTRIA BELGIUM DENMARK
HEWLETT-PACKARD Ges.m.b.H. HEWLETT-PACKARD BELGIUM SA/NV HEWLETT-PACKARD A/S
Kleinrechner-Service Woluwedal 100 Datavej 52
Wagramerstrasse-Lieblgassel B-1200 Brussels DK-3460 Birkerod (Copenhagen)
A-1220 Wien (Vienna) Telephone: (02) 762 32 00 Telephone: (02) 81 66 40

Telephone: (0222) 23 65 11



EASTERN EUROPE

Refer to the address listed under Austria.

FINLAND
HEWLETT-PACKARD OY
Revontulentie 7

SF-02100 Espoo 10 (Heisinki)
Telephone: {30) 455 02 11

FRANCE
HEWLETT-PACKARD FRANCE
Division Informatique Personnelie

S.A.V. Calculateurs de Poche
F-91947 Les Ulis Cedex
Telephone: (6) 907 78 25

GERMANY
HEWLETT-PACKARD GmbH
Kleinrechner-Service
Vertriebszentrale

Berner Strasse 117
Postfach 560 140

D-6000 Frankfurt 56
Telephone: (611) 50041
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ITALY

HEWLETT-PACKARD ITALIANA S.P.A.
Casella postale 3645 (Milano)

Via G. Di Vittorio, 9

1-20063 Cernusco Sul Naviglio (Milan)
Telephone: {2) 90 36 91

NETHERLANDS

HEWLETT-PACKARD NEDERLAND B.V.
Van Heuven Goedhartlaan 121

NL-1181 KK Amstelveen (Amsterdam)
P.O. Box 667

Telephone: (020) 472021

NORWAY

HEWLETT-PACKARD NORGE A/S
P.0O. Box 34

Oesterndalen 18

N-1345 Oesteraas (Oslo)
Telephone: (2) 17 11 80

International Service Information

SPAIN

HEWLETT-PACKARD ESPANOLA S.A.
Calle Jerez 3

E-Madrid 16

Telephone: (1) 458 2600

SWEDEN

HEWLETT-PACKARD SVERIGE AB
Skalholtsgatan 9, Kista

Box 19

S-163 93 Spanga (Stockholm)

Telephone: (08) 750 2000

SWITZERL AND
HEWLETT-PACKARD (SCHWEIZ) AG
Kleinrechner-Service

Alimend 2

CH-8967 Widen

Telephone: (057) 31 21 11

UNITED KINGDOM
HEWLETT-PACKARD Ltd
King Street Lane
GB-Winnersh, Wokingham
Berkshire RG11 5AR
Telephone: (0734) 784 774

Not all Hewlett-Packard service centers offer service for all models of HP products. However, if you
bought your product from an authorized Hewlett-Packard dealer, you can be sure that service is avail-
able in the country where you bought it.

If you happen to be outside of the country where you bought your unit, you can contact the local
Hewlett-Packard service center to see if service is available for it. If service is unavailable, please ship
the unit to the address listed above under “Obtaining Repair Service in the United States.” A list of
service centers for other countries can be obtained by writing to that address.

All shipping, reimportation arrangements, and customs costs are your responsibility.
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Service Repair Charge

There is a standard repair charge for out-of-warranty repairs. The repair charges include all labor and
materials. In the United States, the full charge is subject to the customer’s local sales tax. In European
countries, the full charge is subject to Value Added Tax (VAT) and similar taxes wherever applicable.
All such taxes will appear as separate items on invoiced amounts.

Computer products damaged by accident or misuse are not covered by the fixed repair charges. In these
situations, repair charges will be individually determined based on time and materials.

Service Warranty

Any out-of-warranty repairs are warranted against defects in materials and workmanship for a period
of 90 days from date of service.

Shipping Instructions

Do not return any batteries in or with the computer. Please refer to Battery Damage on page 279.

Should your unit require service, return it with the following items:
¢ A completed Service Card, including a description of the problem.

s A sales receipt or other proof of purchase date if the one-year warranty has not expired.

The product, the Service Card, a brief description of the problem, and (if required) the proof of pur-
chase date should be packaged in adequate protective packaging to prevent in-transit damage. Such
damage is not covered by the one-year limited warranty; Hewlett-Packard suggests that you insure the
shipment to the service center. The packaged unit should be shipped to the nearest Hewlett-Packard
designated collection point or service center. Contact your dealer for assistance. (If you are not in the
country where you originally purchased the unit, refer to “International Service Information,” above.)

Whether the unit is under warranty or not, it is your responsibility to pay shipping charges for delivery
to the Hewlett-Packard service center.

After warranty repairs are completed, the service center returns the unit with postage prepaid. On out-
of-warranty repairs in the United States and some other countries, the unit is returned C.0.D. (cover-
ing shipping costs and the service charge).
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Battery Damage

Do not return any batteries in or with the computer. The batteries or damage caused by the batteries
are not covered by the one-year limited warranty.

If your HP-71 is damaged by battery leakage, you should first contact the battery manufacturer for
warranty information. Some battery manufacturers may repair the computer if it has been damaged by
leaking batteries. If the battery manufacturer warrants against battery damage, you should deal directly
with that manufacturer for repairs. If the battery manufacturer does not warrant against battery dam-
age, you should send the computer to Hewlett-Packard for repair. Whether the computer is under war-
ranty or not, there will be a charge for repairs made by Hewlett-Packard when the computer has been
damaged by the batteries. To avoid this charge, contact the battery manufacturer first when your com-
puter has been damaged by the batteries.

Further Information

Service contracts are not available. Circuitry and designs are proprietary to Hewlett-Packard, and ser-
vice manuals are not available to customers. Should other problems or questions arise regarding re-
pairs, please call your nearest Hewlett-Packard service center.

Potentiz. for Hedio/Television Interference (For U.S.4&. Only

The HP-71 generates and uses radio frequency energy and, if not installed and used properly—that is,
in strict accordance with the instructions in this manual—may cause interference with radio and tele-
vision reception. It has been tested and found to comply with the limits for a Class B computing device
in accordance with the specifications in Subpart J of Part 15 of FCC rules, which are designed to
provide reasonable protection against such interference in a residential installation. However, there is
no guarantee that interference will not occur in a particular installation. In the unlikely event that
your HP-71 does cause interference to radio or television reception (which can be determined by
removing all power to the HP-71 and then reconnecting the power and turning it on) you are encour-
aged to try to correct the interference by one or more of the following measures:

« Reorient the receiving antenna.

¢ Relocate the HP-71 with respect to the receiver.

¢ Move the HP-71 away from the receiver.

¢ Plug the ac adapter into a different ac outlet so that the HP-71 and the receiver are on different

branch circuits.

If necessary, you should consult your dealer or an experienced radio/television technician for additional
suggestions. You may find the following booklet, prepared by the Federal Communications Commis-
sion, helpful: How to Identify and Resolve Radio-TV Interference Problems. This booklet is available
from the U.S. Government Printing Office, Washington, D.C. 20402, Stock Number 004-000-00345-4.
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When “ou Need Help

Hewlett-Packard is committed to providing after-sale support of its customers. To this end, our cus-
tomer support department has established phone numbers that you can call if you have questions about
this product.

Produet Information. For information about Hewlett-Packard dealers, products, and prices, call the
toll-free number below:

(800) FOR-HPPC
(800 367-4772)

Technical Assistance. For technical assistance with your product, call the number below:
(408) 725-2600
For either product information or technical assistance, you can also write to:

Hewlett-Packard
Personal Computer Group
Customer Support
11000 Wolfe Road
Cupertino, CA 95014
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Accessories Included With the Fii 7

Your HP-71 comes with each of the following:
: HP-71 Owner’s Manual.
+ HP-71 Reference Manual.
« HP-71 Quick Reference Guide.
+ One case for the computer.
 One keyboard overlay.
« Four AAA alkaline batteries.
« Accessory brochure.
» Service Card.
The accessory brochure describes optional accessories for your HP-71. For more information, see a

Hewlett-Packard dealer. If you are outside the U.S., please contact the Hewlett-Packard Sales Office
nearest you.

Availability of all accessories, standard or optional, is subject to change without notice.

282/283






Appendix C
[ sing ‘he HP 82400A Magnetic Card Reader

Conter: s

OVEIVIBW . 284
Installing the Card Reader ....... ... . .. . .. . . . e 285
Removing the Card Reader ......... ... ... ... .. ... ... . ... ... 285
Caring For the Card Reader and Cards  ......... ... .. ..... .. ... ... ........ 286
Cleaning Magnetic Cards ............. ... ... .. ... ... 286
Cleaning the Card Reader Head .. ... ... ... ... ... ... .. ... .. ... ....... 286
Marking Magnetic Cards . ........ . ... .. ... ... 286
A Look At a Magnetic Card ...... ... .. ... .. .. .. .. 287
Pulling Cards Through the Card Reader ........ ... ... .. . .. ... ... ......... 287
Card Reader Operations . .......... ... 289
Copying a Card File to a File in Memory . ........ ... ... ... ... ........... 291
Copying a File in Memory toa Card File ............ ... ... ... ..... ....... 291
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Overvi-w

This section is for those who have obtained the optional HP 82400A Magnetic Card Reader. It de-
scribes how to install and operate the card reader.

You might want to first become familiar with the file operations described in section 6. The informa-
tion in that section is helpful for understanding how to copy files from one device to another.
This appendix covers:

» How to install and test the card reader.

+ Caring for the card reader and magnetic cards.

+ Copying files to and from magnetic cards.

+ Obtaining file information from the card reader.

284
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Instatiing tne ard Reader

Removira

. Turn the HP-71 right side up. With your thumb, push

. Turn the HP-71 over again. Orient the card reader

Turn off the HP-71 (press [{][QFF]).

. The card reader fits in the port which is to the right of the display and above the numeric keys.

Turn the HP-71 over and remove the door to the card reader port, by pressing down on the door
and sliding it to the rear of the HP-71.

on the plastic insert that is in the port until it drops
out. You may want to save this insert in case you I¢-
move the card reader.

with its label facing into the port and its pin socket
aligned with the pin connectors. Press on the card
reader near the pin socket until it snaps into place.

Note. The pin socket might fit tightly over the pin connectors, requiring you to push hard on the
card reader when installing it. Although the card reader fits snugly into the port, you should ensure
that you don’t force it into the port if it isn’t properly aligned over the contacts.

Replace the door to the port.

~ard Reader

To remove the card reader:

1.

Turn off the HP-71 (press (1) OFF)).

2. Remove the cover to the card reader port.

3. Push with your thumb on the labeled side of the card reader until it drops out of the port.
4.
5

. Replace the port cover.

Replace the plastic insert.
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Caring =r the Card Reader and Cards

Cleaning Magnetic Cards

Clean cards are necessary for optimum card reader performance. Card surfaces are susceptible to dust
and oil accumulation, which interferes with the transfer of information to and from the HP-71. A
common source of dirt and oil is your fingers. Handle cards by their edges only. You can clean cards
with a soft, clean, lint-free cloth moistened with isopropyl alcohol.

Place the card on a smooth, clean surface, then wipe the
cleaning cloth firmly across the magnetic surface (the
unlabeled side) of the card.

Creasing, bending, or scratching a card can damage it be-
yond repair. As a protective measure, you could duplicate
your important card files and place the duplicates in a
card holder in a secure location. If one of your working
cards should be damaged, you’ll have a back-up copy
available.

Cleaning the Card Reader Head

The card reader head is similar to an audio recording head. As such, dirt or foreign matter collected on
the head can impair the contact between the head and magnetic cards. Dirty cards passed through the
card reader will impair the quality of its operations. You can clean the head by pulling the abrasive
head cleaning card (supplied with the card reader) through the card reader in the direction of the arrow
one or two times. It’s unnecessary to execute any statements before passing the head cleaning card
through the card reader.

Use of the abrasive card should be necessary no more than a few times during the life of the card
reader. Frequent use of the abrasive card can cause excessive head wear.

Marking Magnetic Cards

You can label the face of a card using any writing implement that doesn’t emboss the card. Permanent
ink felt-tip pens (such pens usually have the words permanent, waterproof, or smearproof on them—
don’t use water-based overhead projector pens or ordinary felt-tip writing pens), capillary or technical
drawing pens using permanent ink, and pencils work well for marking cards. Most inks must be al-
lowed to dry for a few seconds. Pencil can smear, but is erasable.
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A Lock at a Magnetic Card

Each magnetic card has two data tracks, both of which record the following information:
s The catalog entry of the file recorded on the track.
¢ The total number of tracks in the file.
¢ The identification number of this track, a number from 1 to the total number of tracks.

e The write-protection status of the track; that is, whether the track is protected against recording.

%

Up to 650 bytes of the file itself. One track can contain information from one file only. One card
can contain information from one or two files.

Alignment marks for the beginning of the track. -

= ) 1 Db]

!

Space to label the card. 4 The direction of movement /
through the card reader.

When passing either track of a card through the card reader, always have the printed face of the card
up. The order in which you read the tracks doesn’t matter.

Note: Keep magnetic cards clean and free of oil, grease, and dirt, and handle cards by their edges
only. Dirt and fingerprints degrade the performance of the card reader, cause warning messages to
occur, and decrease the lifespan of cards. Cards can be cleaned with isopropyl alcohol and a soft
cloth. Keep cards away from sources of strong magnetic fields, such as permanent magnets, wires
carrying heavy currents, power transformers, and degaussers (magnetic erasers); magnetism can
permanently damage the cards.

Pulling Cards Through the Card Reader
The HP-71 displays a variety of messages to guide you through card reader operations. All card reader
operations involve the following steps:

1. Type a card reader statement in BASIC mode (such as C0FY

2. Press (ENDLINE] to initiate the operation. The HP-71 responds with the appropriate message and
waits.

A typical message you'll encounter is:

iLH The HP-71 waits for your response. You can press
ATTN ] to cancel the operation.
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3. With the card oriented in the forward direction of the desired track, insert the card so that the
rightmost alignment mark is just beneath the entry slot; the card should protrude past the exit slot
so that the arrow and box show. Then press a second time. The HP-71 responds:

4. Pull the card through the card reader. The HP-71 allows about 7 seconds for you to start pulling
the card. A longer time causes the HP-71 to beep, display a warning—F& .- Er+ o+ —and prompt
you to try again. If you decide not to pull the card, wait until the HP-71 again prompts you to
: mothen i (about 7 seconds), then press instead.

5. After you've pulled a card through the reader, several HP-71 responses are possible:

e If you're copying a file in memory to a card, the HP-71 will prompt you for a second pass of the
same track:

This time though, the accuracy of the information copied to the track will be verified. If the
1nf0rmat10n isn’t verified on the second pass, the HP-71 will display a warning—

-ifu Fazil—and require two more passes of the same track through the card reader,
once to copy and once to verify. (If the track still fails to be verified, then clean the card or use
a new card.)

* The HP-71 will signal you when you are done with each track:

HP-71 prompts you for the next track:

The computer is ready for you to turn the card around and read the second track or to insert
another card.
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. If you pull a card too fast or too slowly, the HP-71 displays a warning—T oo

© Fast—or—
%1 mw—and prompts you for another pull. If you pull a card very slowly, the computer
mlght respond as if no card had been pulled.

¢ The HP-71 continues prompting for as many passes as needed. When the operation is com-
pleted, the BASIC prompt and the cursor will reappear in the display.

Card Reader Operations

The following statements operate on magnetic cards using the card reader:
Displays the catalog information of a card file.

Copies a file in memory to a magnetic card. A file
can be a file name and a device name.

Copies a card file to a file in main RAM. You
can’t copy a card file to an independent RAM.

Protects a track from being overwritten.

Removes the write-protection from a track.

Loads a program from magnetic cards, designates
it as the current file, then executes it.

Purges the current file, loads a program from
magnetic cards, designates it as the current file,
then executes it.

All card reader statements are programmable. Only Fiil
and ! i change the current file designation.

A magnetic card can be specified in an operation by the device names : URE{ and : o ]
which specifies a private card file, is described below.) ¥ is also a reserved word whlch can’t be used
as a file name. Both words specify a device in much the same way as ! and i do when used in
Py statements. Copying information to and from cards is not much different from copying to and
from independent RAM.

To specify a file on a card, you can use one of the following forms.

o file name :

o file name :
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The following is an example of a typical operation using the card reader. This example assumes the file

resides on three card tracks.

CoOpyY CARD TO ACEES [ENDLINE

(align card)

(align the card)

(align the card)

(pull the card)

Copies a card file to HFZEES in main RAM.
Prompts you to align the card.

Indicates that you are ready to pass the card
through the card reader.

Prompts you to pull the card through.

Indicates that the HP-71 successfully read the
card.

Prompts you to pull another card through.

Indicates that you are about to pull a card.

Prompts you to pull the card.

Indicates that the computer successfully read
track 2.

Prompts you to pull another card through.

Indicates that you are about to pull a card.

Prompts you to pull the card.

After reading the last track, the file is stored in
memory and the BASIC prompt appears.



[y
wr
s

Appendix C: Using the HP 82400A Megie o Dard & oe

After the HP-71 reads the last track, it no longer prompts for cards.

The example above shows that when you execute a statement involving magnetic cards, the computer
first responds with a message such as Fead: Aliar thsr EHDLH, then prompts you for more
cards if they are required.

Copying a Card File to a File in Memory

When a file that you want to copy is on a card, you must specify the card reader as the source file’s
device in the £0F Y statement. Executing a form of ZiF % file name without specifying the card reader
as the source device causes the computer to search for the file in RAM and ROM. Files from magnetic
cards can be copied only into main RAM from the card reader. Once in main RAM, they can be copied
to another memory device. (You can’t copy a file directly from card to card.)

Examples:

CORY CARD TO ROTATE Copies the file from the card to a file named

COFY JCHRED TO TREIAMGLE You can use either £

CORY CRED Copies the card file to a file of the same name in
main RAM.

CORY LRTERAL :CRAEDR Copies the card file LATERAL to main RAM.

COFY GRAPHICE:CARD TG IMAGES Copies the card file & % to ] % in
main RAM.

Copying a File in Memory to a Card File

You can copy any RAM or ROM file to magnetic cards.

Examples:

Copies E from port 0 to a card.

Copies TF £ from main RAM to a card.

Copies current file to a card.

Copies
a card.

% from port O to &
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QQ?EQT)

Protecting a Card (FRUTEDT

For some applications you might want to protect a card from being overwritten so that you don’t ac-
cidentally alter or lose a file. You can protect cards using FROTECZT.

When you execute this statement, the HP-71 prompts you to pull a card through the card reader. When
you pull the card through, the HP-71 will encode a write-protect mark on the track. If you want to
protect the other track, you must execute RO TELT again and pull the second track through.

You can remove the file protection from a card by executing HHFREOITEST

T

When you execute UHFRZITELCT, the HP-71 prompts you to pull a card through the card reader. When
you pull a card through, the HP-71 removes the file protect mark from the track.

Using Private Cards (: FCEL)

A file copied to magnetic cards can be encoded as a private file using : FCRD instead of : CARD as the

device for the new file. A program on a private card can be copied and executed only, and not viewed or

edited. As with files in RAM, the private encoding of a card file can’t be reversed. (Private files in RAM
are described in section 6 under “Controlling File Access,” page 116.)

Copying a File to a Private Card. You can make a card file a private file only at the time you copy
the file from RAM or ROM to the card reader. To do this, type:

- SN S S — e - — S RO SO

¢ [file name] ¢ device] T1 [file name] : FLRE

Copies TYFEZET in main RAM to a private card.

[}
chl
)

rYPESET:MAIN TO (FCR

ELECTROH : PORD Copies the current file to ELECTROHM on a pri-
vate card.

Copies the current file to a private card.




Appendix G Using the HP B3400A Miegrs o Corg W aer 293

Copymg a Private Card to a File. You can copy a private card to a file by specifying CHED or
: FICR[ as the source device in the C0F" statement. You aren’t required to specify a private card as a
source device when copying a file from a private card. When the HP-71 copies a file from a private card,
that file resides in main RAM as a private file.

Examples:

0 TYFESET Copies the file on a card to the file T
ROM:FORD Copies ELECTEDH from a card to main RAM.
COFY CRED Copies the file from a card to main RAM.

Catalog of a Card File (©

The AT ZHRED statement enables you to view the catalog information for any card file.

AT OCARD .]

Example: Display the catalog information for a card file named ¥

Caty Aliawm tkhern EHDLH Prompts you to align a card then press [END LINE].
(Align card) You have about 7 seconds to pull the card
through.

(Pull card)

Cirk nnn of nnn: Displays the track just passed through.

Displays catalog information.

When you try to obtain a catalog of a card that was written on by another computer or a card with an
unused track, the HP-71 indicates that its file type is zero.
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Page numbers in bold type indicate primary references; page numbers in standard type indicate second-
ary references. In addition to the references in this subject index, a complete index to the HP-71
instruction set grouped by category is located inside the back cover of the owner’s manual. Other lists
of alphabetized information are in the HP-71 Reference Manual; in particular, the sections titled “Glos-
sary,” “Keyword Dictionary,” and “Errors, Warnings, and System Messages.”

Arithmetic
jtrrlction; 48 - T hierarchy, 64
Absolute value (FE%), 48 operators, 4’_7, 64
AC status annunciator, 30 Arrays, numeric, 68.-71
Accessing data files, 249-263. See also retrieving Changing dimensions under program control, 70-
program data 71 .
Accessories included with HP-71, 282 Declaratron of, (I ,
Accuracy of clock, 268 ' %), 69- 70 2
unction, 52 Default dimensions of, 70

function. 52 Recalling (retrieving) (RE

' -263
Active environment, 211 261- |
I statement, 80-82, 87 Setting lower bound of, (;
; ’ ; 69, 70, 270

Adding data points to statistical array (#

82 87 =) Storing
Addi ’ lines to program. 158 Arrays, statistical, 78-89
ing 1nes to prograim, Adding data points to, , 80-82, 87
Addition (+) operator, 47 . . )
Calculating means using, (i H), 83
statement, 92-93 Calculating predicted values using, (F
T statement, 94-95 acs‘;aglgg P & v
Calculating sample correlations using, (i
84
Calculating standard deviations using, (
83-84

Altemate characters defining, (THA T,
£ keywords), 132-135 Clearing elements of, (

' Declaring (7 T), 78- 8 87
Ampersand (% operator), 73 ] : 81.82
+ logical operator, 62-63 Deleting data points from (T ),

= function. 52 Fitting linear regression model using, (L), 84-

78-80, 87

. 85, 88
Angular setting flag (-10), 197 .
Annunciator flags (-57, -60 through -64), 201 Reca(ll ng (retrlevrfg:) frgrrll dﬁ;azfélszGB
Annunciators, 15-16, 20, 22, 30 ) Storing i hf.)l-2(‘i-1
ANS;r(seElerl(ia)r(;segcozn;;rmance of BASIC inter- Summing data points in, (T7 AL), 82-83
Arc cosine

Arc sine
Arc tangent (RTF} H
Arc tangent in proper quadrant (GE
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Arrays, string, 71-73
Changing dimensions of, under program control,
73
Declaring (1), 72-73, 271
Default dimensions of, 73
Setting lower bound of, (GFTICZH ERIE), 72-
73. See also same entry under arrays, numeric
Arrow keys
Left/right ((<J, D]) keys, 15-16
Up/down ([al, (¥]) keys, 21, 31, 156, 158
Arrow status annunciators («, = symbols), 15-16,
22, 30
Arrow (+) symbol ([ENDLINE] symbol in CALC
mode), 42-44
unction, 52
function, 52
# statement, 248-249
ASSIgnment (LET) statement, 67, 269
in CALC mode 38-39
Multiple, 67, 146
Substring, 74
Assistance, technical, 280
unction, 52
function, 52
mkey, 16, 31, 153
i statement, 149
Automatic
command execution (ZTHRETLIF), 139-140
parenthesis matching in CALC mode, 39-40

g Compu"er
& Muséum

B

m key, 12 16 21 44
Backward execution, in CALC mode, 44-45
Base option flag (-16), 199
BASIC
conformance to ANSI standards, 268-271
Extensions to minimal, 268-269
files, 99, 143-144
Minimal, deviations from, 269-271
Minimal, extensions to, 268-269
mode, 13-14, 19,37
mode calculations, 19, 37
prompt (), 13-14
prompt flag (-26), 200
BAT status annunciator, 30, 271
Battery, 13, 30, 271-272
damage, 279
power consumption, 271
replacement 272
: i statement, 32-33
statement, 32-33
statement, 32-33
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Beeper
flags (-2, -25), 33, 197
loudness, controlling, 32-33
BIN (binary) files, 99, 160
Boolean values, 62
Branching, program. See program, branching,
conditional/unconditional

C
CALC mode 18- 2() 37- 46 48
Arrow () symbol (m symbol in Com-
mand Stack), 42-44
Assignment statements in, 38-39
Backward execution in, 44-45
comma (.) reminder for argument lists, 40-41
Command Stack in, 42-44
Complete expression recovery in, 42-44
Error recovery in, 42-46
Features of, 38-44
Implied result in, 38, 40
Operations unsupported in, 46, 48
Precedence of operators in, 41-42
Single-step execution in ([f)(85T)), 41,42
Unsupported operations in, 46, 48
USER keyboard in, 38
Warning messages in, 46
CALC status annunciator, 19, 30
Calculating means using statistical array (
83
Calculating predicted values using statistical array
(F /), 85-86, 89
Calculatmg sample correlatlons using statistical ar-
ray (L.5), 84-85, 88
Calculatmg standard deviations using statistical ar-
ray (GCEY), 83-84
Calculations, 18-20, 36-64, 78-89
Calendar, 17, 90-91
Setting, 17, 90-91
Years covered by, 90
statement
calling subprogram in another file, 210
executed from keyboard, 150-151,
executed in program, 180, 205-210
parameters, 206-209
Cancelling
key definitions (ZE
trace operations (7 -), 168
write-protection of magnetic card

)

3

Card magnetlc See magnetic card
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Card reader 284-293
statement, 289, 293
F[O statement, 289
! statement, 289, 292-293
tatement, 289, 291
! statement, 289, 291
¢ T i FIED statement, 289, 292
head cleaning, 286
Installing, 285
operations, 289-293
statement, 289, 292
Pul ing cards through, 287 289
Removing, 285
statement, 289
statement, 289, 292
‘T statement, 289, 292
keyword, 289
. statement, 102, 117-118
statement, 289, 293
" statement. Refer to HP-71 Reference Manual
Catalog of file(s). See file, catalog
Categories of numbers (I z), 60
function, 48
statement, 192-193
statement
executed from keyboard, 151-152
executed in program, 180-181
(i statement, 289
Chained programs, 151-152
Channel number HO#), 248-249
Channel number , 206, 263-264
key, 21
Character
code, 74-75, 77, 132-135, 268
Control, 234-239
display scrolling rate, 26
set, 132-135, 268

FEREET dtemen, 1310

function, 132-135

function, 75, 77
" statement, 107

Cleamng information, 272
Clearing ~
display ([ATTN]), 16
memory, 13-14
Clock
accuracy, 268
Setting
92-93
Speed correction f ctor 92-96
Closmg data file ( | &), 248-249
v statement, 78-80, 87

£), 17-18, 92-95; (5

(Command Stack) key, 31-32
Code, character, 74-75, 77, 132-135, 268
Comma () reminder for argument lists in CALC
mode, 40-41
Comma (. ) used for output spacing, 227
Command execution (automatic) when HP-71 is
turned on (STARTIIF), 139-140
Command Stack, 31-32
in CALC mode, 42-44
Common log (LGT or LOG13), 50
Complete expression recovery in CALC mode, 42-
44
Concatenation, statement (), 22, 67, 146
Concatenation, string (i), 73
Conditional
execution of program lines. See program, line(s),
conditional execution of
program branching. See program, branching,
conditional
Conformance of BASIC interpreter to ANSI stan-
dards, 268-271
key, 153, 155
T statement, 155
1nu s-on flag (-3), 197
.7 statement, 29-30
Control characters, 234-239
Controlling
cursor, 135-136, 234-239

display, 135-140, 232-239

file access (: FE, UHSECURE, FRIVATE),
116-117

line width (107TH, FUIDTH), 232-233

printer, 232-234

Conventlons used in manual, 14, 16, 21, 34
T statement, 289, 291
statement 102, 112-114, 127

! statement, 289, 291

atement, |

Correcting errors. See also error recovery
by clearing display, 16
in CALC 2-46
using T
171
with editing keys, 23-26
funct on, 52
x'_.;) 52
statement, 248, 257, 259
Creatmg data file (- £), 248, 2567, 259
Current
file, 27-28, 100
line, 154, 158

Cosme




Cursor
control, 135-136, 234-239
Insert, 19-20, 23
Moving, 15-16
Replace, 14, 16
Curve fitting, 86-89
Customizing the HP-71, 120-140

D
Damage to batteries, 279
DATA files, 99, 247-264
Data. See also file, data
entry, (IHFI1T), 241-244, 269
entry into statistical array, (R00), 80-82, 87
file, accessing, 249- 263 See also data, recall
file, closing (¢ H #), 248-249
file, creation of ”), 248
ﬁle, opening ( #), 248-249
file pointer, 252-253, 258
file, random data recall from (FERZ #), 254-
257, 260
file, random data storage into (FESTORE #
FRIMNT #s), 256-263
file records, 256 260
file, sequentlal data recall from (FF
#), 254-263

-

file, sequentlal data storage into (RESTORE #,
F #) 250-253, 256-263

files, types, 247

pointer, resetting

), 246-247
FE), 245-247,

Program (I
269
recall from data file. See data file, random data
recall and data file, sequential data recall
recall (retrieval) from program (FEAT), 246, 269
storage in data file. See data file, random data
storage and data sequentml data storage
storage in program (L
i statement, 245, 269

L
Ty

Date

Displayin , 90-91; (¢ %), 17, 90-91
Setting (- 2), 17, 90-91

- statement, 90-91
£# function, 17, 90-91

Debuggmg errors, 16, 23, 25-26, 43-46, 165-171
Decimal to hexadecimal convers1on (i t), 48
Declaring arrays

),

57, 69-71
statement, 218-219

- statement, 28, 121-124
Default array dimensions, 70
Default device, 111
Default files, 110
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it statements, 58,
269-270
Default string (I+
functlon 52

_E % statement, 50, 270
Degrees to radians (RRD), 52
TE statement, 158-159
1et1ng data from statistical array (T
i statement, 67-68
Deviations from minimal BASIC, 269-271
Device
Default, 111
names, 110-114
1 statement, 69,72-73, 271
Dimensions, array, 69-73
statement, 225-227
Implied, 24, 67, 226
Quotation marks in, 67
M statement, 230-232
3 functxon 136
Display
catalog of file. See file, catalog
control, 26, 29-30, 135-140, 232-239
fields, protected, (41} , 135-136
fields, protected using escape sequences, 237-239
file catalog. See file, catalog
format flags (-13, -14), 198-199
format statements, 55-56
graphics ( ), 137-139
key definitions o F
(VIEW]), 125-126
line, entering (L. I HFUT
list, 230
program lines (FET , A, ),
21, 156-158
Protected, fields. See display, fields, protected
reading characters from ~¥), 136-139
speed, controlling (I1E!
zone, 227
Display window, 14-16
Clearing, 16
line length, 14-15
Moving, 15-16
viewing angle (! % 7), 29-30
Displayed number roundlng, 56
Displaying information, 24, 67, 224-239. See also
display, display window
! operator, 47
Division by zero, 57-60, 270
Division operator (), 47
Double quotation marks, 67
- function, 48
7 flag, 57-60, 270
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symbol, 54-56
— 1 (E ), 50
T statement, 21, 22, 27, 143-144, 156
iting
key definitions (F
keys, 15-16, 21
program, 22-26, 156-159
keyword, 188-189
statement, 219
(END LINE] key, 13, 31, 42, 158
End-of line sequence (£
tatement, 155, 269
statement, 204-205

)

, 125

= statement, 56

ngmeermg display format (EH), 56
Entering

data and expressions (I T), 241-244

data into statistical array (RO

display line, (L T), 244-245

program lines, 22-25, 145-149, 269
Environment

Active, 211

Global, 211

Local, 211

Main, 211

Program and subprogram, 153, 210-215

User-defined function, 220-221
Environmental limits of HP-71, 267
Environments, subprogram, 210-215

Ending, 214

Restoring, 212-213

Saved, 211-212
Equal-to (=) operator, 62

% function, 61
. function, 175-176

key, 164-165
function, 164-165
# function, 173-174, 176
Error recovery
by clearing display, 16
in CALC mode 42-46
using jand TF
167, 17 1
with editing keys, 23, 25-26

o), 80-82, 87

Error(s)
Checking, 148
conditions, 162-177
Control of. See error(s), program control of
Math exception, 57-60, 176, 269-270
messages, 13, 68, 163-165
messages, recalling ({9){ERRM], EREME), 164-

165, 175
Program, control of, (Z# ERERIR, ERREH,
), 171-175

Run-time, 163-165

Syntax, 163-164

types, 163

Escape sequences, 234-239

Evaluation order, 64

T flag (-46), 200

statement, 96

Exception, math. See math exception
Execute key ([ENDLINE]), 13, 31, 42 , 158
Execute magnetlc card program (F. l_ H 1 CHELD,
I CRRD), 289

Executlng program. See program, execute.
logical Operator 62-63

x: — 1 (E¥FM1) function, 50

* function, 50

function, 50

function, 50

Exponential notation (£), 54, 56
Exponentiation operator (), 47
Exponentiation operator, order of precedence, 64
Expression entry (IHFLUT), 242, 269
Expression recovery in CALC mode, 42-44

key, 11

f status annunciator, 30

' functlon 49

Factorlal (FET), 49

/ statement, 125
._.H statement, 26, 156-157
Fibonacci program, 216-218




File. See also BIN, LEX, BASIC, DATA, TEXT,
KEY, SDATA, data, file
Catalog of card (
Catalog of every (&5
Catalog of specified (777
erence Manual
Closing data (¥
Controlling, access, (
Copy card, to main RAM
289, 291
Copy ( ), 102, 112-114, 127
Copy, to magnetic card ( T
289, 291
Data, accessing, 249-263. See also retrieving pro-
gram data
Data, creation (i TE), 248, 257, 259
Data, pointer, 252-253, 258
Data, random data recall from (FEAD
257, 260
Data random data storage into (FE
T #), 256-263
Data recall bee file data, random data recall and
file data, sequential data recall
Data, sequential data recall from (&
t), 254-263

), 289, 293
L), 102, 117-118
. Refer to HP-71 Ref-

#), 266-

#), 250-253,

256-261

Data, storage. See file data, random data storage
and file data, sequential data storage

Data, types, 247

Default, 110

names, 22, 109-110

names, reserved words for, 110

Naming BASIC
naming workfile
Opening data (
operations, 98-118

pointer, 252-253, 258
Program, 27, 143 144

, 21-22, 143-144
, 27, 101, 145
#), 248-249

Purge (¥ ), 115-116, 127
records, 256-260

Renaming ), 101, 115, 127
search order, 112

security (= £, PR

116-117, 127
Specify magnetic card (I

289-293
transform between BASIC and TEXT
(r 1), 160-161

F'ttlng data to curves, 86-89
i1 statement, 55
leed decimal display format (F 1), 55
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statement, 191-193
Flag(s), 30, 57-60, 68, 190-201. See also system
flags

Clearing, (1 ) 192-193

Math exception, 57-60, 68, 176-177, 197

Setting, ( ),

System, 196-201

Testing, ( ), 191-193

User, 193-196
function, 48

I statement, 185-187, 269
Form of subprogram (%!
For f defined functlon (
, 218-219

204-205

Format string (
B , 228-232

Formattmg, printer and display, 224-239

Formatting numbers, 54-56

4 status annunciator, 30

¢ function, 48

Fractlonal art (FF), 48

statement 105-106

Functlons
Numeric, 47-53
Statistical, 78-89
String, 74-77
User-defined, 218-222, 269

G

@ key, 11
g status annunciator, 30
statement, 137-139
Gen rating random integers, 33
Global environment, 211
statement
executed from keyboard, 150
executed in program, 179
i statement
executed from keyboard, 158
executed in program, 179
Graphics, display, 137-139
Graphics, displaying (&
Greater-than (»), 62
Greatest integer (IHT

137-139

)

H
Halt program execution, 153
Head, card reader, cleaning, 286

Hexadecimal to decimal conversion (*
=T function, 48
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IEEE proposal for handlmg math exceptlonsr 59-
60, 62

ZE statement,188-189
statement, 187-188
statement, 229 232
Implied &I %F statement, 24, 67, 226
Implied result in CALC mode 38, 40
Independent RAM 104-108
Declare (; E FORT), 105-106
incorporate, into main RAM (CLRINM FOET),
107
Index of keywords, inside back cover
Inexact result (IH:), 57-60
, ~ it values 59-60
function, 60
Inﬁnlty (+Irf, ~Ind, IHF), 59-60
Information, dealer and product, 280
IMIT display, 13-14, 193, 273-274
Imtralrzlng the HP- 71 (IMIT), 13-14, 153, 193,
273 274
IMPUT statement, 241-244, 269-270
Insert cursor, 19-20, 23
Installmg card reader, 285
[HT function, 48
Interference radio/television, potential for, (U.S.A.
only), 279
Integer division (L1%4),
Integer part (IF), 48
F statement, 57, 69-70
Integers generating random, 53
Integration, trapezoidal rule, program, 76
Interrupting program, 152-155
Invalid operation (I%i), 57-60, 68
# flag, 57-60
function, 48

key, 21
i flag, 57-60, 68

KEY), 28, 121-124

Key deﬁnltrons (sx Ef
Cancelling, 128
Types of, 124
Viewing and editing, (FETCH KEY, KEVDEFE,

(f[viEw)), 125-126

KEY files, 99, 127-128

Key name, 121-124
by character, 122-123
by number, 122-124
Specifying, 122-124

Key pressed, identity of, (KE* %), 130-131

Key pressing
Causing program to simulate, (FLIT), 131-132
Test for, (HEYvTDWH), 129
Keyboard, 11-12
calculations, 18-20, 36-46
entry of data and expressions (I HFIT), 241-
244, 269-270
Normal, 28-29, 121
operation, 11-12
Shifted operations on, 11
User, 28-29, 122-124, 126
Keyboard/program interactions, 129-132
EF % function, 125-126
functron 130-131
44 function, 129
Keys, 11- 13 15-16, 21. See also individual key
symbol.
alternate operations, 11
Immediate execute, 12
Letter, lowercase, 11
Letter, uppercase, 11
primary operations, 11
Typing aid, 12
User defined, 28-29, 121-124
Keystroke presentation conventions, 13
Keyword index, inside back cover

L

Labels statement 146 147
(LC] key, 11, 140
Left arrow key (), 15
i.EH function, 74
Less-than (<), 62
I statement, 67, 269
Letter case control. See lowercase/uppercase control.
LEX files, 99, 160, 174
i.zT function, 50
Line
display scrolling rate, 26
length, 14
Program. See program line.
width control (HIDTH, FHIDTH), 232-233
(LINE] key, 21
L1near regression (LF), 84-85, 88
'T statement, 244-245
statement, 127, 156-157
function, 50
Load and execute magnetic card program
(RUH :CARD, CHRIN :CARRD), 289, 291
Local environment, 211
.00 statement, 139
Log, natural. See natural log.
i1 function, 50




Logical operators, 62-64
function, 50
:# 1 function, 50
Loops, program. See program, loops
Low battery indication (BAT), 30, 271
Lower bound of arrays, setting (!Zi FTION
68-69, 70, 72, 73, 270

Lowercase/uppercase control

by flag (-15), 199

by key ((LC)), 11, 140

by statements (L., ¢

M
Magnetic card, 287-293

Marking, 286

operations. See entries under card reader

organization, 287

Pulling, through card reader, 287-289
Magnetic card reader. See card reader
Main

environment, 211-213

program, 203
Main RAM, 104- 108

Reclaiming (= ), 107
Manual conventions, 14, 16, 21, 34
Marking magnetic cards, 286
Math exception

as error, 176, 269-270

as warning, 177, 269-270

flags (I
176- 177 197

from f

1H), 57-60, 68,
Rec

269-270

Value for, (TERF), 59-60

Math exceptions, IEEE proposal for handling, 59-
60

+ function, 49
Maximum (#fi=), 49
i_function, 61
function, 107-108
Memory

RAM, 103-108, 273

reset, 13-14, 153, 193

ORT), 108

ROM, 103-105, 273- 274
structure, 103-108
Unused amount of, in RAM (MEH), 107-108

1ozt display, 14

statement 128

function, 49

Minimal BASIC, deviations from, 269-271
Minimal BASIC, extensions to, 268-269

Subject - dex 301

1), 49

function, 61

M1 function, 49

Module, plug-in, 103-108, 273

Modulo , 49

Movie program, 138

Moving file pointer (FEE B #), 258
Multiple assignment statements 67
Multiplication operator (%), 47
Multistatement line, 146

Minimum

Names
Device, 110-114
File, 22, 109-110
Numeric variable, 68
Program (BASIC file), 21-22, 101, 109-110, 143-
145
String variable, 72

function, 59-60
xH value, 59-60, 68
Natural antllog
Natural log (&
Natural log
Nested
loops. See program, loops, nested
subroutines. See program, subroutines, nested
H T statement, 185-187, 269
Normal keyboard, 28
Normal/User ke boards, sw1tch1ng between
(U ! L OFF
[USER)), 28, 126
Not a number (¢ ), 59-60, 68
Not a number (+#H), 59-60
Not-equal-to (#) logical operator, 62
; logical operator, 62-63
Null string, 72, 268
: function, 74, 77
Number
formatting, 54-56
of digits flags (-17 through -20), 199-200
rounding, displayed, 56
Numbers, range of, (i1
61
Numeric
functions, 47-53
precision (I3FT1I
variable precision (F
57

, 50
i), 50

or iH

), 60

‘E T, I
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Oﬂ automatlc 13 -

(OFF] key, 13

statement, 181
statement, 181

key, 13

statement, 183-184
statement, 182, 184
1 status annunciator, 30
(1USER] key, 28-29, 126
Opening data file (L IGH #), 248-249
Operating precautions, 267-268
Operating system version (VERE$), 267
Operation, verifying proper HP-71, 273-274
Operations unsupported in CALC mode, 46
Operator precedence, 64

in CALC mode, 41-42
Operators

Arithmetic, 47

Logical, 62-63

order of precedence, 64

statement, 50

statement, 50

ent, 68-69, 70, 72-73, 270

F statement, 56

statement, 56

statement, 56

o statement, 56

logical operator, 62-63

Order of evaluation, 64

Organization of magnetic cards, 287

Output spacing (TAE, semicolon (:), comma (),
226-227

Parameter hst See parameters

Parameter passing (CHLL, SUE), 204-210, 263-

264
Parameters
used in statement, 206-210
used in | statement, 218-219
Parentheses

in array declarations, 69-72

in numeric expressions, 64

in numeric functions, 48-52

in string functions, 74-75
Passing channel number (CRLL, ZUE), 263-264
- statement, 154
keyword, 289, 292-293

Percent (%) operator, 47
functlon 49
T statement, 157
Pomter data file, 252-253, 258
statement, 180
Port, 104-108
function, 74-75
Potential for radio/television interference (U.S.A.
only), 279
Power consumption, 271
Power supply, 271-273
Precedence of operators, 64
in CALC mode, 41-42
Predicted values (FREDV), 85-86, 89
Pressed key test ( L), 129
PRGM status annunciator, 25, 30
Print hst 230
# statement, 250-252, 256-263
statement, 225
Quotatlon marks in, 67
% I#G statement, 230-232
Printer control 232-234
Printing mforma‘uon 224-234
anate magnetlc cards (: FCFD), 289, 292-293
F E statement, 116-117
Product information, 280
Program. See also subprogram and program line
branchmg, condmonal (ﬂ H

L ‘_.ee_fn), 179-181

Chamed 151 152

changmg of array dimensions, 70-71, 73

Conditional, branching. See program, branching,
conditional

Conditional execution of, lines. See program,

line(s), conditional execution of

data (RTH, READ, RESTORE), 245-247, 269

data pointer, resetting (F ZTORE), 246-247

Editing, 22-26, 156-159

Ending execution of (ZTOF, EHD), 155

Entering, 22-25, 143-149, 269

environment, 153, 210-215

Execute, 25, 149-152. See also entries under pro-
gram, line(s).

Execute, at specified line (RLit{, COZLE), 149-
150
', [RUNJ), 25,
AED




Execute specified, (L

152
execution, single step ([1]
execumon, trace flow of ( EF
%), 166-167, 171

Flbonacm, 216-218
file, 27, 143-144
Halting, execution, 153-155
input, 22-25, 143-149, 269
Interrupting, 152-155

line, adding, to program, 158
lines automatic numbering of (H

I “E), 187-189

line, current 154 58

line(s), deletmg (

line(s), displaying (
o)), 21, 156-158

line, format of 145

line, keying in, 22-25, 145-149

line label. See statement labels

line, multistatement, 146

line number, 145

line, renumber (= =), 159

hne(s), unconditional execution of

(

179-181

Load magnetlc card

, 289

loops ), 185-187, 269
loops, nested, 186-187
Movie, 138

name, 21-22, 101, 109-110, 143-145

protection, 116-117, 127, 292

Resuming, execution ([fJ(CONT], ¥

Retrieving data from (FEAD), 246

Running. See program, execute.

Saving (E 21-22, 27, 101, 143-145

Storing data in ), 245, 269

subroutines, 179-184

subroutines, nested, 179

Suspending, execution ([ATIN], ¥
153-154

Tracing, execution (TEAL

Tracing, variable 3551gnment (
167

Trapezoidal rule integration, 76

Twocount, 130

Unconditional, branching. See program, branch-
ing, undonditional

Unconditional execution of, lines. See program,
line(s), unconditional execution of

Program/keyboard interactions, 129-132

), 166-167

Subject i dex 303

Prompts, input (I iT), 243

Proper HP-71 operation, verifying, 273-274

" statement, 289, 292

Protected display fields (& ), 135-136

Protected display fields using escape sequences,
237-239

Protecting fil

116-117, 127

’

Pulling magnetic cards through card reader, 287-
289

statement, 115-116, 127
function, 131-132

Q
Quotatlon marks 67 72 109 269

RAD status annunciator, 30
= statement, 50, 270
Radians to degrees (IEG), 52
Radio/television interference, potential for (U.S.A.
only), 279
RAM, 13, 103-108
Independent, 104-108
Main, 104-108
Plug-in, modules, 103-108, 273
port data (= :
Unused memory in (i
Random access memory, 13, 103-108. See RAM
Random data recall (7
Random data storage
#), 256- 260
Random integers, generating, 53
Random number (F#13), 52-53
£ function, 52-53, 271
Range of umbers (f4

—
(=]
]
1]

—
=1
o o]

# statement, 254-257, 260

Read-only memory (ROM), 103-105, 273-274

tatement, 246, 269

R dmg calendar date (%

5 statement, 57,69

Recalling data randomly (&

Recalling data sequentially (:

1 #), 254-263

Recalling program data (- ), 246, 269. See
accessing data files

Reclaiming memory ( ’)

Records, file, 256-260

Recovering from math exceptions, 58, 269-270

Recursive subprograms, 214-218

‘£4), 17, 90-91

#,

, 254-257, 260

, 67-68
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Recursive user-defined functions, 222

function, 49

Redefining the keyboard (ZEF kEY), 28, 121-124

Reduction , 49

Reference parameters ( L), 206

Referencing user-defined function, 220

Relational operators, 62, 64

Remainder ), 49

Remove write- protect10n from magnetic card
( " T), 289, 292

Removing card reader 285

tatement, 101, 115, 127

statement, 159

Replace cursor, 14, 23

Replacing batteries, 272

function, 49

Reserved words for file names, 110

statement, 96

Reset data pointer in program (%
247

Reset HP-71 (! 7), 13-14, 193, 273-274

" statement, 193

# statement, 254, 258, 262-263

statement, 246-247

Restricting HP-71 use (L.{0E),

Result , 49

Resuming program execution, ([fJ[CONT], i
155

Retrieving data sequentially (&

), 254-263

Retrieving file data randomly (
260

Retrieving program data (F
accessing data files

Return key, 13

statement, 179

Right arrow key (»]), 15-16
function, 49
function, 52-53

), 246-

139

1), 246, 269. See

ROM, 103
Plug-in, modules, 103-108, 273
port data ( i ), 108

Rounding, dlsplayed number, 56
Round-off setting flags (-11, -12), 198
95, 27, 41, 149

statement, 289
statement, 289
statement, 27, 149-151

Run-time errors, 163-165

Running program. See program, execule.

#), 254-257,

S

Sample correlatlons ( =), 84
Saving programs (ECHIT i E
143-145
=i 1 statement, 55
Scientific display format (=2 1), 55
Scrolling rate, display, 26
SDATA files, 99, 247-264
Search order for files, 112
£ statement, 116-117, 127
Securing HP-71 contents (L. 2C¢), 139
Semicolon (:) for output spacing, 227
Sequence, escape, 234-239
Sequential data access, file omter 252 253 258
Sequential data recall (: t REA]
254- 263

#), 250-253,
256-263

Serial number of HP-71 (

Service, 276-279
contracts, 279
in Europe, 276-277
in United States, 276
International, 277
repair charge, 278
shipping instructions, 278-279
warranty, 278

Set, character, 132-135, 268

statement, 17, 90-91

- statement, 17-18, 92-95

1), 267

etting

clock speed. See adjusting clock speed
date (3 =), 17, 90 91
lower bound of arrays (JF T 10H
70, 72 73 270
time (% , 17-18, 92-95; (=
93

, 192
function, 49
Shipping instructions for service, 278-279
statement, 57, 69-71
statement, 108
Sign , 49
Simplified syntax, 34
# function, 52
Single-step execution ([f])[SST])), 41-42, 168-171
Single quotation marks, 67, 72, 269
Smallest integer L), 48
Spacing output (T fiE, semicolon (:), comma (. )),
226-227
Spemfy magnetic card file (=
), 289-293
Speed correction factor for clock, 92-96




: function, 49
key, 41,168-171
Standard deviations (-
Standard display format (57D
" statement, 139- 140
statement, 78-80, 87
Statement(s)
execution (automatic) at start-up (57
139-140
Concatenating, 22, 67, 146
labels, 146-147
Suspend execution of program, 153-154
Statistical statements and functions, 78-89
Status annunciators, 15-16, 20, 22, 30
statement, 55
keyword, 185-187
& statement, 155
Storlng and retrieving d
Storing data randomly (
#), 256-263
Storing data sequentially (F
256-263
; function, 75, 77
Strmg(s) 71-77
character code to character (1
concatenation (%) symbol, 73
default (I ), 243-244
first character to character code (i
functions, 74-77
length ( {) function, 74
lowercase to uppercase (i}
Null, 72, 268
Numeric value to string (
Quoted, 71-72
String to numeric value (-
Substring position (1%
Substrings, 73-75
variables, 71-73
Structure of memory, 103-108
: statement, 204-205
Subprogram, 151, 203-218
channel number, passing (i
environments, 210-215
Form of ( :
parameter passing (
264
Recursive, 214-218
Transfer program execution to (i ), 205-210
t warning/error message, 68
Subtraction (-) operator, 47
Summing data points in statistical array (7
82-83
SUSP status annunciator, 30, 153, 155

#), 250-253,

74, 77

), 75

%), 75, 77

), 74,76
74-75

1), 263-264

204-205
), 204-205, 263-

Subject ¢ lex 305

Suspend statement, 153
Syntax
errors, 163-164
guidelines, 34
Simplified, 34
System flag(s), 196-201
Angular setting (-10), 197
Annunciator (-57, -60 through -64), 201
Base option (-16), 199
BASIC prompt (-26), 200
Beeper (-2, -25), 197
Continuous-on (-3), 197
DlS lay format (-13, -14), 198-199
T (-46), 200
Lowercase (-15), 199
Math exception (-4 through -8, -
i ), 57-60, 68, 176- 177 197
Number of digits (- 17 through -20), 199-200
Round-off setting (-11, -12), 198
User keyboard (-9), 197
Warning message (-1), 196
System version, operating (i

statement 226 227
function, 52
Technical assistance, 280
Television/radio interference, potential for (U.S.A.
only), 279
T XT files, 99, 247-264
keyword, 187-189
3 status annunciator, 30
Time. See clock
Timer program branching. See program, branching,
conditional
Timers, 182-184
Timers, deactivating (
Tone
loudness, controlling, 32-33
Producing, 32-33
’ i statement, 166-167
statement, 168
~ statement, 167
statement, 160-161
i¥ function, 59-60, 68
Trapez01dal rule integration program, 76
2 status annunciator, 30
Twocount program, 130
Typing
aids, 12, 21-22, 24, 26, 28
errors, correcting, 16, 22-23, 25-26

#), 184
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U
Unary minus (~) operator, 64
Unconditional program branching. See program,

branching, unconditional
Underflow (LiHF), 57-61

) operator, 62

" statement, 289, 292

statement, 116-117, 127

Unsupported operations in CALC mode, 46, 48

Uppercase/lowercase control. See

lowercase/uppercase control

function, 75

key, 28, 29, 126

+ statement, 126

USER status annunciator, 30

User. See also user-defined functions
flags, 193-196
key definitions (ZEF KEY), 28, 121-124
keyboard, 28-29, 122-124, 126
keyboard flag ( -9), 197

User-defined functions, 218-222
Environment of, 220-221
Forms of (REF Fi, EMDI 0EF), 218-219
Recursive, 222
Referencing, 220, 269

User/Normal keyboards, switching between

( [UsER),

(1USER)), 28, 126

¥ statement, 126
statement, 126
Using magnetic cards, 287-293

: "o

- function, 74, 76
Value parameters (ZHLL), 206
Variable (numeric) precision (JFTIGH ROUHD),
56
Variables, 66-77
Array, 68-73
Default values for, 67-68, 72, 268
Names of, 68, 72
Nonexistent, 68, 72
Sharing, between keyboard and programs, 67
String, 71-73, 268
function, 267
Verifying proper HP-71 operation, 273-274
key, 126
Viewing
angle, 29-30
key definitions (FETLH KEY, K
[DViEW)), 125-126
program lines (FETCH, LIET, FLIST
[v]), 21, 156-158

statement, 154

Warning message, 13, 68, 175-176
Math exception, 68, 177, 269-270
flag (-1), 196
in CALC mode, 46

Warranty
on HP-71, 274-276
on service, 278

statement, 232-233

i3l statement, 135-136

Workfile, 27-28, 100, 101, 144-145
Copying (C2FY), 145



















Kevword Index

This index lists the HP-71 keywords by category and gives a page number where that keyword is in-
troduced in this manual. Some keywords appear in more than one category.

Program Entry/Editing Program Control Logical and Relational = General Math (continued)
AUTH 149 (continued) Operators . 56
158 0OH TIMER # 182 AHD 63 57
143 OH.GOSLE 181 HOE 63 52
157  OH.GOTO 181 63 49
157 OH..EESTOREE — 63 49
145 FPHRUSE 154 62 49
157 FOF 180 62 52
116 LR M 179 62 49
22 F 155 - 62 49
159 : 204  i= 62 49
116  HWAIT 154 62 57
160 = 62
116 Debugging '2-" 62 Logarithmic Operations
146 conT 155 50
DEFRALLT 58 50
ERFRL 175 50
151 ERREME 175 50
151 ERFRH 173 50
155 OH ERREOE SHE 172 50
149 OH EREREOE o172 50
FRLSE 154 50
TREACE 166 =%
184 Trigonometric
005 Storage Allocation General Math Operations
180 CLAIM FOET 107 ¢ : 48 ; 52
218 DESTROY 67 48 52
155 DI 69 60 52
219 FREE FOET 105 57 52
204 IHNTEGER 70 50 52
220 HEM 107 49 52
185 OFTIOM BASE 68 48 52
179 69 48 52
179 70 48 52
187 108 57 50
13 79 48 50
172 57 52
184 67 50
= 172 49 52
172 49 52

49



Statistics
ADD
CLETAT
CORE
OROF
LR
MERH
FREDY
SDOEW
STAT
TQTAL

Constants
EFs

IHF
MAXREAL
HIMREERL
MAH

FI

Strings

CHE#
LEH
MLt
FOE
STE#
UFRCE
EUI F' L
WYERF

Input/Output
ASSIGH #
EEEF

EEEF OFF
EEEF 0OH
COHTRAST
CoPY
CREATE
OATH
DELAY
ODISF
OISk
ODISF#
EHOLIMNE

USIMG

80
79
84
81
84
83
85
83
79
82

61
59
61
61
59
49

73
75
74
74
74
75
75
74
267

248
32
32
32
29
112
248
245
26
225
230
136
234

Input/Output (continued)

EMG
FIx

GOISP
GOISFE
IMAGE

IHFUT
KEYDOKH

L

LIHFUT

LIZT
OM..RESTORE
FLIST

FRINT

FRINT USIMG
FRIMT
FUT
FHIOTH
RERD
FEAD #
RESTORE
REZTORE #
SCI

STO

THE

PRI
USER
MIOTH
WIHOO

E-

Graphics
COISF
GODISFF

File Management

HOOF
CHT
CAT#
CLAIM
COPY
CEEATE
EQIT
FREE FORT
MEHM

MERGE

FORT

56

55
137
137
231
241
129
140
244
157
157
225
230
250
131
232
246
254
246
254

55

55
226

75
126
232
135

137
137

118

107
112
248
143
105
107
128

File Management
(continued)
HAME
FEIWATE
FEOTECT
FURZE
FEHAME
SECURE
SHOW FORT
TEAHSFORM
UHFREOTECT
UHSECURE

Time and Date
ADIAES
BOJUST

AF

OARTE

OATE#

EXACT

RESET CLOCK
SETOARTE
SETTIME
TIME

TIME#

System Settings
and Flags
CFLAG
ODEFAULT
DEGREES
DELAY

ovz

FLAG

IHH

YL

OFTIOH AHGLE
OFTIOH BARSE
DFTION ROUMD
OwF

FAOIAHS
RESET

SFLAG

TRAF

LIHF

145
116
292
115
115
116
108
160
292
116

93
95
95
o1
91
96
96

92
94
94

192
58

26
57
191

57

57
50
68
56
57

193
192
59
57

Customization and

Keyboard Control

ROOE#
CHRESET
CHARSET#
COMTEARST
OEF EEY
OELAY
OTH#
FETCH EKEY
FIs

HTL
IMAGE
EEY

EES#
TEYDEF#*
EENDOLH
L

LOCE
FEEK#
FOEE

FUT
STARETUR
JSER
WMIHDCM

132
132
29
121
26
48
125
55
48
231
121
130
125
129
140
139

131
139
126
135



How to Use This Manual (page 6)

@GN R b2

Getting Started (page 10)

Calculating with the HP-71 (page 36)
Variables: Simple and Array (page 66)
Statistical Functions (page 78)

Clock and Calendar (page 90)

File Operations (page 98)

Customizing the HP-71 (page 120)
Writing and Running Programs (page 142)

9: Error Conditions (page 162)
10: Branching, Looping, and Conditional Execution (page 178)

11: Flags (page 190)

12: Subprograms and User-Defined Functions (page 202)
13: Printer and Display Formatting (page 224)
14: Storing and Retrieving Data (page 240)

A: Owners Information (page 266)
B: Accessories Included With the HP-71 (page 282)
C: Using the HP 82400A Magnetic Card Reader (page 284)
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